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A Catalog of Micro Frontends Anti-patterns

Author: Nabson Paiva Souza da Silva

Supervisor: Prof. Dr. Tayana Uchôa Conte

Abstract

Micro frontend (MFE) is an architectural style derived from Microservices (MS) that

decomposes a monolithic frontend application into smaller, manageable, and indepen-

dently deployable slices. Despite its increasing adoption, the field remains relatively

underexplored, particularly in terms of identifying challenges and documenting best

practices. Therefore, the goal of this Master’s Thesis is to propose and evaluate an

artifact that supports developers in implementing MFE architectures. We introduce a

catalog of MFE anti-patterns that document common problems and practical solutions.

The initial version of the catalog was developed based on established MS anti-patterns

and real-world issues. To verify the prevalence of these anti-patterns in MFE architec-

tures and assess whether the proposed solutions effectively address them, we conducted

a Personal Opinion Survey with industry practitioners. Additionally, we developed a

web application designed to showcase the anti-patterns and foster collaboration within

the MFE community. Furthermore, we ran a controlled experiment to compare the cata-

log with practitioner-provided examples and guidelines in solving MFE maintenance

challenges, assessing how students used the catalog and whether it enhanced their

perceived learning. Finally, we performed a Multivocal Literature Review to expand the

catalog by adding anti-patterns proposed in grey literature sources. After each study,

we refined the catalog to produce a final version that helps developers identify, solve,

and prevent problems when working with MFE architectures. The contributions of

this Thesis include centralized documentation of common issues and solutions when



developing MFE architectures, empirical evidence on how the catalog can be used, a

web application that showcases the anti-patterns and promotes collaboration within

industry practitioners, and the development of MFE teaching material that instructors

can integrate into software architecture curricula. We believe that the results of this

work have the potential to drive significant advances in both the practice and theory of

MFE, helping shape future research and improve industry adoption. As part of future

work, we aim to evaluate its utility in supporting practitioners as they evolve real-world

MFE architectures and explore automated anti-pattern detection tools.

Keywords: Micro frontends, Anti-patterns, Software Architecture, Microservices.



A Catalog of Micro Frontends Anti-patterns

Author: Nabson Paiva Souza da Silva
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Resumo

Micro frontends (MFE) são um estilo arquitetural derivado de microsserviços (MS)

que decompõe uma aplicação frontend monolítica em partes menores, gerenciáveis

e implantáveis de forma independente. Apesar da adoção crescente, o campo ainda

é relativamente pouco explorado, especialmente no que diz respeito à identificação

de desafios e à documentação de boas práticas. Portanto, o objetivo desta dissertação

de mestrado é propor e avaliar um artefato que apoie desenvolvedores na implemen-

tação de arquiteturas MFE. Apresentamos um catálogo de anti-padrões de MFE que

documenta problemas comuns e soluções práticas. A versão inicial do catálogo foi

desenvolvida com base em anti-padrões de MS consolidados e problemas observados

na prática. Para verificar a prevalência desses anti-padrões em arquiteturas MFE e

avaliar se as soluções propostas os resolvem efetivamente, conduzimos um survey com

profissionais da indústria. Além disso, desenvolvemos uma aplicação web projetada

para apresentar os anti-padrões e fomentar a colaboração na comunidade de MFE. Tam-

bém realizamos um experimento controlado para comparar o catálogo com exemplos

e diretrizes fornecidos por profissionais, avaliando como os estudantes utilizaram o

catálogo e se ele contribuiu para sua percepção de aprendizado. Por fim, realizamos

uma Revisão Multivocal da Literatura para expandir o catálogo, incorporando anti-

padrões propostos em fontes de literatura cinzenta. Após cada estudo, refinamos o

catálogo para produzir uma versão final que auxilia desenvolvedores a identificar, re-

solver e prevenir problemas ao trabalhar com arquiteturas MFE. As contribuições desta



dissertação incluem a documentação centralizada de problemas e soluções comuns

no desenvolvimento de MFE, evidências empíricas sobre o uso do catálogo, uma apli-

cação web que apresenta os anti-padrões e promove a colaboração entre profissionais

da indústria, e o desenvolvimento de materiais didáticos sobre MFE que podem ser

integrados a disciplinas de arquitetura de software. Acreditamos que os resultados

deste trabalho têm potencial para gerar avanços significativos tanto na prática quanto

na teoria de MFE, contribuindo para pesquisas futuras e para a adoção da arquitetura

na indústria. Como trabalho futuro, pretendemos avaliar a utilidade do catálogo no

apoio a profissionais na evolução de arquiteturas MFE reais e explorar ferramentas de

detecção automática de anti-padrões.

Palavras-chave: Micro frontends, Anti-padrões, Arquitetura de Software, Microsserviços.
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1

INTRODUCTION

S oftware architecture focuses on software design at the highest level of abstrac-

tion (KAZMAN et al., 2023). At this level, architects are concerned not with

specific classes or interfaces but how the system’s components, modules, or

layers are integrated (VALENTE, 2020). During the design phase, architects face critical

decisions that shape the system, as these choices are often difficult to modify later. To

support these decisions, architects can rely on architectural styles, which provide guide-

lines on organizing the system’s modules (MEDVIDOVIC; TAYLOR, 2010). Examples

of such architectural styles include Microservices and Micro Frontends.

As a monolithic application grows, it becomes challenging to scale due to limita-

tions like technology constraints, the necessity for vertical scaling only, and the need to

reboot the entire application with each deployment (DRAGONI et al., 2017). To address

these issues, developers are adopting the Microservice (MS) architectural style to create

autonomous, distributed, and loosely coupled services (DMITRY; MANFRED, 2014;

LEWIS; FOWLER, 2014; ERL, 2016). This architecture enables teams to work indepen-

dently, reducing the development time for new features. However, different teams often

still need to share the same codebase for the presentation layer.

Micro Frontend (MFE) is an architectural style that extends the principles of MS

to the frontend, breaking down a complex frontend application into smaller, manageable,

and independently deployable slices (MEZZALIRA, 2021a; PELTONEN; MEZZALIRA;

TAIBI, 2021). This approach facilitates independent testing, development, and deploy-

ment of front-end components, enabling teams to work autonomously and reducing the
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development time for new features (GEERS, 2020). However, some issues faced when

adopting MFEs are increased payload size, UX consistency, complex monitoring and

debugging, state management, and duplicated code (PELTONEN; MEZZALIRA; TAIBI,

2021). Many companies, such as SAP, Springer, Zalando, NewRelic, Ikea, Starbucks,

and DAZN, have successfully implemented the MFE architecture (TAIBI; MEZZALIRA,

2022), showcasing its potential in diverse domains.

Despite its widespread adoption in the industry, the academic literature about

guidelines and best practices when implementing MFE is relatively limited, especially

when compared to the numerous experience reports and case studies documenting

its implementation (ANTUNES et al., 2024; CAPDEPON et al., 2023; KAUSHIK; KU-

MAR; RAJ, 2024; PERLIN et al., 2023; MÄNNISTÖ; TUOVINEN; RAATIKAINEN, 2023;

PÖLÖSKEI; BUB, 2021; MORAES et al., 2024). This disparity suggests a challenge in

transferring knowledge from industry practice to academic research and underscores a

gap in understanding how enterprises implement MFE in real-world architectures.

Over time, software architecture can deteriorate due to developers’ insufficient

understanding of the specific architectural style (TAIBI; LENARDUZZI; PAHL, 2020).

This issue is particularly critical in MFE architectures, as they are inherently complex,

and there is no well-defined method for evaluating or documenting both good and bad

practices. Therefore, the objective of this master’s thesis is to develop artifacts that can

support developers in implementing and maintaining MFE architectures. We propose a

catalog of MFE anti-patterns to preserve architectural integrity and assist developers

in making well-informed decisions. Anti-patterns address emerging issues, common

mistakes, poorly implemented solutions, misapplied best practices, and deviations from

established process models (BRADA; PICHA, 2019).

To evaluate the catalog, we first conducted a Personal Opinion Survey (KITCHEN-

HAM; BUDGEN; BRERETON, 2015) with practitioners to validate whether the identi-

fied problems are prevalent in MFE architectures and if the proposed solutions address

them effectively. Based on their feedback, we improved the catalog. We then carried

out a controlled experiment with undergraduate students to compare the use of the

catalog to MFE guidelines provided on blogs and evaluate whether the catalog enhances
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students’ perception of learning. Again, the catalog was refined based on feedback. Our

next steps involve expanding the catalog and empirically evaluating its use by practi-

tioners in real-world architectures. In the following sections, we outline our research

objectives and present the methodology used in this study.

1.1 Research Objectives
The primary objective of this thesis is to develop an artifact to support developers

when implementing and maintaining MFEs architectures. To satisfy the primary

objective, we devised the following specific objectives:

• Build a comprehensive body of knowledge on the real-world challenges develop-

ers face when implementing Micro Frontend architectures.

• Develop and iteratively improve an artifact to support developers when imple-

menting and maintaining Micro Frontend architectures.

• Examine how the artifact supports inexperienced developers in identifying and

avoiding common pitfalls while maintaining Micro Frontend architectures.

1.2 Research Methodology
The research methodology employed in this thesis is an adapted version of the evidence-

based methodology proposed by Mafra, Barcelos & Travassos (2006). Figure 1 illustrates

the steps of our adapted approach. The methodology consists of the following steps:

1. Secondary Study: After conducting an ad hoc review, we identified a Multivo-

cal Literature Review by Peltonen, Mezzalira & Taibi (2021) that maps existing

knowledge on MFEs, highlighting their motivations, benefits, and challenges. The

authors state that MFE anti-patterns have not yet been identified. To complement

their review and verify whether any anti-patterns have been published since its
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Figure 1 – Diagram illustrating the research methodology based on Mafra, Barcelos &
Travassos (2006). Blue rounded items show what we made after each step.

completion, we conducted a Rapid Review (CARTAXO; PINTO; SOARES, 2018)

and found no documented MFE anti-patterns.

2. Initial proposal of the catalog: To document the challenges faced when imple-

menting and maintaining MFEs architectures, we propose a catalog of MFEs

anti-patterns based on MSs anti-patterns. We propose 12 anti-patterns, each com-

posed by name, category, problem, solution, and example.

3. Feasibility study: We conducted a Personal Opinion Survey (KITCHENHAM;

BUDGEN; BRERETON, 2015) with practitioners to assess and improve the anti-

patterns and evaluate if they represent real problems on MFE architectures. We

improved the catalog anti-patterns based on practitioners’ feedback.

4. Controlled experiment: We conducted a controlled experiment (WOHLIN et al.,

2012) with Computer Science undergraduate students to compare the catalog to
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the guidelines proposed by practitioners on websites and blogs, and evaluate

whether the catalog improves the perceived learning of students. We improved

the catalog anti-patterns based on students’ feedback.

5. Multivocal Literature Review: To uncover micro frontend (MFE) anti-patterns

proposed by practitioners in informal sources, we plan to conduct a Multivocal

Literature Review (GAROUSI; FELDERER; MÄNTYLÄ, 2019). By incorporating

anti-patterns shared by developers in online communities, blogs, and technical

forums, we aim to enrich and refine our catalog, producing a more comprehensive

and practice-informed final version.

1.3 Organization
This chapter presented the context, research objectives, and methodology of this mas-

ter’s thesis. The remaining chapters are organized as follows:

• Chapter 2: Presents the theoretical background of our research, including def-

inition of MSs, MFEs, and anti-patterns. Additionally, we discuss the related

work.

• Chapter 3: Presents the Rapid Review we conducted to identify published MFE

anti-patterns, details the process of proposing the MFE anti-patterns catalog, and

introduces its initial version.

• Chapter 4: Presents the Personal Opinion Survey we conducted to evaluate and

enhance the catalog based on feedback from practitioners. We also present some

of the improved anti-patterns refined based on the feedback provided by practi-

tioners.

• Chapter 5: Presents the controlled experiment we conducted to compare the

catalog and guidelines proposed by developers and assess whether the catalog

improves the students’ perceived learning. We also present some of the improved

anti-patterns refined based on the feedback provided by students.
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• Chapter 6: Presents the Multivocal Literature Review conducted to expand the

catalog by adding anti-patterns proposed by developers in grey literature sources.

We present the newly added anti-patterns as well as improvements made to some

of the existing ones based on the review results.

• Chapter 7: Presents the final refinements made to the catalog and introduces its

final version.

• Chapter 8: Presents a summary, the contributions, and concludes this research.
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2

BACKGROUND

M icro Frontend (MFE) is an architectural style that draws heavily from the

principles of Microservices (MS), making it essential first to understand

the foundational concepts of both. This chapter provides the necessary

background to contextualize and deepen the understanding of this research. Section 2.1

presents the core principles of MS. Section 2.2 delves into the concept and implementa-

tion of MFEs. Section 2.3 introduces the definition of anti-patterns, as our artifact is a

catalog of MFE anti-patterns. Finally, Section 2.4 reviews related work to offer additional

context.

2.1 Microservices
Microservice is an architectural style presented as an alternative to monolith architec-

tures (ABGAZ et al., 2023). Lewis & Fowler (2014) first defined MS as an approach to

developing a single application as a suite of small services, each running in its process

and communicating with lightweight mechanisms. A service is a self-contained, loosely

coupled software unit designed to perform a specific business function. The differ-

ence between this style and other service-based architectures, such as Service-Oriented

Architecture (SOA), is that microservices are smaller in code volume, have access to

only their databases, have lightweight communication patterns, and are defined by

domain (RICHARDSON, 2018).

The modular design of MS ensures that each service has a well-defined and



Chapter 2. Background 37

focused set of responsibilities, which promotes maintainability and scalability (ERL,

2016). Adopting MS provides several benefits, such as enabling Continuous Delivery

and Continuous Integration for large and complex architectures, offering small and

easy-to-maintain services, allowing independent deployment and scaling, fostering

team autonomy, isolating failures, and enabling the adoption of different technologies

based on the needs of each service (GEERS, 2020). However, there are also some ob-

stacles to using MS, such as the challenge of defining the correct set of microservices,

increased complexity in the development, testing, and deployment of the entire sys-

tem, the need for careful coordination when developing features that access multiple

microservices, and the difficulty of deciding when to adopt this architecture (GEERS,

2020; RICHARDSON, 2018; NEWMAN, 2021).

2.2 Micro frontends
The term “Micro Frontend” was first coined by ThoughtWorks in 2016 (THOUGHT-

WORKS, 2016) as an architectural style inspired by MS architecture. The main idea is to

decompose a monolithic frontend application into smaller parts that can be developed,

deployed, and updated independently, promoting greater flexibility and maintainabil-

ity (MEZZALIRA, 2021a; PELTONEN; MEZZALIRA; TAIBI, 2021). MFE can also be

considered an organizational approach. The application is divided into vertical slices

built from the database to the user interface and run by a dedicated team (GEERS, 2020).

In an MFE architecture, the web application integrates different features or business

sub-domains, and each software team should have only one domain to handle (PELTO-

NEN; MEZZALIRA; TAIBI, 2021). Many companies adopted the MFE architecture, such

as SAP, Springer, Zalando, NewRelic, Ikea, Starbucks, and DAZN (TAIBI; MEZZALIRA,

2022).

MFEs share the main principles, benefits, and issues of MS (THOUGHTWORKS,

2016; TAIBI; MEZZALIRA, 2022; MEZZALIRA, 2021a). The motivations are develop-

ment scalability and codebase growth, and the benefits include support for different

technologies, autonomous cross-functional teams, development, deployment, manage-
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ment independence, and better testability (PELTONEN; MEZZALIRA; TAIBI, 2021).

However, the primary drawbacks of Micro Frontends include increased payload size, as

each MFE often bundles its dependencies, potentially duplicating libraries and inflating

the assets delivered to the client (PELTONEN; MEZZALIRA; TAIBI, 2021; GEERS, 2020).

Monitoring and debugging also become more complex, as issues may span multiple

independently deployed frontends, making it harder to trace logs and isolate the root

cause. Additionally, state management is challenging, as inconsistencies can arise when

each MFE maintains its state without proper coordination. Finally, duplicated code

is a common issue since UI components are frequently reimplemented across MFEs,

resulting in inconsistencies and increased maintenance effort.

Each MFE implements a set of screens and fragments. Fragments are reusable

User Interface (UI) components that can be combined to form screens across different

MFEs (GEERS, 2020). Some fragments might need context information, but the team,

including the fragment in their MFE, does not have to know the fragments’ state or

implementation details. The MFEs must integrate a coherent application to deliver

a unified User Experience (UX) (GEERS, 2020). Achieving this requires developers

to make informed decisions regarding the composition, communication, and routing

between the MFEs.

The first decision is about composition, the process of requesting the fragments

and putting them in the correct slots in a screen (GEERS, 2020). There are three ap-

proaches to compose MFEs: Server-side, Edge-side, and Client-side. Figure 2 shows a

diagram exemplifying the composition of a screen with one fragment.

1. Client-side Composition (CSC): An application shell loads MicroFrontends in-

side itself. An application shell is technically represented by an HTML file always

present during the user session containing a small JavaScript code for loading and

orchestrating different MFEs (TAIBI; MEZZALIRA, 2022; PELTONEN; MEZZA-

LIRA; TAIBI, 2021; GEERS, 2020). CSC needs MFEs-specific frameworks (MORAES

et al., 2024), such as single-spa (SINGLE-SPA, 2016), qiankun (QIANKUN, 2019)

and Garfish (GARFISH, 2021), or with frameworkless technologies like Webpack,

Module Federation, iFrames, and web components.
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Figure 2 – Diagram exemplifying the composition of a fragment in a screen in each
composition approach.

2. Edge-side Composition (ESC): The web page is assembled at the Content Delivery

Network (CDN) level, using an XML-based markup language called Edge Side

Include (ESI) (PELTONEN; MEZZALIRA; TAIBI, 2021). One of the drawbacks of

this implementation is that ESI is not implemented in the same way by each CDN

provider, which can lead to many refactors and new logic implementation.

3. Server-side Composition (SSC): The origin server is composing the view by

retrieving all the different MFEs and assembling the final page. It can happen

at runtime or compile time (PELTONEN; MEZZALIRA; TAIBI, 2021; GEERS,

2020). It is the simplest approach because it enables the development of MFEs

as packages (MORAES et al., 2024). However, this approach does not meet some

of the main principles of MFE, such as technology agnosticism and independent

delivery.

Once the fragments are composed into a screen, the team needs to decide how

the MFEs will communicate with each other. Effective communication outlines how

the screen and fragments interact to deliver a seamless UX (TAIBI; MEZZALIRA,

2022). Geers (2020) defines three primary forms of communication: Parent to Fragment,

Fragment to Parent, and Fragment to Fragment, as shown in Figure 3.
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Figure 3 – The three forms of communication in MFEs: (1) Parent to Fragment: commu-
nication initiated by the parent (screen) towards a specific MFE fragment; (2)
Fragment to Parent: communication initiated by a fragment back to the screen;
and (3) Fragment to Fragment: communication directly between different
fragments.

1. Parent to Fragment Communication: A change in the screen is propagated down

to one or more fragments so they can update themselves. This form is also called

Parent-child Communication.

2. Fragment to Parent Communication: A change on a fragment sends a message to

the screen so it can update itself. This form is also called Child-parent Communi-

cation.

3. Fragment to Fragment Communication: A change on a fragment sends a message

to one or more fragments composed on the same screen. This form is also called

Child-child Communication.

The final decision involves routing, which delineates the navigation from one

view to another (TAIBI; MEZZALIRA, 2022). Usually, hyperlinks are necessary to

navigate between screens. When adopting CSC, the application shell manages routing,

which knows all routes and MFEs, mapping URLs to the correct MFE.

2.3 Anti-patterns
Anti-patterns are recurring design practices, choices, or solutions to common problems.

Despite appearing reasonable and effective, they lead to negative consequences and

undermine the system’s overall quality (CERNY et al., 2023). An anti-pattern is similar to
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a pattern, but instead of providing a practical solution, it offers an approach that appears

to be a solution on the surface. However, it ultimately leads to more problems (KOENIG,

1998). While a problem and its optimal solution characterize patterns, anti-patterns

involve two solutions (BROWN et al., 1998). The first solution is a commonly occurring

solution that generates overwhelmingly negative consequences. The second solution is a

commonly occurring method in which the anti-pattern can be resolved and reengineered

into a more beneficial form.

Koenig (1998) define three forms to define anti-patterns: (1) Degenerative Form:

the most basic one, is a textual description without any structure, template, or separate

content sections for various aspects of the pattern; (2) Mini-AntiPattern: a more struc-

tured approach, consists of name, problem, and solution; and (3) Formal Definitions:

including the Full AntiPattern Template and the Laplante-Neil Structure, consists of

multiple fields detailing various dimensions of the anti-pattern. Brada & Picha (2019)

discusses the template used in the C2 Wiki repository, which is a Formal Definition.

They also propose a new template to document software process anti-patterns that

balance brevity and information clarity based on the formal definitions. Table 1 presents

an example of a software process anti-pattern from Brada & Picha (2019).
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Table 1 – Architects Don’t Code Anti-pattern (BRADA; PICHA, 2019)

Name Architects Don’t Code
Also Known As -
Summary System architects do not participate in development efforts

(e.g., because their time is expensive). Thus they ultimately
create designs just “on paper” which might be flawed but
which the developers are supposed to follow.

Context More likely in waterfall projects. The development orga-
nization has many junior programmers and relatively few
experts, such as senior programmers or solution architects.

Forces (1) Having an expert architect should bring about consis-
tency, cleanliness, modularity, and other characteristics of
efficient software; and (2) Expert time is expensive, rare or
both.

Symptoms and Con-
sequences

(1) People with the architect role do not interact with coding
tasks (tickets); (2) Architects do not generate or modify any
source code artifacts; (3) Architects only interact with non-
coding people, tasks and artifacts; and (4) Code reflects a
design that the architect never thought of because the one
he came up with was flawed.

Causes The architect never codes and is uninterested in “implemen-
tation details”.

Solution Get architects involved at an implementation level to get
their feet wet from time to time and become aware of how
(changes in) their design affect the project. (See the pattern
“Architect Also Implements”.)

Related Anti-
patterns

Viewgraph Engineering – similar in kind (technical role does
not get hands dirty in technical tasks)

Sources Cunningham, W. Management Anti Pattern
Road Map [online]. <http://wiki.c2.com/
?ManagementAntiPatternRoadMap>

2.4 Related work
Several papers present case studies or experience reports on implementing MFE archi-

tectures. Männistö, Tuovinen & Raatikainen (2023) presented their experience through

the migration of a monolithic frontend to the MFE architecture. Capdepon et al. (2023)

proposed an approach to migrate from monolithic mobile architecture to MFE. Moraes

et al. (2024) provided an experience report demonstrating how the same application

can be implemented using different MFE approaches. Perlin et al. (2023) presented a

case study of how to implement a MFE application with Webpack. Kaushik, Kumar &

http://wiki.c2.com/?ManagementAntiPatternRoadMap
http://wiki.c2.com/?ManagementAntiPatternRoadMap
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Raj (2024) proposed a framework for the design of web applications with MFEs and

MS. They conducted a case study to empirically analyze and evaluate the effectiveness

of the proposed framework. Pavlenko et al. (2020) implemented MFEs case study to

report and discuss the issues risen during development. All these papers can assist in

making architectural decisions when implementing a MFE architecture. However, they

cannot be used to evaluate an architecture or serve as a guide for identifying hidden

problems within it.

Although some practitioners have shared their experience on anti-patterns in

MFE applications on blogs and keynotes (MEZZALIRA, 2023; SHINDE, 2022; RAPPL,

2024), no scientific studies have been conducted to propose a catalog of MFE anti-

patterns. We conducted a Rapid Review and found no studies proposing anti-patterns

for MFEs (see Chapter 3). Mezzalira (2021a) briefly mentions that sharing any state

between micro-frontends is considered an anti-pattern but does not provide an in-depth

definition or exploration of this or other anti-patterns. Peltonen, Mezzalira & Taibi

(2021) conducted a Multivocal Literature Review and stated that researchers have not

yet deeply investigated MFEs and patterns and anti-patterns have not been defined.

Taibi & Mezzalira (2022) presented a set of development aproaches based on their

experience and reported the lack of pattern and anti-patterns definition. Moraes et al.

(2024) reported a case study findings, which revealed that involuntary anti-patterns may

occur since they are not yet mature, generating severe negative impacts on software

projects.

Given the shared characteristics of MS and MFE architectural styles, we also

searched for papers proposing MS anti-pattern. Through a Systematic Literature Review

(SLR), Cerny et al. (2023) crafted a catalog with 58 disjoint MS anti-patterns grouped into

five categories: Intra-service, Inter-service, Service interaction, Security and Team Anti-

patterns. Tighilt et al. (2020) proposed a catalog with 16 MS anti-patterns based on a SLR

and the analysis of 67 systems, examining them for potential violations of MS principles

and design practices that could be indicative of anti-patterns. Building on practitioner

experience, Taibi, Lenarduzzi & Pahl (2020) introduced a catalog and a taxonomy of

the most common MS anti-patterns. Their three-year interview study identified 20
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anti-patterns, including organizational and technical anti-patterns. Bogner et al. (2019)

conducted a SLR to propose a taxonomy of 36 MS anti-patterns. Additionally, they

developed a collaborative web application that allows users to explore and interact with

their catalog. While both architectural styles share common anti-patterns, a dedicated

catalog for MFEs is necessary to identify and address these issues specifically within

the MFEs context.

On the educational side, previous studies have identified several challenges

in teaching software architecture. According to Galster & Angelov (2016), students

accustomed to seeking optimal programming solutions often find the “wicked” nature

of architectural decision-making frustrating. The same study notes that small class-

room examples often fail to convey the importance of architectural decisions, while the

scarcity of realistic examples limits students’ practical learning opportunities. Kazman

et al. (2023) argue that undergraduate students often lack development experience

and tend to think like programmers, which makes it difficult for them to understand

high-level architecture and abstraction, as they focus on implementation details rather

than high-level design. Lago & Vliet (2005) highlight that the absence of stakeholders

to provide clear business rules during the software architecture design process poses a

significant challenge. To improve software architecture courses, Mannisto, Savolainen &

Myllarniemi (2008) state that they should emphasize using existing systems for mainte-

nance and evolution tasks rather than solely designing architectures from scratch. This

approach is more aligned with industry practices, where software architects commonly

work with established systems.

To the best of our knowledge, no papers specifically discuss MFE education,

and only a few report on experiences teaching MSs. Christensen (2022) describe the

curriculum of an undergraduate course centered on DevOps and MSs, with a stronger

emphasis on DevOps. They provide teaching guidelines that include focusing solely on

architectural migration without adding new features to MSs to avoid overcomplication,

using a technology stack familiar to students, and defining a monolith with clear

domains and boundaries. Similarly, Lange, Koschel & Hausotter (2019) report on a

MSs course conducted in collaboration with industry, where students attended lectures
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before migrating a monolith to a MSs architecture. Cordeiro et al. (2019) propose an

approach for teaching MSs involving lectures delivered by researchers and industry

professionals. In their approach, students are organized into teams and tasked with

developing different domains of a system, simulating real-world collaboration and

distributed development. Overall, these MSs courses emphasize implementing new

architectures migrated from monoliths but lack focus on exercising architecture design

itself.
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3

PROPOSAL OF A MICRO FRONTENDS

ANTI-PATTERNS CATALOG

T o support developers during the implementations and maintenance of MFE

architectures, we propose a catalog of MFE anti-patterns to document com-

mon issues and effective solutions to them. This chapter presents a Rapid

Review we conducted to search for MFEs anti-patterns in the literature and proposes

the initial version of our catalog of MFEs anti-patterns. Section 3.1 outlines the protocol,

conduction, and results of the Rapid Review. Section 3.2 explains how we defined the

anti-patterns and presents their initial version.

3.1 Rapid Review
Rapid Reviews (RRs) are lightweight secondary studies focused on delivering evidence

to practitioners in a timely manner (CARTAXO; PINTO; SOARES, 2018). To detail the

process and findings of the RR, Section 3.1.1 outlines the research question, the search

string, and the inclusion and exclusion criteria; Section 3.1.2 presents the conduction of

the search on different libraries; and Section 3.1.3 discusses the results of the RR.
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3.1.1 Search Protocol

This RR was undertaken to identify MFE anti-patterns documented in the scientific

literature. To achieve this objective, we formulated the following Research Question

(RQ): Are there MFE anti-patterns reported within the literature? We designed a

research string to gather all works related to MFE and anti-patterns, considering all

possible variations in the terminology. The resulting search string is:

(“microfrontend” OR “micro frontend” OR “micro–frontend” OR “mfe”) AND

(“antipattern” OR “anti-pattern” OR “anti pattern”)

After defining the search string, the selection procedure followed the steps: (1)

search and extract the studies in the ACM Digital Library1, IEEE Xplore2, and Google

Scholar3 using the search string; (2) eliminate duplicate studies; and (3) filter studies

by title and abstracts using inclusion and exclusion criteria. We included the following

Inclusion Criteria (IC):

• IC1: The paper must be in the context of MFE development;

• IC2: The paper propose or review MFE anti-patterns;

We also added the following Exclusion Criteria (EC):

• EC1: The paper is not a peer–reviewed publications (including preface, book,

editorial, PhD dissertations, Master’s thesis, Graduate thesis, poster, panel, lecture,

roundtable, workshop or demonstration);

• EC2: The paper is not written in english;

• EC3: The paper is a duplicate;

• EC4: The paper does not attend any of the inclusion criteria;
1 <https://dl.acm.org/>
2 <https://ieeexplore.ieee.org/>
3 <https://scholar.google.com/scholar>

https://dl.acm.org/
https://ieeexplore.ieee.org/
https://scholar.google.com/scholar
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3.1.2 Conducting the Rapid Review

This subsection presents the papers retrieved from each digital library. During this

process, we were able to set filters for publication years from 2019 to 2024.

3.1.2.1 ACM Digital Library

We searched the ACM Digital Library and retrieved no papers, as depicted in Figure 4.

We performed the search by restricting it to papers published in the last six years (from

2019 to 2024) and applying search strings in the title and abstract as filters.

Figure 4 – Number of papers returned on the ACM Digital Library.

3.1.2.2 IEEE Xplore

We searched the IEEE Xplore Digital Library and retrieved no papers, as depicted in

Figure 5. We performed the search by restricting it to papers published in the last six

years (from 2019 to 2024) and applying search strings in the title and abstract as filters.
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Figure 5 – Number of papers returned on the IEEE Xplore Library.

3.1.2.3 Google Scholar

We searched the Google Scholar and retrieved 14 papers, as depicted in Figure 6. We

performed the search by restricting it to papers published in the last six years (from

2019 to 2024) and applying search strings in the title and abstract as filters, as shown

in Figure 7. After reviewing all 14 papers, none of them were selected according to the

inclusion and exclusion criteria, as shown in Table 2

Figure 6 – Number of papers returned on the Google Scholar.
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Figure 7 – Advanced search in Google Scholar.
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Table 2 – Summary of papers retrieved from Google Scholar

REF. Title Exclusion Reason
(CAPDEPON et
al., 2023)

Migration Process from Mono-
lithic to Micro Frontend Archi-
tecture in Mobile Applications

Do not propose MFE anti-
patterns (EC4)

(TOKUC, 2024) Suitability of Micro-Frontends
for an AI as a Service Platform

Master’s thesis (EC1)

(MEZZALIRA,
2021a)

Building Micro-Frontends Book (EC1)

(KLIMM, 2021b) Design Systems for Micro Fron-
tends

Graduate thesis (EC1)

(JUMPPONEN,
2021)

Modern Software Architecture Book (EC1)

(VELEPUCHA;
FLORES, 2023)

A Survey on Microservices Ar-
chitecture: Principles, Patterns
and Migration Challenges

The paper is focused on
Microservices anti-patterns
(EC4)

(FORD et al.,
2021)

Software Architecture: The Hard
Parts

Book (EC1)

(MARTINS,
2022)

Development of an e-portfolio
social network using emerging
web technologies

Master’s thesis (EC1)

(KLIMM, 2021a) Design Systems for Micro Fron-
tends

The paper is a duplicate (EC3)

(FORD et al.,
2022)

Building Evolutionary Architec-
tures

Book (EC1)

(TUTISANI,
2023)

Design and Architecture Book chapter (EC1)

(CHAPETON,
2022)

Collaborative Geovisual Analyt-
ics

Book (EC1)

(OBIORA et al.,
2021)

Forecasting Hourly Solar Radia-
tion Using Artificial Intelligence
Techniques

Not related to MFE (EC4)

(SILVA, 2023) Micro frontends numa aplicação
de pré-contabilidade

Graduate thesis not written in
English (EC1 and EC2)

3.1.3 Results

The rapid review conducted did not identify any existing studies focused on MFE anti-

patterns, highlighting a significant research gap in the field. This dearth of dedicated

research underscores the need for further investigation into this critical area of software

development.
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3.2 Initial version of the catalog
We proposed an initial catalog of 12 MFE anti-patterns derived from a conceptual adap-

tation of existing MS anti-patterns (as presented in Table 3) combined with a reflective

analysis of real-world issues encountered in the development of MFE architectures.

This process involved reviewing each anti-pattern from the microservices literature

and evaluating its manifestation in MFE architectures based on the author’s practical

experience in MFE projects.

Table 3 – MS anti-patterns used to propose the MFE anti-patterns.

# Anti-pattern References
1 Cyclic Dependency (TAIBI; LENARDUZZI; PAHL, 2020;

TIGHILT et al., 2020; PARKER et al., 2023;
CERNY et al., 2023; BOGNER et al., 2019)

2 Hub-like Dependency (CERNY et al., 2023)
3 The Knot or Knot Service (PARKER et al., 2023; CERNY et al., 2023)
4 Microservice Greedy (TAIBI; LENARDUZZI; PAHL, 2020;

PARKER et al., 2023; CERNY et al., 2023)
5 Nano Service (TIGHILT et al., 2020; PARKER et al., 2023;

CERNY et al., 2023; BOGNER et al., 2019)
6 Mega Service (TAIBI; LENARDUZZI; PAHL, 2020;

TIGHILT et al., 2020; CERNY et al., 2023;
BOGNER et al., 2019)

7 Wrong Cuts (TAIBI; LENARDUZZI; PAHL, 2020;
PARKER et al., 2023; CERNY et al., 2023;
BOGNER et al., 2019)

8 No API Versioning (TAIBI; LENARDUZZI; PAHL, 2020;
TIGHILT et al., 2020; CERNY et al., 2023;
BOGNER et al., 2019)

9 No DevOps Tools or CI/CD (TAIBI; LENARDUZZI; PAHL, 2020;
TIGHILT et al., 2020; CERNY et al., 2023)

10 Microservices as the Goal (TAIBI; LENARDUZZI; PAHL, 2020)
11 Lack of Microservice Skeleton (TAIBI; LENARDUZZI; PAHL, 2020)
12 Golden Hammer (BOGNER et al., 2019)

Each MFE anti-pattern follows the Mini-AntiPattern format (name, problem, and

solution) and includes an example to illustrate the problem within an MFE context. We

classified the anti-patterns into four categories:

1. Intra-fronted category: considers a single MFE component and its design.
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2. Inter-frontend category: considers the structural division and communication

involving two or more MFEs.

3. Operations category: related to the operational practices and continuous mainte-

nance of the application.

4. Development category: related to the development team and their decisions

around the architecture.

Each following subsection presents an anti-pattern, including it category, prob-

lem, example, and solution.

3.2.1 Cyclic Dependency

Category: Inter-frontends

Problem: Two or more MFEs directly or indirectly depend on each other, result-

ing in high coupling between screens and fragments, compromising MFEs’ indepen-

dence and modularity. Thus, changes in one MFE require coordination with the others.

Circular dependencies lead to challenges in a system’s maintenance and evolution,

compromising agility and the ability to scale developments efficiently.

Example: Consider an e-commerce platform with a payment screen implemented

in one MFE. This screen contains a fragment from another MFE used to calculate the

shipping cost. When the screen displays changes to the items in the cart, the fragment

redoes the delivery calculation, which updates the total purchase amount displayed on

the screen. This exchange of information between the screen and the fragment results

in high coupling. It is essential to assess whether the payment screen and shipping

calculation belong to the same domain and if their implementation is part of the same

MFE.

Solution: High coupling between two or more MFEs indicates they should

compose a single MFE. Thus, it is necessary to review the definition of MFE boundaries

and ensure they align with the application domains. A careful analysis of the domains
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and reassessing the functional division of the MFEs can help reduce coupling, improve

modularity, and increase the independence between components.

3.2.2 Knot Micro Frontend

Category: Inter-frontends

Problem: A Knot is a node composed of three or more MFEs whose communi-

cation with each other has a low level of abstraction, exposing the specific details of

each MFE. The navigation or data exchange between screens and fragments strongly

depends on each MFE context. The problem worsens as the addition of new MFEs to

the node occurs without implementing a standardized communication interface. This

results in a strongly coupled node, making it difficult to maintain and deploy new

functionalities.

Example: Suppose an e-commerce system has MFEs for Digital Products (mfe-

digital-products) and Payments (mfe-payments). The product details screen of mfe-

digital-products navigates to the payment screen of mfe-payments, passing the product

data as a parameter. At a later stage, a Physical Products MFE (mfe-physical-products) is

implemented, including screens like delivery tracking, address listing, and address regis-

tration. For the unpaid physical products, a modification in the mfe-payments payment

screen happens for receiving data of either digital or physical products. Later, adding

new product types requires constantly adjusting the payment screen of mfe-payments

to display the data for these products. Implementing a communication interface with

the following fields would allow the addition of new products without requiring adapta-

tions in mfe-payments: imageUrl : string; title : string; description : string[], shippingData :

...|null. This interface definition allows the transmission of product details in a uniform

format for all types of products. Furthermore, it permits the optional transmission of

delivery information and specifies whether delivery information can be provided.

Solution: A practical solution is implementing communication interfaces be-

tween MFEs, allowing an MFE to know what is necessary to integrate with another

while abstracting the specific details of its data or implementations.
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3.2.3 Hub-like Dependency

Category: Inter-frontends

Problem: A screen of an MFE integrates fragments from several other MFEs,

becoming a central point of interdependence. Any issue occurring in the main screen or

one of its fragments can affect all other fragments present on it.

Example: Consider a digital banking system where the main screen is an MFE

that integrates several fragments from other MFEs, such as an investment list, a chart

showing bitcoin value variations, account balance, and credit card statement amount. If

any critical issue happens on the main screen, all its functionalities become inaccessible

to the end-user

Solution: Avoiding screens that serve as a starting point for other functionalities

is recommended. When it is not possible to avoid it, we recommend implementing a

resilient screen, incorporating error-handling procedures for all MFE fragments, along

with a fallback mechanism. The fallback mechanism should allow access to system

functionalities in case of any critical issue with the main screen.

3.2.4 Nano Frontend

Category: Intra-frontends

Problem: The front end decomposes into numerous small MFEs with few screens

or fragments. Small MFEs do not justify the cost of their maintenance. Furthermore, the

presence of nano frontends can lead to issues of high coupling and the manifestation of

other anti-patterns, such as cyclic dependency

Example: In an e-commerce setting, separate MFEs implement the product

listing and product details screens. Since both are part of the product context, their

implementation should happen within a single MFE encompassing all product screens.

Solution: The issue of nano frontends arises when the definition of boundaries

is inadequately and excessively granular. Adhering to Domain-driven Design (DDD)

principles is necessary to ensure an effective decomposition of MFEs. So, redesigning

the architecture by grouping MFEs with the same domain is necessary. It promotes a
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cohesive structure aligned with the business requirements.

3.2.5 Mega Frontend

Category: Intra-frontends

Problem: Decomposing the architecture into a few MFEs encompassing numer-

ous screens and fragments manifest this anti pattern. The MFE inherits the challenges

of a monolithic frontend, such as difficulties in testing, slow builds and deployments,

high coupling between its components, lack of modularity, and limited scalability.

Example: An e-commerce system is decomposed into just two MFEs, with mfe-

users related to users and mfe-shopping related to products and purchases. The latter

MFE includes screens that display product listings, product details, purchase confirma-

tions, and purchase history. Decomposing the mfe-shopping into at least two MFEs is

necessary: one containing the product listing and product details screens, belonging

to the product domain; and another containing the confirmation and purchase history

screens, belonging to the purchase domain.

Solution: Reevaluate the architecture and divide the MFEs into granular units,

separating functionalities into smaller and specialized MFEs. This approach aids in

reducing complexity, enhancing maintainability, and fostering a modular and scalable

architecture.

3.2.6 Micro Frontend Greedy

Category: Intra-frontends

Problem: When a developer is uncertain about creating a new MFE, the common

practice is to opt for its creation. Whenever a need arises to develop a new set of screens

or fragments, a new MFE is instantiated. It can lead to the creation of nano frontends or

mega frontends.

Example: Within a banking application, an MFE encompasses screens for secu-

rity validation, utilizing confirmation code submission via email. Subsequently, the
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need arose to implement a new validation method, now employing facial recognition.

The screens in this new flow differ from those in the previous flow, resulting in its

implementation through a new MFE. Creating a new MFE might not be advisable, as

two MFEs have the same context and functionalities.

Solution: To assess whether a new screen or fragment can integrate an existing

MFE, a comprehensive review of all existing MFEs is essential. It may avoid unnecessary

MFE proliferation, promoting a cohesive and sustainable architecture.

3.2.7 No CI/CD

Category: Operation

Problem: The company lacks an automated Continuous Integration (CI) and

Continuous Delivery (CD) pipeline, so developers must manually execute tests and

perform deployments. This manual process becomes burdensome, especially with the

potential existence of multiple MFEs. It increases development time, reduces productiv-

ity, and raises the risk of errors in the production environment.

Example: Upon releasing a new system version, a developer must conduct

manual tests and ensure all unit tests pass. However, developers may skip the tests and

manually deploy the changes without realizing some tests are failing, introducing bugs,

which is avoidable with an automated CI pipeline. Even if the tests pass, there is still a

risk of making mistakes during deployment, which could render the system unavailable.

Automating the deployment process with CD ensures correct and consistent execution.

Solution: Implement an automated and replicable CI/CD process that extends

for new MFEs, ensuring they will have automated test execution and deployment

consistently and efficiently.

3.2.8 No Versioning

Category: Operation

Problem: The MFEs are not semantically versioned. Small and large changes
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can impact the integration between different MFEs and cause errors. Consequently, the

MFEs become less independent, requiring coordinated deployments.

Example: Consider a payment confirmation page with a fragment for calculating

shipping costs. Whenever the user inputs shipping information into the fragment, the

system generates a delivery charge and adds it to the total purchase amount displayed

on the screen. Suppose the delivery charge’s return value format changes and the

fragment is not versioned. The delivery charge will not be added to the total purchase

amount, potentially resulting in a display error or even mistakenly free deliveries.

However, if the fragment is versioned, the screen will not be affected by the format

change, as it will continue to use the previous version of the fragment and can be

updated later when necessary.

Solution: It is essential to adopt the Semantic Versioning standard for version-

ing MFEs, where the developer must assign a Major version when changes introduce

incompatibilities, create a Minor version for new functionalities that do not cause

incompatibilities, and apply a Patch version for bug fixes that do not introduce incom-

patibilities. The versioning practice ensures that changes do not impact functioning

versions. Consequently, coordinated deployments are unnecessary, as other MFEs can

update their versions as needed.

3.2.9 Lack of skeleton

Category: Operation

Problem: No skeleton or predefined boilerplate is available as a base for creating

new MFEs, which leads to the creation of MFEs from scratch or duplicating an existing

MFE. The consequences include wasted time, increased risk of errors, duplicated code

across MFEs, and a need for more standardization in development.

Example: At the beginning of a specific system development, the developers

create an MFE from scratch without adhering to a specific pattern. The second MFE is

developed by copying files and code blocks from the first, changing specific parts. The

exact process happens when creating new MFEs. Then, a diverse set of MFEs emerges,
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which hampers the establishment of automated pipelines, fosters code duplication, and

complicates developer interchange between teams.

Solution: Create a repository containing the necessary base code to build an

MFE called boilerplate, which includes all the required libraries for the MFE’s operation,

adhere to the code standards established by the team, and have a file with commonly

used commands for developers. It is also crucial to include comprehensive documen-

tation detailing the entire process of creating a new MFE, providing instructions on

how to add automated CI/CD, integrate the MFE into the existing system, and other

relevant aspects.

3.2.10 Common Ownership

Category: Development

Problem: A single team is responsible for managing all MFEs. It happens when

there is no team division or when they are divided based on technical aspects such as

data, front-end, and back-end teams. The team does not leverage the benefits of having

independent teams provided by the MFE Architecture.

Example: A small company chooses to adopt the MFE architecture. Due to the

insufficient number of developers, it is not feasible to create teams by domain. So,

developers compose a single team responsible for all MFEs. In this scenario, the cost of

maintaining different micro frontends is not justified and is only an additional challenge

for the development team.

Solution: Context should be the defining factor when structuring development

teams. Therefore, defining the boundaries of teams and MFEs is essential according to

Domain-driven Design (DDD), so a team will be responsible only for MFEs within its

domain.

3.2.11 Golden Hammer

Category: Development
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Problem: All MFEs utilize the same technology, even if it does not meet the

specific needs of each MFE. It happens due to developers’ familiarity with only one

specific technology. This approach limits the architecture, failing to take advantage of

the benefits of the possibility of a heterogeneous architecture, which is one of the main

attractions of adopting MFEs

Example: A web application contains MFEs implemented using ReactJS frame-

work with Client-side Rendering, even those encompassing essential pages such as the

landing page. This technological uniformity overlooks the necessity for Search Engine

Optimization (SEO) strategies to ensure better rankings on search engines like Google.

It would be advisable to utilize ReactJS with Server-side Rendering or employ a static

rendering framework such as NextJS, enabling better optimization for search engines.

Solution: To choose the most suitable technology that addresses the specific

challenges of each MFE, which includes adopting the correct programming languages,

frameworks, and libraries during its development.

3.2.12 Micro Frontend as the goal

Category: Development

Problem: Adopting the MFE architecture in inappropriate contexts can lead to

more issues than benefits, especially in systems with few screens and low complexity

or in companies lacking a sufficient number of developers to create dedicated teams

for different application domains. In such situations, the maintenance costs of the

architecture may outweigh the expected benefits, making its implementation unfeasible.

Example: A personal notes application is divided into the notes and user do-

mains, each comprising its own MFE. The notes domain contains functionalities for

note management, containing operations such as listing, creating, editing, and deleting

notes. The user’s domain encompasses login, registration, and profile management

functionalities. In this context, using MFEs results in unnecessary maintenance and

development challenges due to the low volume of screens and the low probability of

increasing complexity in the application. Adopting a monolithic frontend is a suitable
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option.

Solution: Software teams must consider carefully different aspects of adopting

MFE architecture. Considering the system’s complexity, the feasibility of maintaining

automated CI/CD pipelines and the team’s restructuring according to different domains

is necessary.
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4

CATALOG IMPROVEMENT BASED ON

PRACTITIONER’S FEEDBACK

A fter proposing the catalog, we need to validate whether the problems occur

in MFE architectures and the solutions address them effectively. There-

fore, this chapter presents the results of the Personal Opinion Survey we

conducted to gather feedback from 20 industry practitioners with experience in MFE

development on the anti-patterns proposed in Chapter 3. Section 4.1 outlines the study

design. Section 4.2 presents the quantitative and qualitative results. Section 4.3 dis-

cusses the interpretation of the results. Section 4.4 addresses the threats to validity.

Section 4.5 presents some of the improved anti-patterns refined based on practitioners’

feedback. Finally, Section 4.6 introduces the web application we developed to showcase

the anti-patterns.

4.1 Study Design
Figure 8 illustrates the process we followed to refine the MFE anti-patterns based

on practitioners’ feedback. To evaluate the proposed anti-patterns, we conducted a

Personal Opinion Survey (KITCHENHAM; BUDGEN; BRERETON, 2015) that included

open and closed questions. The intended audience for the survey included software

industry practitioners with experience in MFE development. This approach allowed

the validation of different aspects of the anti-patterns by incorporating the insights of
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practitioners specialized in the MFE field. We also included a consent form as part of

our survey instruments, allowing participants to provide their consent to participate.

We assured participants that their participation was voluntary and that they could with-

draw at any time. All collected data was anonymized, ensuring privacy and enabling

participants to share valuable insights without concern. Our survey comprised three

sections.

Figure 8 – Process followed to propose and refine the MFE anti-patterns.

The survey’s first section aims to understand the level of practitioner experi-

ence and the role of participants in the context of MFE development, ensuring that

the feedback provided comes from practitioners with practical knowledge in this area.

Additionally, the questions allowed the definition of a characterization of each partici-

pant. The questions presented below focus on determining whether the practitioners

currently work with MFE, their experience in this area quantified in years, and their

role in MFE-related projects.

• Are you currently working with Micro Frontends?

• How much practitioner experience do you have with Micro Frontends?

• What type of role do you play or have you played when working with Micro

Frontends?



Chapter 4. Catalog Improvement Based on Practitioner’s Feedback 64

The survey’s second section aimed to validate each of the 12 anti-patterns pro-

posed in the catalog. This involved analyzing each anti-pattern through a series of

questions designed to: (1) verify whether the descriptions of the problems and proposed

solutions were clear and understandable to participants; (2) determine if the proposed

solution effectively addresses the problem described in the anti-pattern, and if not,

gather alternative solutions; (3) identify the practical occurrence of the anti-pattern

in participants’ projects; and (4) assess participants’ perception of the anti-pattern’s

impact on MFE projects by assigning a harmfulness value. To define the harmfulness

value of each anti-pattern, we used a 10-point Likert scale based on Taibi, Lenarduzzi

& Pahl (2020), where 1 means “Not harmful” and 10 indicates “Extremely harmful”.

Each page of this section included the following questions to evaluate each anti-pattern

individually:

• Is the anti-pattern problem clearly stated?

• If you disagree, please provide a description of what is not clear

• Is the anti-pattern solution clearly stated?

• If you disagree, please provide a description of what is not clear

• Does the proposed solution address the problem presented in the anti-pattern?

• In case you have a different suggestion on the problem solution, please provide a

description

• Have you ever encountered this problem in any project you have previously

worked on or are currently working on?

• How harmful do you think this anti-pattern problem is?

The third section of the survey enabled participants to offer insights based on

their practical experience, providing additional feedback and suggestions for improving

the catalog. The questions were designed to identify any MFE-related issues not covered

in the catalog, assess the potential impact of the catalog on the quality of MFE solutions,

and gather recommendations for enhancing the catalog:
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• Based on your experience, is there any issue related to Micro Frontends not

covered in the presented anti-patterns?

• If you do agree, please provide a description of the problem.

• How do you think this catalog would help improve the quality of micro frontend

architecture in your work?

• Do you have any suggestions for improving the anti-patterns catalog?

After collecting participants’ responses to the survey, we conducted a quanti-

tative analysis to identify the most common anti-patterns and calculated the median

harmfulness score for each. To further investigate the harmfulness scores, we em-

ployed several statistical tests. First, we used the Shapiro-Wilk test (SHAPIRO; WILK,

1965) to determine whether the score samples for each anti-pattern were normally

distributed. Since only half of the samples followed a normal distribution, we opted for

non-parametric tests. As the same participants rated different anti-patterns, we treated

the samples as dependent and selected the Friedman test (FRIEDMAN, 1937), which is

suitable for dependent samples. We applied the av post-hoc Dunn test (DUNN, 1964)

to compare pairs of medians, as it is commonly used following Friedman test when

significant differences are found.

For the qualitative feedback, we performed a thematic analysis grounded in

coding reliability (BRAUN; CLARKE, 2021). Thematic analysis allows for organizing

and categorizing feedback in a structured manner, which helps in identifying recurring

patterns (themes). This approach aids in understanding participants’ perspectives

better and directing improvements based on the specific objectives of each piece of

feedback. We assessed intercoder reliability (ICR) between two researchers to ensure

the robustness of the thematic analysis. The second researcher was included to evaluate

the consistency and objectivity of the coding process. The first researcher conducted

an initial open coding of all responses, resulting in the definition of eight themes.

Subsequently, the second researcher independently applied these themes to the same

quotations. To measure agreement between the researchers, we calculated Cohen’s

Kappa (COHEN, 1960) and resolved any discrepancies through discussion to reach
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a consensus. We used practitioners’ feedback to refine the catalog and finalize the

anti-patterns.

4.2 Results
In this section, we present the analysis of the results obtained from the survey responses.

Subsection 4.2.1 outlines the participants’ characterization; Section 4.2.2 summarizes

the quantitative results; and Subsection 4.2.3 presents the thematic analysis findings

identified from the collected qualitative data.

4.2.1 Participants’ Characterization

We directly contacted a total of 37 practitioners to participate in the survey. However,

due to the open-access nature of the survey link, precise control over participant recruit-

ment was not feasible. As a consequence, we could not determine an exact response

rate (RALPH et al., 2020). A total of 20 practitioners volunteered to participate in the

survey. More than half of the participants work at large companies with over 90 soft-

ware engineers and projects involving 40+ MFEs and 70+ MS, with engineering teams

structured as independent units. The remaining participants work on other software

companies, but in smaller projects. This diversity ensures the identified anti-patterns

are applicable across different scales and organizational structures. Before responding,

each participant signed a consent form, ensuring the confidentiality of the information.

Table 4 presents a summary of participants’ characterization. Each column

presents the answer of one of the characterization question: column “Working with MFE”

refers to “Are you currently working with Micro Frontends?”, column “Experience with

MFE” refers to “How much professional experience do you have with Micro Frontends?”

and column “Role” refers to “What type of role do you play or have you played when

working with Micro Frontends?”. We assigned each participant an identifier ranging

from P1 to P20.

Figure 9 presents a pie chart illustrating responses to the question “Are you



Chapter 4. Catalog Improvement Based on Practitioner’s Feedback 67

Table 4 – Summary of the survey participants’ characterization.

ID Working
with MFE Experience with MFE Role

P1 No More than 2 years Fullstack Developer
P2 No Between 1 and 2 years Software Architect
P3 Yes More than 2 years Software Architect
P4 Yes More than 2 years Frontend Developer
P5 Yes More than 2 years Fullstack Developer
P6 Yes More than 2 years Frontend Developer
P7 No More than 2 years Fullstack Developer
P8 Yes More than 2 years Software Engineering Team Leader
P9 No Between 1 and 2 years Fullstack Developer
P10 Yes More than 2 years Fullstack Developer
P11 Yes More than 2 years Frontend Developer
P12 Yes More than 2 years Fullstack Developer
P13 Yes Less than 1 year Fullstack Developer
P14 Yes More than 2 years Frontend Developer
P15 Yes More than 2 years Mobile
P16 Yes More than 2 years Frontend Developer
P17 Yes More than 2 years Frontend Developer
P18 Yes Between 1 and 2 years Fullstack Developer
P19 No Between 1 and 2 years Fullstack Developer
P20 Yes More than 2 years Frontend Developer

currently working with Micro Frontends?”. The results show that 78.9% of the partici-

pants are currently involved in MFE software projects. Figure 10 presents a pie chart

illustrating responses to the question “How much professional experience do you have

with Micro Frontends?”. The results show that 73.7% of the participants have more than

2 years of experiente and 21.1% have between 1 and 2 years of experience. These results

show that participants have a solid knowledge and practical experience with MFEs,

making them capable of evaluating the proposed anti-patterns.

Figure 11 presents a bar chart presenting the responses to the question “What

type of role do you play or have you played when working with Micro Frontends?”.

The results indicate that 8 participants are frontend or mobile developers and 9 are

full stack developers. Additionally, 3 hold roles such as project leaders or software

architects. This distribution suggests that the anti-patterns were primarily evaluated

from a developer’s perspective, but also reflect insights from non-developer roles.
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Figure 9 – Pie chart illustrating responses to the question: “Are you currently working
with Micro Frontends?”.

Figure 10 – Pie chart illustrating responses to the question: “How much professional
experience do you have with Micro Frontends?”.

4.2.2 Quantitative Analysis

Table 5 summarizes our quantitative results, which we ranked according to the harmful

score values. Column 1 presents the titles of the anti-patterns evaluated in the survey.

Columns 2 and 3 report the participants’ agreement rates regarding the clarity of the

problem presentation and the proposed solutions of the anti-patterns. Column 4 presents

the participants’ agreement rates regarding the effectiveness of the proposed solutions



Chapter 4. Catalog Improvement Based on Practitioner’s Feedback 69

Figure 11 – Bar chart presenting the responses to the question: “What type of role do
you play or have you played when working with Micro Frontends?”.

for the problems identified in the anti-patterns. Column 5 shows the percentage of

participants who have encountered the problems described in the anti-patterns in their

practitioner experience within the software industry. Column 6 presents the median

values of harmfulness attributed to the anti-patterns by the participants.

Regarding the clarity of the problems and solutions presented in the anti-patterns,

the results show that the participants had a thorough understanding, as demonstrated

by the high values in Columns 2 and 3, which range from 95% up to 100%. Moreover,

the high values presented in Column 3 indicate a positive efficacy of the solutions, on

which a large majority of participants recognized the proposed solutions as effective

means of addressing the issues posed by the anti-patterns.

The values in column 5 indicate that practitioners frequently encounter the anti-

patterns Cyclic Dependency, Knot Frontend, Hub-like Dependency, Mega Frontend and

No CI/CD in software projects. Notably, seven of the remaining eight anti-patterns

were reported by more than 50% of participants, highlighting their common occurrence

as well. The only anti-pattern observed by less than 50% of participants is the Nano

Frontend, in contrast to the Mega Frontend. This suggests that practitioners are more
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Table 5 – Overall results from quantitative analysis ranked by harmfulness score.

Anti-pattern

Problem
clearly
stated
rate

Solution
clearly

stated rate

Solution
addresses

the problem
rate

Seen in
practice

rate
Harmfulness

No CI/CD 100.00% 100.00% 100.00% 90.00% 10
No Versioning 100.00% 100.00% 95.00% 70.00% 9

Common
Ownership 95.00% 95.00% 100.00% 55.00% 8

Cyclic
Dependency 95.00% 95.00% 100.00% 85.00% 8

Hub-like
Dependency 95.00% 90.00% 95.00% 95.00% 8

Knot Micro
Frontend 95.00% 95.00% 100.00% 80.00% 8

Lack of Skeleton 100.00% 100.00% 100.00% 65.00% 8
Micro Frontend

as the Goal 100.00% 100.00% 100.00% 60.00% 8

Mega Frontend 100.00% 100.00% 100.00% 90.00% 7
Micro

Frontends
Greedy

95.00% 100.00% 100.00% 55.00% 7

Nano Frontend 100.00% 100.00% 100.00% 35.00% 7
Golden

Hammer 95.00% 100.00% 100.00% 70.00% 6

likely to create larger MFEs than smaller ones.

Given the limited sample size, we assessed the reliability of the harmfulness

scores using several statistical tests. First, we applied the Shapiro-Wilk Test with a

95% confidence level to determine if the samples were normally distributed. The test

indicated that only half of the anti-patterns (namely Cyclic Dependency, Knot Micro

Frontend, Nano Frontend, Mega Frontend and Golden Hammer) follow a normal

distribution.

We then used the Friedman test to evaluate whether there were statistically

significant differences in the harmfulness scores. The Friedman test yielded a p− value

of 0.0000001581 (< 0.05), which strongly suggests that there are statistically significant

differences in harmfulness scores among the anti-patterns. Subsequently, the post-

hoc Dunn test revealed that only two anti-patterns exhibited statistically significant

differences compared to others: Golden Hammer differed from Hub-like Dependency,
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No CI/CD, Lack of Skeleton and Common Ownership; and Micro Frontend as the Goal

differed from Hub-like Dependency.

Figure 12 – Boxplot illustrating the harmfulness ratings for each anti-pattern.

While Dunn’s test did not indicate significant differences between most pairs,

the boxplot visualization (Figure 12) reveals notable trends. No CI/CD is perceived as

significantly more harmful than other anti-patterns, as evidenced by its higher median

score. Conversely, Golden Hammer is considered the least harmful, with the lowest

median harmfulness score (6). These findings suggest that while statistical significance

was not universally achieved, there is a strong perception that the absence of CI/CD is

particularly harmful, whereas the reuse of familiar technologies is seen as acceptable.
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4.2.3 Thematic Analysis

Based on the open coding quotations, the author of this Thesis defined eight themes

(Figure 13). Subsequently, a research collaborator independently categorized the same

quotations using the established themes. On measuring the ICR, we obtained a Cohen’s

Kappa with a value of 0.84. According to Landis & Koch (1977), this is considered an

almost perfect score, highlighting the reliability of our coding process and the robustness

of the identified themes. In the following paragraphs, we present a brief explanation

of each category and its main findings. The complete thematic analysis results can be

found in Appendix A.

Figure 13 – Resulting themes and meta-themes from the Thematic Analysis on practi-
tioners feedback.

Commendations to the catalog – compliments to the catalog: P2 acknowledged the

novelty of the anti-patterns due to the lack of ones that focus on the MFE development,

as stated in “The term and technology is fairly new, and such patterns are not well

established in the software community yet.” P5 praised the catalog for addressing

practical issues that practitioners face when working with MFE, as commented in “This

catalog highlights several real-world problems encountered in the day-to-day work

with micro frontends.”

How to use the catalog – how the catalog can be used to improve the development and

maintenance of MFE architectures: P2 highlighted that the catalog may provide essential

guidance for best practices and avoidables in MFE development, as stated in “It will

serve as a guide for some ‘Dos’ and ‘Donts’ that are missing in the Micro Frontends
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world.” P7 commented on the practical utility of the catalog in educating and integrating

new team members in MFE software projects, as stated in “Training new team members

and onboarding them to micro frontend projects.” P9 observed that the catalog may

help in whether to use or not MFE architecture in “think about architecture decisions

and the decision to use micro frontends architecture or not.”

Improvements to examples – proposals for new examples or enhancements to the

presented ones: For Cyclic Dependency, P4 suggests that the example should include all

necessary dependencies to fully close the cycle, as noted, “The example only states a

dependency between A and B, but not another that would close the cycle between B

and A.” For Hub-like Dependency, P4 provided a practical scenario that emphasizes

the importance of robust error handling in “A main banking screen that has charts, lists,

and balances. If this screen implements its own data fetch function that fails and renders

the screen useless, then it is a problem.”

Improvements to problem definition – enhancements to anti-patterns problems

definitions: P8 suggested the need for a clearer definition in Micro Frontends Greedy, once

they had difficulty in distinguishing it from the Nano frontend or Mega frontends anti-

patterns, as stated in “I can’t separate this anti-pattern from nano or mega frontends.”

For Common Ownership, P15 pointed out that small teams can also benefit from

characteristics inherent of software modularization, as mentioned in “Naturally, larger

software involves more people, but I believe small teams can also benefit from software

modularization, such as separation of layers and responsibilities, observability and

maintainability.”

Improvements to solutions – enhancements to anti-patterns solutions: P2 suggested

that the Knot Micro frontend anti-pattern should clearly define the difference between

a good communication pattern and a bad one, as stated in “Solution could state what is

a good communication pattern vs a bad one.” For Hub-like Dependency, many partici-

pants suggested that the solution of avoiding aggregator screens does not address the

problem correctly because, in the context of MFE architecture, screens will include many

MFE fragments, as P2 emphasized in “It is inevitable to have aggregators,” and P20 in

“But not use it goes against the main idea of the MFE to be contextually segregated.” P5
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emphasized that the solution for Nano Frontend will rely on the organizational context

it is inserted in, as stated, “The solution here will depend entirely on the organizational

context.”

Improvements to the catalog – enhancements to the catalog as a whole: Most of

the participants focused their suggestions for improving the catalog adding visual aids

for enhancing the readability of the catalog, as P4 suggests in “I would use some flow

charts to exemplify most of the anti-patterns and make it more readable,” and P18

complements in “Add some diagrams and images help to understand some examples.”

New anti-patterns – proposals of new anti-patterns: P2 discussed the importance

of choosing between build-time and runtime integration based on team and user needs,

as stated in “There are mainly two ways to integrate micro frontends: build-time and

runtime. The decision on which to adhere reflects deeply in the teams’ and users’ needs

more than the technical pros and cons each of them offer.” P7 highlighted that data

persistence on MFEs may become an anti—pattern due to the issue when different

MFE manage the state, as commented, “Poor state management: Data persistence on

MFEs when each frontend manages the state independently.” Lastly, P8 suggests that

Inconsistent User Experience is an existing issue in MFE.

Proposal of new solutions – proposals of different solutions for specific anti-patterns:

For Mega Frontend, P4 suggested that better discussions between the product team

and the development team could help define when features should be treated as dif-

ferent products, as stated in “Lack of communication between the product team and

the development team. It should be well discussed between the two teams to define

when two or more features are different products.” For Golden Hammer, P7 proposed

adopting hybrid technology approaches for solving the problem, as commented in

“Adopting a hybrid technology approach supported by a common facade, such as a

Backend for Frontend (BFF) layer, and using feature flags to manage gradual migration

and experimentation might be a better approach.”
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4.3 Discussion
The proposed MFE anti-patterns are closely aligned with their MS counterparts, re-

flecting the inherent similarities between these architectural styles. Given the frequent

evolution of software systems from monolithic architectures to MS and subsequently to

MFE, anti-patterns related to development and operation like No CI/CD and Common

Ownership are likely to persist in MFE if they were previously encountered in MS.

We observed that the proposed anti-patterns have varying impacts on developers

and end users. The No Versioning and Hub-like Dependency anti-patterns significantly

affect end users, potentially causing application crashes. The Golden Hammer anti-

pattern has a moderate impact on both end users and developers, stemming from

poor experiences due to inappropriate technology choices. The remaining anti-patterns

primarily impact developers, complicating architecture maintenance and evolution,

though they have a low direct impact on end users.

By accessing our online catalog, developers can learn how to avoid bad practices

when working with MFE from an organizational and architectural point of view. The cat-

alog can act as a checklist or as a management resource for experienced or new members

of software projects. Moreover, the catalog may also help practitioners recognize bad

practices that have become standardized within their organizations due to their routine

use and familiarity. Anecdotal evidence suggests that the catalog is already valuable

to developers. For instance, some survey participants reported using it in their daily

work, as P12 mentioned: “Every time I have to implement a new feature on a micro

frontend, I consult the catalog to remember the anti-patterns.” This feedback highlights

the catalog’s role in enhancing development practices and fostering awareness of best

practices in MFE design.

While this study has revealed a strong correlation between MS and MFE anti-

patterns, there remain specific anti-patterns unique to MFE architectures that warrant

further exploration. Issues related to UI inconsistency, the management of the state

through global versus local stores, and the selection of inappropriate composition

approaches have not yet been addressed by the proposed anti-patterns. Future research

should focus on identifying and mitigating these and other MFE-specific anti-patterns
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to enhance the overall quality and effectiveness of MFE architectures.

To ensure high-quality system design and prevent software degradation, it is cru-

cial to identify anti-patterns early and perform the necessary refactoring. Automating

the detection of these anti-patterns may allow for early intervention, thus significantly

mitigating their impact on software projects. Therefore, future research should also

prioritize the development of automated detection methods tailored to MFE architec-

tures. Such advancements will not only improve system quality but also help prevent

long-term negative consequences.

Lastly, it is also important to address new anti-patterns that occur during soft-

ware development. As presented in the thematic analysis result, participants proposed

new anti-patterns related to Inconsistent User Experience, Fragmented State Manage-

ment, Complex Inter-MFE Communication, Overhead of Independent Deployments,

Security and Authentication Challenges, Performance Bottlenecks, Security Risks and

Observability. These anti-patterns’ problems and solutions must be clearly defined

and validated by practitioners. It highlights the need for ongoing research to address

emerging challenges in the MFE field, ensuring the development of efficient MFE

architectures.

4.4 Threats to validity
We assessed the Internal, External, Conclusion, and Construct threats to validity accord-

ing to Wohlin et al. (2012).

Internal Validity: (1) The length of the form used to gather practitioner’s feed-

back. A long form may fatigue the participant, affecting their responses. To address

it, we provided an estimated completion time to participants when inviting them and

structured the form to present each anti-pattern on a separate page, allowing partici-

pants to focus on one anti-pattern at a time. We also included a progress bar to give

participants a clear indication of how many anti-patterns remained to be evaluated.

(2) Participants representativeness. To address it, we focused on inviting participants

with previous background in working with MFE in industry. To ensure that participants
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were not biased by the results of previous works, we did not propose a predefined set

of bad practices to the participants.

External Validity: Subjects sample size. To address this threat, we distributed

the survey to a broader pool of software engineers, encompassing frontend developers,

fullstack developers and team leaders. It allowed us to capture a wider range of per-

spectives from practitioners with varying levels of MFE knowledge and involvement.

While the sample size may not be ideal for full population generalization, the diversity

of participant roles strengthens the applicability of our findings to real-world MFE

development practices.

Conclusion Validity: (1) One might reach incorrect conclusions given the data.

On addressing it, multiple researchers were involved in the data interpretation. For both

the quantitative and thematic analysis, two researchers handled the data interpretation

and categorization of themes, and a third, who is an expert in Software Engineering

with more than 20 years of experience, reviewed all the results. (2) The harmfulness

scores calculated using the median may not fully capture the nuances of participants’

perceptions. Although we do not provide enough evidence on harmfulness, on ranking

the anti-patterns we illustrate which of them the practitioners consider the most harmful

during software development. We also emphasize that our survey focuses on validating

the initial anti-patterns, instead of generating the ranking itself.

Construct Validity: Influence of researcher bias on the qualitative results. To

mitigate it, we employed a two-coder approach to the thematic analysis, within the

second researcher independently reviewing the qualitative data and conducting a

separate thematic analysis. Following this, we employed Cohen’s Kappa (COHEN,

1960) to measure the level of agreement between the two coders. The resulting score of

0.84, classified as “excellent agreement,” strengthens our confidence in the objectivity

and trustworthiness of the identified themes.
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4.5 Improved catalog based on practitioners’ feedback
After analyzing practitioners’ feedback, we refined the anti-patterns and generated an

improved version of the catalog. Hub-like Dependency received the most suggestions

for improvement, particularly regarding the problem definition, solution, and example,

but most of the feedback focused on enhancing the solution. Another anti-pattern that

attracted multiple comments was Cyclic Dependency, especially regarding the proposal

of new solutions, which led us to improve its solution. Considering the feedback

regarding the addition of images, we created one image for the problem and another

for the solution of the Cyclic Dependency and Hub-like Dependency anti-patterns.

Other anti-patterns that were refined include Knot Micro Frontend, Nano Fron-

tend, Mega Frontend, No CI/CD, No Versioning, Lack of Skeleton, Common Ownership,

Micro Frontend Greedy, and Golden Hammer. The only anti-pattern we did not updated

was the Micro Frontend as the goal. In the following subsections we present the new

version of all improved anti-patterns.

4.5.1 Cyclic Dependency

Category: Inter-frontends

Problem: Two or more MFEs directly or indirectly depend on each other, result-

ing in high coupling between screens and fragments, compromising MFEs’ indepen-

dence and modularity (Figure 14). Thus, changes in one MFE require coordination with

the others. Circular dependencies lead to challenges in a system’s maintenance and

evolution, compromising agility and the ability to scale developments efficiently.

Example: Consider an e-commerce application featuring a product details screen

implemented on mfe-products. The screen integrates three fragments: one displaying

the shopping cart from “mfe-checkout,” another showing product recommendations

from “mfe-recommender,” and a third calculating shipping costs based on the selected

delivery address from “mfe-delivery.” When a recommended product is added to

the cart, “mfe-recommender” notifies “mfe-checkout,” which subsequently informs

“mfe-delivery” to recalculate the shipping costs. If the shipping address is updated,
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Figure 14 – Cyclic communication between fragments on the same screen.

“mfe-delivery” notifies all other MFEs to verify whether the products they display can be

shipped to the new address; if not, those products are disabled. This interaction between

the screen and its fragments results in high coupling, where changes or updates in one

fragment often necessitate adjustments in others to maintain the overall functionality of

the product details screen.

Solution: High coupling between MFEs can be effectively mitigated through

event-based communication, which removes the need for direct dependencies between

MFEs. Instead, interactions are handled indirectly via a centralized event store. On

implementing the Publish-Subscribe (Pub-Sub) pattern, an MFE can publish an event

to the browser, allowing other MFEs to subscribe and respond when the event occurs

(Figure 15). To ensure consistency and reduce errors, it is recommended to centralize

event definitions in a shared library.

Figure 15 – Communication between fragments using an Event Store.
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4.5.2 Knot Micro Frontend

Category: Inter-frontends

Problem: A Knot is composed of three or more MFEs whose communication

with each other uses a context-specific interface. This means that navigation and data

exchange between screens and fragments heavily depend on the unique context of

each MFE involved. Adding new MFEs exacerbates the problem: as the number of

MFEs grows, the interface complexity increases due to the introduction of new contexts,

creating a highly coupled Knot that becomes difficult to maintain and integrate new

functionalities.

Example: Suppose an e-commerce system has MFEs for Digital Products (mfe-

digital-products) and Payments (mfe-payments). The product details screen of mfe-

digital-products navigates to the payment screen of mfe-payments, passing the product

data as a parameter. At a later stage, a Physical Products MFE (mfe-physical-products) is

implemented, including screens like delivery tracking, address listing, and address regis-

tration. For the unpaid physical products, a modification in the mfe-payments payment

screen happens for receiving data of either digital or physical products. Later, adding

new product types requires constantly adjusting the payment screen of mfe-payments to

display the data for these products. Implementing a communication interface with the

following fields would allow the addition of new products without requiring adapta-

tions in mfe-payments. This interface definition must allow the transmission of product

details in a uniform format for all types of products. Furthermore, it permits the optional

transmission of delivery information and specifies whether delivery information can be

provided.

Solution: A practical solution to address the problem of Knots is to implement

domain-driven communication interfaces that are both generic and flexible. These

interfaces should define a contract based on the domain model, specifying the essential

fields required for each MFE to function correctly and interact with others. On designing

new fields or attributes, it is essential to ensure their consistency and reusability and

minimize tight coupling so other MFEs can utilize them. We recommend including a

generic field in the interface containing a list of objects with standard properties such as
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label, value, and type, allowing each MFE to display data on the screen without needing

to understand the specific meaning or context of the values. This approach reduces

coupling between MFEs, while maintaining benefits such as modularity, scalability, and

adaptability to new requirements.

4.5.3 Hub-like Dependency

Category: Inter-frontends

Problem: A screen of a MFE integrates fragments from several other MFEs,

becoming a central point of interdependence (Figure 16). Any issue occurring in the

main screen or one of its fragments can affect all other fragments present on it.

Figure 16 – MFE-A is a central point (Hub) of dependency between the other MFEs.

Example: Consider a digital banking system where the main screen is an MFE

that integrates several fragments from other MFEs, such as an investment list, a chart

showing bitcoin value variations, account balance, and credit card statement amount.

This structure introduces a significant vulnerability: a single faulty fragment can po-

tentially disrupt the entire main screen (Figure 17). Consider a scenario where an issue

within the investment list fragment causes it to malfunction. This malfunction could

manifest as data display errors, unresponsive controls, or even complete crashes. The

consequences of such an incident extend beyond the affected fragment, rendering the

entire main screen and other fragments unusable and inaccessible to the user.
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Figure 17 – Home screen is a screen with several fragments, and when Fragment B
raises an error, the entire screen becomes unavailable.

Solution: To prevent a single fragment failure from crashing the entire main

screen, the screen should be kept as simple as possible, and each fragment should

implement robust error handling mechanisms. This can be achieved by implementing a

strategy where uncaught errors within a fragment gracefully degrade its functionality,

displaying an user-friendly fallback message (Figure 18). This approach ensures that

users are informed of the issue without hindering their interaction with the remaining

functionalities on the main screen.

4.5.4 Nano Frontend

Category: Intra-frontends

Problem: The frontend decomposes into numerous small MFEs with few screens

or fragments. Small MFEs do not justify the cost of their maintenance. Furthermore, the

presence of nano frontends can lead to issues of high coupling and the manifestation of

other anti-patterns, such as cyclic dependency

Example: In an e-commerce setting, separate MFEs implement the product

listing and product details screens. Since both are part of the product context, their
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Figure 18 – When Fragment B raises an error, an user-friendly fallback message is
rendered so the entire screen remains available.

implementation should happen within a single MFE encompassing all product screens.

Solution: The issue of nano frontends arises when the definition of boundaries

is inadequately and excessively granular. Adhering to Domain-driven Design (EVANS,

2004) principles is necessary to ensure an effective decomposition of MFEs. Therefore,

the development team must work closely with the product team to gain a deep under-

standing of the domains and reflect them accurately in the architecture. To solve this

issue, the architecture must be redesigned by grouping MFEs with the same domain is

necessary. For minor variations within a domain, consider using templates or compo-

nent libraries. This approach avoids creating a separate MFE for each slight variation,

promoting efficiency and code reuse.

4.5.5 Mega Frontend

Category: Intra-frontends

Problem: Decomposing the architecture into a few MFEs encompassing numer-

ous screens and fragments manifest this anti-pattern. The MFE inherits the challenges

of a monolithic frontend, such as difficulties in testing, slow builds and deployments,
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high coupling between its components, lack of modularity, and limited scalability.

Example: An e-commerce system is decomposed into just two MFEs, with mfe-

users related to users and mfe-shopping related to products and purchases. The latter

MFE includes screens that display product listings, product details, purchase confirma-

tions, and purchase history. Decomposing the mfe-shopping into at least two MFEs is

necessary: one containing the product listing and product details screens, belonging

to the product domain; and another containing the confirmation and purchase history

screens, belonging to the purchase domain.

Solution: To avoid this problem, the development team must work closely with

the product team to gain a deep understanding of the domains and reflect them accu-

rately in the architecture. To fix this issue, the team should reevaluate the architecture

and divide the MFEs into more granular units, separating functionalities into smaller

and specialized MFEs based on domains. This approach helps reduce complexity, en-

hance maintainability, and foster a modular and scalable architecture.

4.5.6 Micro Frontend Greedy

Category: Intra-frontends

Problem: When a developer is uncertain about creating a new MFE, the common

practice is to opt for its creation. Whenever a need arises to develop a new set of screens

or fragments, a new MFE is instantiated. This can lead to an explosion in the number of

MFEs, making the system difficult to understand and increasing the likelihood of both

nano and mega frontends emerging.

Example: Within a banking application, an MFE encompasses screens for secu-

rity validation, utilizing confirmation code submission via email. Subsequently, the

need arose to implement a new validation method, now employing facial recognition.

The screens in this new flow differ from those in the previous flow, resulting in its

implementation through a new MFE. Creating a new MFE might not be advisable, as

two MFEs have the same context and functionalities.

Solution: To determine where to implement a new feature composed of a set
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of screens and/or fragments, the domain of the new feature must first be defined. If

it falls within the domain of an existing MFE, it should be implemented there. In this

case, a summary of all MFEs, their contexts, and domains can help identify the best fit

for the new feature. If it belongs to a brand new domain, one or more MFEs should

be defined based on the domain definition. Establishing well-defined domains relies

on the collaboration between the development and product teams to accurately define

boundaries.

4.5.7 No CI/CD

Category: Operation

Problem: The company lacks an automated Continuous Integration (CI) and

Continuous Delivery (CD) pipeline, so developers must manually execute tests and

perform deployments. This manual process becomes burdensome, especially with the

potential existence of multiple MFEs. It increases development time, reduces productiv-

ity, and raises the risk of errors in the production environment.

Example: Upon releasing a new system version, a developer must conduct

manual tests and ensure all unit tests pass. However, developers may skip the tests and

manually deploy the changes without realizing some tests are failing, introducing bugs,

which is avoidable with an automated CI pipeline. Even if the tests pass, there is still a

risk of making mistakes during deployment, which could render the system unavailable.

Automating the deployment process with CD ensures correct and consistent execution.

Solution: Implement an automated and replicable CI/CD process that extends

for new MFEs, ensuring they will have automated test execution and deployment

consistently and efficiently. This should be part of the Definition of Done (DoD) of the

architecture.

4.5.8 No Versioning

Category: Operation
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Problem: The MFEs are not versioned. Small and large changes can impact the

integration between different MFEs and cause errors. Consequently, the MFEs become

less independent, requiring coordinated deployments.

Example: Consider a payment confirmation page with a fragment for calculating

shipping costs. Whenever the user inputs shipping information into the fragment, the

system generates a delivery charge and adds it to the total purchase amount displayed

on the screen. Suppose the delivery charge’s return value format changes and the

fragment is not versioned. The delivery charge will not be added to the total purchase

amount, potentially resulting in a display error or even mistakenly free deliveries.

However, if the fragment is versioned, the screen will not be affected by the format

change, as it will continue to use the previous version of the fragment and can be

updated later when necessary.

Solution: Adopting a versioning approach like Semantic Versioning is essential

to ensure that changes do not impact functioning versions. For example, consider a

fragment that is used in screens across different MFEs in a client-side rendering scenario.

Without versioning, any change to the fragment’s parameters or return values could

break the interaction on all the screens it integrates with. However, with versioning,

such updates would not impact the current versions used by other MFEs, as they can

continue to request the previous version of the fragment and update at their convenience.

This approach helps maintain a stable environment and minimizes disruptions caused

by updates.

4.5.9 Lack of Skeleton

Category: Operation

Problem: No skeleton or predefined boilerplate is available as a base for creating

new MFEs. This leads to the creation of MFEs from scratch or based on an existing MFE

and inheriting its issues. The consequences include wasted time, increased risk of errors,

duplicated code across MFEs, and a need for more standardization in development.

Example: At the beginning of a specific system development, the developers
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create an MFE from scratch without adhering to a specific pattern. The second MFE is

developed by copying files and code blocks from the first, changing specific parts. The

exact process happens when creating new MFEs. Then, a diverse set of MFEs emerges,

which hampers the establishment of automated pipelines, fosters code duplication, and

complicates developer interchange between teams.

Solution: Whenever a new technology is used to implement a MFE, the devel-

opment team must create a repository containing the necessary base code, known as

a boilerplate. The boilerplate should enable the creation of new MFEs with the same

technology by simply cloning it. Keeping the boilerplate updated with new design

patterns and library versions is crucial. Additionally, the development team should

create comprehensive documentation detailing the entire process of creating a new

MFE, regardless of the technology. This documentation should provide instructions on

adding automated CI/CD, integrating the MFE into the existing system, and addressing

other relevant aspects.

4.5.10 Common Ownership

Category: Development

Problem: A single team is tasked with managing all MFEs, which can occur

either due to a lack of team division or when teams are segmented based on technical

aspects such as data, frontend, and backend. However, one of the key benefits of MFE

architecture is independence, so adopting MFE Architecture without distinct teams to

operate independently negates this advantage.

Example: A small company chooses to adopt the MFE architecture. Due to the

insufficient number of developers, it is not feasible to create teams by domain. So,

developers compose a single team responsible for all MFEs. In this scenario, the cost of

maintaining different micro frontends is not justified and is only an additional challenge

for the development team.

Solution: Context should be the defining factor when structuring development

teams. Therefore, defining the boundaries of teams and MFEs is essential according
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to Domain-driven Design (EVANS, 2004), so a team will be responsible only for MFEs

within its domain. Creating shared libraries can facilitate boundary definition and

promote greater team independence.

4.5.11 Golden Hammer

Category: Development

Problem: All MFEs utilize the same technology, even if it does not meet the

specific needs of each MFE. It happens due to developers’ familiarity with only one

specific technology. This approach limits the architecture, failing to take advantage of

the benefits of the possibility of a heterogeneous architecture, which is one of the main

attractions of adopting MFEs.

Example: A web application contains MFEs implemented using ReactJS frame-

work with Client-side Rendering, even those encompassing essential pages such as the

landing page. This technological uniformity overlooks the necessity for Search Engine

Optimization (SEO) strategies to ensure better rankings on search engines like Google.

It would be advisable to utilize ReactJS with Server-side Rendering or employ a static

rendering framework such as NextJS, enabling better optimization for search engines.

Solution: To choose the most suitable technology that addresses the specific

challenges of each MFE, which includes adopting the correct programming languages,

frameworks, and libraries during its development. When uncertain about a particular

technology, conducting a proof-of-concept (POC) can validate its suitability. Testing new

technologies through POCs helps validate their suitability without compromising the

establishment of standardized patterns within the company. However, it’s important

to note that increasing the variety of technologies can increase the complexity of the

architecture.



Chapter 4. Catalog Improvement Based on Practitioner’s Feedback 89

4.6 Catalog’s web application
Drawing on the collaborative repository model proposed by Bogner et al. (2019), we

developed an web application to showcase all anti-patterns.1 The web application

allows users to search for any word in the anti-patterns name, problem, solution, and

example. Figure 19 presents the home screen of the web application; Figure 20 presents

the search results screen after searching for “fragment”; Figure 21 presents an example

of the screen that details a anti-pattern; and Figure 22 presents the about screen.

Figure 19 – Home screen of the catalog’s web application.

The application was built with ReactJS (REACT, 2025) and is hosted on GitHub

Pages, making it publicly accessible. Community members can contribute to the catalog

by submitting Pull Requests (PRs) to the GitHub repository2 following the contribution

guidelines outlined in the CONTRIBUTING.md file3. All anti-patterns are stored in

the src/anti-patterns folder4, with each JSON file corresponding to a specific

anti-pattern. Thanks to GitHub Actions (GITHUB, 2025), changes to the codebase are

automatically reflected in the application when a PR is merged. This allows MFE
1 <https://mfe-anti-patterns.online/micro-frontends-anti-patterns/#/catalog>
2 <https://github.com/nabsonp/micro-frontends-anti-patterns>
3 <https://github.com/nabsonp/micro-frontends-anti-patterns/blob/main/CONTRIBUTING.

md>
4 <https://github.com/nabsonp/micro-frontends-anti-patterns/blob/main/src/anti-patterns/

index.ts>

https://mfe-anti-patterns.online/micro-frontends-anti-patterns/#/catalog
https://github.com/nabsonp/micro-frontends-anti-patterns
https://github.com/nabsonp/micro-frontends-anti-patterns/blob/main/CONTRIBUTING.md
https://github.com/nabsonp/micro-frontends-anti-patterns/blob/main/CONTRIBUTING.md
https://github.com/nabsonp/micro-frontends-anti-patterns/blob/main/src/anti-patterns/index.ts
https://github.com/nabsonp/micro-frontends-anti-patterns/blob/main/src/anti-patterns/index.ts
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Figure 20 – Search results screen of the catalog’s web application.

Figure 21 – Example of the anti-patterns details screen of the catalog’s web application.

developers to propose new anti-patterns or update the descriptions of existing ones,

fostering community collaboration.
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Figure 22 – About screen of the catalog’s website.
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5

STUDENT FEEDBACK ON THE CATALOG

AND ITS CONTRIBUTION FOR

LEARNING

D espite widespread adoption in the industry, MFE has yet to be incorpo-

rated into the software architecture course curriculum. This gap reflects the

scarcity of academic research on MFE education, contrasting with the abun-

dance of experience reports and case studies detailing its implementation (ANTUNES et

al., 2024; CAPDEPON et al., 2023; KAUSHIK; KUMAR; RAJ, 2024; PERLIN et al., 2023;

MÄNNISTÖ; TUOVINEN; RAATIKAINEN, 2023; PÖLÖSKEI; BUB, 2021; MORAES et

al., 2024). Without formal educational resources, practitioners may encounter challenges

in effectively implementing the architecture, potentially leading to suboptimal outcomes

that hinder the realization of its full benefits.

This chapter addresses the gap in MFE education by reporting our experience

teaching Micro Frontends in an undergraduate Computer Science course. We evaluated

our MFE anti-patterns catalog in comparison to a presentation we designed containing

practitioner-provided guidelines. Both are supporting materials to help students under-

stand Micro Frontends by illustrating real-world scenarios and highlighting common

challenges faced by developers. To assess their effectiveness, we conducted a controlled

experiment comparing the two materials in terms of their impact on students’ learning.

Additionally, we examined whether the anti-patterns catalog improves students’ per-
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ceived learning and how it was used during assessments. Our goal was to investigate

the catalog’s potential as a pedagogical tool to support both learning and architectural

decision-making in the context of MFE development.

This chapter is structured as follows: Section 5.1 describes the study design.

Section 5.2 presents the results of the experiment. Section 5.3 discusses the results.

Section 5.4 examines the threats to validity. Finally, Section 5.5 presents some of the

improved anti-patterns refined based on students’ feedback.

5.1 Study Design
To answer RQ1 and RQ2, we designed a controlled experiment following the guide-

lines proposed by Wohlin et al. (2012). The following subsections provide a detailed

description of each aspect of the study.

5.1.1 Goal and Research Questions

The experiment’s goal is to explore effective teaching strategies for MFE by comparing

the MFE anti-patterns catalog with practitioner-provided guidelines as supporting

materials. Additionally, we aim to analyze whether the MFE anti-patterns catalog

enhance students perceived learning and how it can be used during MFE maintenance.

Therefore, we aim to answer the following Research Questions (RQ):

RQ1

Which supporting material–an MFE anti-patterns catalog or practitioner-provided

guidelines–leads to higher student assessment scores?

To address RQ1, we compared the mean scores from the two MFE assessments.

In the first assessment, students consulted practitioner-provided guidelines; in the

second, they used the MFE anti-patterns catalog.
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RQ2

Does the catalog of MFE anti-patterns enhance students’ perceived learning about

MFE?

For RQ2, we asked students to rate their perceived learning about MFE before

and after engaging with the catalog and then compared the two sets of responses.

RQ3

How do students use the MFE anti-patterns catalog, and do they intend to adopt

it when solving MFE challenges and learning about MFE?

For RQ3, we evaluated the catalog’s utility, ease of use, and students’ inten-

tion to use it in the future by applying the original Technology Acceptance Model

(TAM) (VENKATESH; BALA, 2008). In addition to the TAM constructs, we included

four statements to assess how the catalog supported learning about MFE. We also col-

lected qualitative feedback on how students used the catalog and analyzed it through

Grounded Theory procedures (CORBIN; STRAUSS, 2014).

5.1.2 Planning

We planned the experiment according to the guidelines of Wohlin et al. (2012).

5.1.2.1 Context Selection

We conducted the experiment with undergraduate students learning about MFE for the

first time without prior experience in this architectural style. This setup simulates junior

developers entering a company and needing to work with MFE architectures. Since no

published MFE architecture specifications described complete applications—including

the MFEs implemented, their screens and fragments, and their communication and

composition strategies—we developed two MFE applications for students to analyze

during the experiment.
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5.1.2.2 Variable selection

The independent variable is the supporting material consulted during the assessments,

with two treatments: (1) the catalog of MFE anti-patterns and (2) the practitioner-

provided guidelines. The dependent variables are the students’ assessment scores and

perceived learning scores. The assessment scores are real values ranging from 0 to 10,

reflecting the actual grades students received on the exercises. In contrast, the perceived

learning scores range from 0 to 5. We adopted a different scale to reduce potential

bias in self-assessment, as students might feel uncomfortable assigning themselves the

maximum grade (i.e., 10), fearing it could be misinterpreted as their exercise grade or

lead to penalties. This distinction aimed to encourage more honest and unconstrained

reflections on their perceived learning. We measured perceived learning as real values

to enable statistical comparison between samples (WOHLIN et al., 2012) and evaluate

whether the catalog positively influenced students’ learning perception, following the

approach of meireles2024experience.

5.1.2.3 Hypothesis formulation

We formulated two hypotheses, each corresponding to RQ1 and RQ2. The null hypoth-

esis H0, related to RQ1, states that there is no significant difference in students’ mean

assessment scores when supported by practitioner-provided guidelines compared to

when using the anti-patterns catalog. The second null hypothesis, H ′
0, related to RQ2,

states that there is no significant difference in students’ perceived learning before and

after interacting with the MFE anti-patterns catalog. As RQ3 is addressed through

qualitative methods, we did not define a hypothesis for it.

5.1.2.4 Selection of subjects

Participant selection was based on convenience sampling (WOHLIN et al., 2012), target-

ing undergraduate Computer Science students enrolled in the Systems Analysis and

Design course at UFAM. Participation in the study was voluntary, and only students
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who signed the consent form and attended at least all but one session were included in

the experiment.

5.1.2.5 Experiment design

Students completed two assessments related to MFE, which questions can be found

in Appendix C. We designed two MFE architecture specifications (Objects) to support

the assessments: Object 1 represented an e-commerce web application, while Object

2 represented a mobile application. A full description of the objects can be found in

Appendix B. To compare the proposed supporting materials (treatments), we employed

a crossover design (VEGAS; APA; JURISTO, 2015) applied to the specification Objects,

rather than to the treatments. This decision was necessary because the treatments

required prior instruction and could not be delivered independently for each group

without risking contamination threat validity (WOHLIN et al., 2012). Since students

continued attending shared sessions over time, separating them into different groups

would not prevent cross-influence. Therefore, we alternated only the architecture objects

analyzed in each assessment to maintain comparability, minimizing bias.

The students were divided into two groups, Group A and Group B. Since none of

the students had prior experience with MFE, we balanced the groups based on software

development experience type (backend, frontend, or full-stack) and duration, if any.

We employed a crossover design (VEGAS; APA; JURISTO, 2015) to analyze the two

objects under consideration. During the first assessment, both groups consulted the

presentation from the fourth session, which included practitioner-provided guidelines

and MFE examples. Group A completed the first assessment based on Object 1, while

Group B completed it based on Object 2. For the second assessment, both groups

accessed a web application containing the MFE anti-patterns catalog, with the Objects

reversed: Group A analyzed Object 2, and Group B analyzed Object 1. Figure 23 presents

an overview of the experiment design.
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Figure 23 – Timeline of the experiment execution.

5.1.2.6 Instrumentation

The instruments for this experiment include a set of forms, training session documents,

architecture descriptions, and an activity script that must be followed during the execu-

tion phase. We describe each instrument in detail as follows:

1. Theoretical training: Presentations delivered during lecture sessions and the code

and script presented during the laboratory session.

2. Consent form: form that outlines the purpose of the experiment and details

how it will be conducted. We emphasize that participation is voluntary, allowing

participants to withdraw from the experiment at any time without affecting their

scores on the assessments. Furthermore, we explain that we will use the collected

data for quantitative and qualitative analysis and may include it in scientific

publications. Participants signed the consent form before the experiment.

3. Characterization form: a set of questions designed to gather information about the

participants’ professional experience as software developers and their familiarity

with MFE architectures.

4. Objects: description of two MFE architectures that students will evaluate during

the experiment. The objects include a brief description of the software and its

functionalities, images showcasing its screens, and a comprehensive list of MFEs

detailing their context, screens, and fragments. A full description of the objects

can be found in Appendix B.
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5. Assessment Forms: The two MFE assessment forms, each focused on a different

object. All assessment’s questions can be found in Appendix C.

6. Feedback form: This form includes the TAM constructs, the learning-related

statements, and the open-ended questions that allow participants to provide

further insights.

5.1.3 Execution

To teach students about MFE and MS, we delivered 4 theoretical lecture sessions and 1

laboratory session. Table 6 presents the sessions and its content. Before the first lecture,

students already had knowledge about architectural styles like Layered Architectures,

Data-centered architectures, and Pipers & Filters (VALENTE, 2020), and about architec-

ture visualization with C4 Model (BROWN, 2023).

Table 6 – MFE sessions’ content.

# Session Description
1 Microservices Monoliths, microservices, and patterns for

microservices.
2 Micro Frontends Definition, benefits, challenges, and fron-

tend integration.
3 Micro Frontends Hands-on Lab session where students implemented

routing, composition, and communication
in a web e-commerce application.

4 Examples of Micro Frontends
Architectures

Public MFE examples and guidelines from
experience reports, case studies and blogs.

5 Micro Frontends Anti-
patterns

Definition of anti-patterns and an explana-
tion of the 12 MFE anti-patterns.

Since MFE is based on MS, the first lecture session aims to introduce the defi-

nition, benefits, and challenges of MS. The lecture begins by detailing the monolithic

architectural style and the issues that motivated the creation of MS (NEWMAN, 2021).

Then, we presented the concept of MS and their key principles. To illustrate some

architectural examples, we discussed the following patterns: Remote Procedure Invo-

cation, Asynchronous Messaging, API Gateway, Backend for Frontend (BFF), and API

Composition (RICHARDSON, 2018).
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In the second lecture session, we introduced the concept, benefits, and challenges

of MFE primarily based on Geers (2020) and Peltonen, Mezzalira & Taibi (2021). We also

delved into implementing frontend integration through composition, communication,

and routing. Finally, we presented an MFE architecture we developed, which would be

necessary in the hands-on session of the following lecture session. The primary goal of

this lecture was to provide the theoretical foundation of MFE.

Then, during the third session, we conducted a lab session where students could

engage with the implementation of an e-commerce application built using 3 MFEs.1 We

explained how the application uses the Single-SPA framework (SINGLE-SPA, 2016) to

compose the MFEs and then assigned three exercises focused on routing, composition,

and communication. Our goal in this session was to make students see how MFE work

in practice, since it’s concepts may be confusing.

In the fourth lecture session, we showcased the architectures published by An-

tunes et al. (2024), Moraes et al. (2024), and Silva (2024) to analyze their design choices

and discuss potential alternatives. Additionally, we presented the MFE guidelines pub-

lished by Taibi & Mezzalira (2022), Aplyca (2024), Kofler (2020), Anks (2023), and Shukla

(2023). We aimed to present practitioners-provided examples and guidelines on how

MFE has been implemented, enhancing students training to assess MFE architectures

effectively.

Following the fourth lecture, we invited students to voluntarily participate in

the experiment by signing a consent form and completing a characterization form. We

then used the characterization data to balance the groups, ensuring that the number

of participants with expertise in each development area was approximately equal and

that the overall experience level was pretty distributed between the groups. Finally, in

the fifth lecture session, we presented each of the 12 MFE anti-patterns (see Section 4.5).

This lecture was crucial for helping students understand the anti-patterns, enabling

them to apply this knowledge in the assessments effectively.

Figure 24 presents the timeline of the experiment execution. The experiment

consisted of two assessments conducted on different days. In the first assessment,

both groups had access to the guidelines and examples presented in the fourth lecture.
1 <https://github.com/nabsonp/mfe-hands-on>

https://github.com/nabsonp/mfe-hands-on
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Group A analyzed Object 1, while Group B analyzed Object 2. After completing the first

assessment, we delivered the fifth lecture introducing the MFE anti-patterns catalog,

which students would use during the second assessment. In the second assessment,

Group A analyzed Object 2, and Group B analyzed Object 1, with both groups granted

access to the web application containing the anti-patterns catalog. After completing the

second assessment, students also completed the feedback form.

Figure 24 – Timeline of the experiment execution.

We conducted two comparable assessments related to MFE, each containing sim-

ilar questions focused on analyzing two distinct architectures. The questions simulated

tasks a new developer might face when joining a team working with MFE architectures.

The two systems—an e-commerce platform and a digital bank-were inspired by real-

world MFE implementations. We selected these domains because students were already

familiar with them, reducing the risk of confusion due to unfamiliar business contexts.

Each assessment consists of two parts:

1. Architecture Analysis: we asked students to evaluate the proposed MFE architec-

ture and indicate whether they would design it differently, providing justifications

for their decisions.

2. Maintenance and Evolution: eight questions that required students to develop a

new feature, understand and resolve a bug in the application, or refactor a part of

the architecture.

To ensure the realism of the assessments and the proposed architectures, we

asked two experienced MFE professionals to complete the assessments and provide

feedback on whether the problems reflected real-world scenarios and whether the

architectures resembled those commonly seen in the industry. We chose not to ask

students to design a MFE architecture from scratch, as, in practice, they are more likely to
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maintain and evolve an existing architecture than creating one from scratch (GALSTER;

ANGELOV, 2016; KAZMAN et al., 2023; MANNISTO; SAVOLAINEN; MYLLARNIEMI,

2008). We ensured that every question could be answered using either the anti-patterns

catalog or the practitioner-provided guidelines, allowing for a fair comparison between

the two supporting materials.

5.1.4 Analysis and Interpretation

Before conducting the data analysis, we excluded responses from students who missed

more than one lecture to include only those who participated in the majority of the

training sessions. We conducted the quantitative analysis using two groups of paired

samples: (1) student assessment scores when consulting practitioner-provided guide-

lines versus the anti-patterns catalog, and (2) perceived learning scores before and

after engaging with the catalog. We used the assessment score samples to test the null

hypothesis H0 and the perceived learning samples to test the null hypothesis H ′
0.

We began by examining boxplots to visually compare the samples within each

group. Next, we applied the Shapiro–Wilk test (WOHLIN et al., 2012) to determine

whether the samples followed a normal distribution. Based on the results, we selected

appropriate paired statistical tests: the Paired t-Student Test (WOHLIN et al., 2012) for

normally distributed samples, and the Wilcoxon Signed Rank Test (WOHLIN et al.,

2012) for non-normal samples.

To investigate how students (representing novice MFE developers) perceived

the catalog’s usefulness during architectural decision-making in the assessments, we

applied the original TAM (VENKATESH; BALA, 2008). TAM assesses users’ percep-

tions of a technology’s usefulness and ease of use, which are the two primary factors

influencing technology acceptance behavior (LAITENBERGER; DREYER, 1998). We

measured the constructs of perceived usefulness, perceived ease of use, and behavioral

intention using a 5-point Likert scale (LIKERT, 1932), ranging from “Strongly disagree”

to “Strongly agree.” In addition to the TAM constructs, we defined four sentences for

measuring the catalog’s utility for learning MFE. Table 7 presents our adapted version
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of the TAM questionnaire and the four items related to the catalog’s perceived utility

for learning.

Table 7 – Adapted TAM constructs and the sentences related to the catalog’s utility for
learning.

Perceived Usefulness (PU)
PU01 Using the anti-patterns catalog for MFE improves my performance

when developing MFE-oriented architectures.
PU02 Using the anti-patterns catalog for MFE improves my productivity

when developing MFE-oriented architectures.
PU03 Using the anti-patterns catalog for MFE improves my effectiveness

in communicating with other developers when developing MFE-
oriented architectures.

PU04 I consider the anti-patterns catalog for MFE useful for developing
MFE-oriented architectures.

Perceived Ease Of Use (PEOU)
PEOU01 My interaction with the anti-patterns catalog for MFE was clear

and understandable.
PEOU02 Interacting with the anti-patterns catalog for MFE did not require

much mental effort from me.
PEOU03 I consider the anti-patterns catalog for MFE easy to use.
PEOU04 I find it easy to use the anti-patterns catalog for MFE during the

development of MFE architectures.
Behavioral Intention (BI)

BI01 Assuming I have enough time to design and develop an MFE-
oriented architecture, I would use the anti-patterns catalog for
MFE.

BI02 Considering that I can choose other tools to assist in the devel-
opment of MFE-oriented architectures, I intend to use the anti-
patterns catalog for MFE.

BI03 I intend to use the anti-patterns catalog for MFE the next time I
work on an MFE-oriented architecture.

Useful For Learning (UFL)
UFL01 I consider the anti-patterns catalog for MFE useful for learning

about MFE.
UFL02 I find it easy to use the anti-patterns catalog for MFE to learn

about MFE-oriented architectures.
UFL03 The anti-patterns catalog for MFE facilitated learning about best

practices in software architecture.
UFL04 The anti-patterns catalog for MFE contributed to my understand-

ing of common challenges in MFE architectures.

We collected qualitative feedback on how students used the catalog, its perceived

benefits and challenges, how it influenced their learning, and their overall impressions

of the catalog. We analyzed the data using Straussian Grounded Theory (GT) pro-
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cedures (CORBIN; STRAUSS, 2014). We first applied open coding, which involved

creating codes representing relevant concepts to understand how students used the

catalog. Then, when applying axial coding, we identified connections among the codes

and grouped them into broader categories to identify the primary uses of the catalog.

We did not apply the GT’s selective coding, as our objective was not to develop a theory

but to explore how the catalog can be used during MFE development.

5.2 Results
This section presents the participants’ characterization and the results for each RQ. For

RQ1 and RQ2, we analyze the quantitative data collected during the experiment using

boxplots and statistical tests to compare the samples. For RQ3, we present the results of

the TAM evaluation and the learning-related statements, and summarize insights from

the qualitative analysis of students’ feedback.

5.2.1 Participants’ Characterization

The class had 34 students, of which 23 were eligible to participate in the study after

excluding those who missed more than one lecture. All students signed a consent form

and completed the characterization form prior to the experiment. We assigned each

participant an identifier ranging from P1 to P23.

Table 8 presents a summary of experiment participants’ characterization. Each

column presents the answer of one of the characterization question: column “Has

development experience” refers to “Do you have any experience with web development

outside the context of a course (e.g., R&D projects, industry, etc.)?”; column “Experience

Time” refers to “If you have experience in industry or in RD projects, how much

experience do you have?”; column “Experience with MFE” refers to “Before the classes,

had you had any prior exposure to Micro Frontends architectures?”; and column “Group”

informs the group the participant was assigned to. We also asked participants to describe

their experience with MFEs, if any. However, since no participant had prior experience
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with MFEs, all answers were left empty and were therefore omitted from the table.

Table 8 – Summary of the experiment’s participants’ characterization.

ID Has development experience Experience
time

Experience
with MFE Group

P1 No - No A
P2 No - No B
P3 No - No B

P4 Yes, as Backend Developer Between 1 and 2
years No B

P5 No - No B

P6 Yes, as Full Stack Developer Between 1 and 2
years No B

P7 No - No A
P8 No - No A
P9 No - No A

P10 No - No B
P11 No - No A
P12 Yes, as Full Stack Developer Less than 1 year No A
P13 No - No B
P14 No - No B
P15 No - No A
P16 No - No B
P17 No - No B
P18 No - No B
P19 No - No A
P20 No - No A
P21 No - No A
P22 No - No A

P23 Yes, as Frontend Developer Between 2 and 3
years No A

To ensure a fair and balanced distribution of skills among the groups, we con-

ducted the group balancing based on the type and duration of experience in software

development:

• Backend Development: one participant with 1 to 2 years of experience (P4).

• Full Stack Development: 2 participants, one with 1 to 2 years of experience and

one with less than 1 year (P6 and P12).

• Frontend Development: one participant with 2 to 3 years of experience (P23).
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We balanced the groups to ensure that the number of participants in each area

of expertise was approximately balanced. Additionally, the experience levels were

distributed relatively evenly across the groups. Group A included one participant with

less than 1 year of experience in Full Stack Development (P12) and one participant

with 2 to 3 years of experience in Frontend Development (P23). Group B included

one participant with 1 to 2 years of experience in Backend Development (P4) and one

participants with 1 to 2 years of experience in Full Stack Development (P6).

5.2.2 RQ1: Supporting Materials Comparison

To address RQ1, we evaluated the students’ scores from the first and second assessments.

Figure 25 presents the boxplots for the two samples, which show similar distributions

and are close to each other. Performing the Shapiro-Wilk Test on the first sample yielded

a p-value of 0.764. The second sample reported its mean, median, and mode as 3.917,

4.000, and 4.000, respectively. Performing the Shapiro-Wilk Test on the second sample

yielded a p-value of 0.848. With a significance level of α = 0.05, both samples are

considered to follow a normal distribution.

Figure 25 – Boxplots presenting the data distribution on the assessment samples.
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We selected the Paired t-Student Test for the sample comparison, a parametric

test for dependent and normally distributed samples (WOHLIN et al., 2012). With the

significance level set at α = 0.05, the test yielded a p-value of 0.298, indicating that

we cannot reject the null hypothesis H0. Therefore, we conclude that both supporting

materials are equally effective in helping students learn about MFE.

RQ1 Summary

There was no significant difference in students’ assessment scores when using the

MFE anti-patterns catalog versus the practitioner-provided guidelines. This result

indicates that both supporting materials are equally effective in helping students

learn about micro frontends.

5.2.3 Perceived learning Difference

To address RQ2, we evaluated the students’ self-assessed perceived learning before and

after engaging with the catalog. Figure 26 presents the boxplots for the two samples,

indicating that the second sample appears to have higher values than the first one.

Performing the Shapiro–Wilk Test on both samples yielded a p-value of 0.216 for the

first sample and < 0.001 for the second sample. Considering a significance level of

α = 0.05, the second sample is not normally distributed.

As one of the samples is not normally distributed, we selected the Wilcoxon

Signed Rank Test to compare the samples, as it is an appropriate non-parametric test

for comparing dependent samples (WOHLIN et al., 2012). Using a significance level

of α = 0.05, the test yielded a p-value of 0.001, allowing us to reject the null hypothesis

H ′
0. Thus, we can assert a statistically significant difference in students’ self-perceived

learning before and after using the catalog for solving MFE architectural problems.

Since the distribution of perceived learning after engaging with the catalog shows

higher values than before, we conclude that using the catalog enhances students’ self-

perception of learning about MFE.
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Figure 26 – Boxplots presenting the data distribution on the perceived learning before
and after engaging with the MFE anti-patterns catalog.

RQ2 Summary

After using the MFE anti-patterns catalog, students reported a statistically signifi-

cant increase in their perceived learning, suggesting that exposure to real-world

problems and examples helps students feel that they have learned more effectively.

5.2.4 How students used the catalog

To address RQ3, we asked students to answer a online form to respond if they agree

with the TAM and the learning-related statements, and we collected qualitative feedback

on how students used the catalog, its benefits and challenges, how it influenced their

learning, and their overall impressions of the catalog.

5.2.4.1 TAM and learning statements analysis

Figure 27 summarizes the results on the Perceived Usefulness construct. Upon analyzing

PU01, PU02, and PU04, the students generally agreed that the catalog is a useful tool for
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developing MFE architectures, highlighting its potential to improve their performance

and productivity during development. Although they did not create entirely new

architectures during the assignment, they were tasked with proposing new solutions

for existing ones. Regarding PU03, some feedback reflected a neutral stance, which may

be attributed to the fact that the students did not interact with other developers while

proposing their architectural solutions.

Figure 27 – Responses for each sentence in the Perceived Usefulness construct.

Figure 28 presents the Perceived Ease Of Use construct results. Upon analyzing

PEOU02 and PEOU03, all the students agreed that the tool was easy to use and did not

require much mental effort. Regarding PEOU01, only one response indicated a neutral

stance, suggesting that interacting with the catalog was clear and comprehensible. On

PEOU04, its feedback indicates that using the catalog to develop MFE architectures may

be easy, as it presents neutral responses or partial agreements. These results support the

notion that the catalog offers a low-friction experience, which may facilitate its adoption

in educational and professional contexts.

Figure 29 summarizes the results for the Behavioral Intention construct. Upon

analyzing BI01, students generally expressed a positive intention to use the catalog,

especially when given sufficient time for design and development tasks. Most partici-

pants also agreed they would use the catalog to support MFE development (BI02) and
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Figure 28 – Responses for each sentence in the Perceived Ease Of Use construct.

future MFE projects (BI03). These findings suggest that the catalog holds potential as a

valuable tool for both in-training software engineers and practitioners.

Figure 29 – Responses for each sentence in the Behavioral Intention construct.

Figure 30 summarizes the results related to the catalog’s utility for learning

provided by the students through the survey. Regarding the statements in UFL01,

UFL02, UFL03, and UFL04, there were no disagreements or neutral responses, as most

were “Strongly agree” and “Partially agree.” It suggests that students recognized the

catalog’s contribution to the learning process concerning software system architecture

and MFE architectures. We further discuss the enhancement in learning during the
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qualitative analysis results.

Figure 30 – Responses for each sentence related to the catalog’s utility for learning.

5.2.4.2 Qualitative feedback analysis

We analyzed students’ qualitative feedback using ATLAS.ti2, applying open and axial

coding (CORBIN; STRAUSS, 2014) to understand how students used the catalog during

the second assessment. The quotes and the related codes are available in Appendix D.

Based on the relationships among the open codes (highlighted with underlines), we

identified three categories that summarize the main ways in which students interacted

with the catalog:

1. Identify problems and solutions – As anticipated, students used the catalog

to Identify problems and solutions, as expressed by P1: “identify the problems and

the solutions to the respective questions.” However, their approaches to identifying

problems varied according to the features they relied on within the catalog. Some

students emphasized the role of examples in Identify problems by examples, as

noted by P3: “the examples helped me identify the problem.” Additionally, students
2 <https://atlasti.com/>

https://atlasti.com/
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used examples to Understand problems by examples, as stated by P1: “seeing ex-

amples and descriptions helped me understand the problem in some questions.” Others re-

lied on the visual elements, using the catalog to Understand problems by images,

as illustrated by P4: “the use of images in some explanations helped more than just text.”

Additionally, some students also used the solution description, as seen in P5’s

comment about to Identify problems by solutions: “the description of the problems

and solutions in the catalog helped me a lot to draw a parallel with the problems proposed.”

Moreover, the catalog also serves to Guide architectural decisions, as stated by

P7: “allowed me to address these problems and made it easier to make decisions.” These

findings suggest that offering multiple pathways–textual descriptions, examples,

visuals, and solution-based reasoning–can support diverse cognitive strategies

among students. Therefore, the catalog enhances accessibility and understanding

by accommodating different ways of thinking and learning.

2. Support efficient and structured search for MFE problems – The catalog’s web ap-

plication enabled a structured and efficient browsing experience, helping students

access and explore the anti-patterns more effectively. For example, P7 highlighted

the ease of Consulting by categories: “it is easy to visualize, especially with the use of

categories.” Even when facing difficulties in understanding the anti-patterns, P4

used the catalog to Consult several anti-patterns at once and made a suggestion

to improve problem identification: “I had difficulties understanding the description

of each anti-pattern; I had to open all of them to see the description. There could be a

summary in each card of the catalogs on the main screens.” Similarly, P20 suggested

Linking anti-patterns to improve navigability: “when opening an anti-pattern, the

page could show others from the same topic or similar ones.”

3. Reinforce and deepen MFE knowledge – Students revisited and deepened their

understanding of MFE concepts through real-world examples, using the catalog

to consolidate and expand their prior knowledge. The catalog can be used to

Learn based on practical problems, as P17 remarked: “Seeing the anti-patterns in

practice increased my knowledge about the subject.” P13 highlighted that the catalog

was used to Understand common challenges: “I could understand real situations and
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challenges faced during architectural decisions.” In addition, the catalog was useful

to Review MFE concepts, as noted by P21: “[the catalog] helped me remember some

concepts I did not recall.” P4 reinforced this point and suggested improvements to

enhance its role as a learning tool by adding the MFE concepts presented in class:

“[the catalog] helped by centralizing content about MFEs. However, the catalog could

include summaries and slides presented in the classes.” These insights demonstrate the

catalog’s potential as a reference material and an educational tool that reinforces

learning through contextualized, practice-based content.

RQ3 Summary

Students agreed that the MFE anti-patterns catalog is useful, easy to use, and

helpful for learning about MFE. They also expressed an intention to use it in future

development tasks. Qualitative analysis revealed three primary ways students

used the catalog: (1) to identify problems and solutions, (2) to support efficient

and structured searches for MFE issues, and (3) to reinforce and deepen their un-

derstanding of MFE concepts. These findings highlight the catalog’s effectiveness

as a problem-solving aid and an educational resource that accommodates diverse

learning strategies.

5.3 Discussion
Our supporting materials allowed us to teach how MFE is implemented in real-world

scenarios without requiring students to engage with low-level programming details.

Students could effectively learn about MFE without developing a complete MFE-based

system. The course focused primarily on architectural design and included a single lab

session to provide hands-on exposure to an MFE implementation, helping students

better understand MFE in practice. As a result, the supplementary resources enabled

students to grasp key architectural concepts more clearly, without being overwhelmed

by implementation complexity. A potential approach would be to balance high-level

architectural instruction with practical coding exercises, which can aid in consolidat-

ing learning. However, this balance must be carefully managed, as coding exercises
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may detract from architectural understanding, especially for students with limited

development experience.

Students reported greater learning gains when exposed to real-world examples

presented by the two supporting materials. Feedback indicated that the catalog could

even have more examples to support architectural decision-making better. This under-

scores the limitations of relying solely on textbook-based or overly didactic examples,

which often fail to reflect the complexity and nuance of real-world scenarios. Therefore,

integrating practical examples into architecture courses is essential to deepen students’

understanding and prepare them to apply concepts effectively. Given the detail level

of each supporting material, the guidelines are more appropriate for students with

no prior exposure to MFE, whereas the catalog is better suited for those with founda-

tional knowledge who aim to reinforce their learning through practical application and

problem identification.

Students feedback indicated that the catalog served as a quick, easy, and central-

ized source of information, making it an effective support tool. It proved particularly

valuable during architectural decision-making, with students emphasizing the impor-

tance of having easy access to resources that facilitate such processes. Additionally,

students suggested that the catalog could include more information on MFE, further

highlighting its potential as a reference and a learning resource. Teaching students how

to use practical tools that can be seamlessly integrated into their future development

workflows significantly enhances their learning experience.

5.4 Threats to validity
We evaluated the validity of the experiment results based on the four types of threats to

validity defined by Wohlin et al. (2012):

Internal Validity: A potential threat is interactions with selection, where the

sample’s characteristics might influence their response to the treatment. To mitigate

this, we balanced the groups based on participants’ software development experience,

ensuring neither group had an advantage. Diffusion, where one group might replicate
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the other’s treatment, was addressed by placing groups in separate labs, restricting

access to only their assigned object, and renaming the object during the second as-

sessment. Instrumentation, related to experimental artifacts’ quality, was mitigated

by validating all artifacts through a pilot test. To address the learning effect, where

participants acquire knowledge during the experiment, we implemented a crossover of

objects to balance learning across treatments. The catalog was written in english, but

we instructed students to translate the text using Google Translate so it wouldn’t affect

their use. Finally, training could be confounding if the ad-hoc and anti-pattern lectures

were not equivalent. To counter this, we ensured all questions could be answered using

the either materials.

External Validity: One threat to external validity is the interaction of setting and

treatment, as the objects used in the experiment were not real-world architectures and

might not fully represent realistic scenarios. To address this threat and ensure that the

objects are realistic, the author of this Thesis proposed a realistic architecture based on

his professional experience and validated it with industry professionals with previous

MFE expertise. Another threat is the interaction of selection and treatment, as the

participants might not represent real-world developers. To mitigate this, we conducted

training sessions, used a class of students in the major’s sixth semester, and discarded

data from students who missed more than one lecture. These measures ensured that

participants were comparable to novice developers with limited MFE experience.

Construct Validity: A potential construct validity threat is that the measure may

not accurately represent its effect. To address this, we conducted a pilot study with two

practitioners whose feedback aligned with the correction criteria, ensuring its reliability.

Regarding experimenter expectancy, where questions might elicit desired responses,

we based questions on real-world problems and validated them during the pilot study,

avoiding the direct use of catalog examples to reduce bias. To mitigate the effects of

treatment orders, we selected a crossover design and conducted treatments in separate

weeks to reduce carryover. Finally, we did not inform participants that the catalog

originated from our prior work to prevent hypothesis guessing, minimizing biased

feedback.
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Conclusion Validity: Low statistical power, which could hinder the detection

of significant effects, is a significant threat to conclusion validity. We used paired

statistical tests to mitigate this and implemented a crossover design to collect more

data, increasing the analyses’ power. Additionally, fishing and the error rate could be

a concern if one object favored the tool over the other. We designed both objects with

equivalent architectures and similar problems to address this, ensuring fairness between

treatments.

5.5 Improved catalog based on students’ feedback
Students provided general feedback on the catalog instead of commenting on each

anti-pattern individually. The main challenge they highlighted was the large amount of

text. Some students reported difficulties understanding the anti-pattern descriptions,

often needing to open them multiple times to grasp the full context. To address this, we

shortened some descriptions and rewrote unclear phrases to improve readability. Addi-

tionally, students suggested displaying related anti-patterns from the same category or

similar ones at the bottom of the page when viewing an anti-pattern, making it easier

for users to explore connected content. We plan to add this feature in future versions of

the web application.

Several students mentioned that the catalog could benefit from more visual

elements. They suggested adding more images to make the examples more engaging

and easier to remember. Therefore, we added images illustrating problem, example

and/or solution to Knot Micro Frontend, Mega Frontend, Nano Frontend, No CI/CD,

and Common Ownership anti-patterns. Additionally, students recommended incor-

porating the slides and summaries from the classes into the catalog to provide more

relevant and comprehensive content. In the subsequent subsections we present the Knot

Micro Frontend, Nano Frontend, Mega Frontend, No CI/CD, and Common Ownership

anti-patterns.
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5.5.1 Knot Micro Frontend

Category: Inter-frontends

Problem: A Knot is composed of three or more MFEs whose communication

with each other uses a context-specific interface. This means that navigation and data

exchange between screens and fragments heavily depend on the unique context of

each MFE involved. Adding new MFEs exacerbates the problem: as the number of

MFEs grows, the interface complexity increases due to the introduction of new contexts,

creating a highly coupled Knot that becomes difficult to maintain and integrate new

functionalities.

Example: Suppose an e-commerce system has MFEs for Digital Products (mfe-

digital-products) and Payments (mfe-payments). The payment screen of mfe-payments

receives the digital product data as a parameter. At a later stage, a Physical Products

MFE (mfe-physical-products) is implemented, so developers add physical product-

specific attributes to the payment screen to allow digital or physical product payment

(Figure 31). Later, adding new product types requires constantly adding attributes

specific to each product type to the payment screen, so it becomes a highly coupled

knot.

Figure 31 – To allow physical products payment, optional physical product-specific
attributes are added and digital product-specific attributes become optional.

Solution: Implement generic and flexible interfaces based on domain. These

interfaces should have non-optional domain attributes required for each MFE to func-
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tion correctly and interact with others. On adding new attributes, developers must

ensure consistency and reusability so other MFEs can utilize them. For example, the in-

terface may include generic attributes–such as a list of objects with standard properties

like label, value, and type–allowing each MFE to exchange data or render components

without understanding the specific meaning or context of the values (Figure 32). This ap-

proach reduces coupling between MFEs while maintaining benefits such as modularity,

scalability, and adaptability to new requirements.

Figure 32 – General product attributes are non-optional and create optional generic
attributes that can be used by any type of product.

5.5.2 Nano Frontend

Category: Intra-frontends

Problem: The frontend decomposes into numerous small MFEs with few screens

or fragments that do not represent a domain or subdomain of the application. Small

MFEs do not justify the cost of their maintenance. Furthermore, the presence of Nano

Frontends can lead to issues of high coupling and the manifestation of other anti-

patterns, such as cyclic dependency
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Example: In a scientific workflow platform, the UI is decomposed into exces-

sively granular micro frontends: one for the pipeline diagram (pipeline-microfrontend),

another for configuring each phase (phase-parametrization-microfrontend), and a third

for listing executions (execution-table-microfrontend), as shown in Figure 33. Although

these fragments interact closely and all belong to the same workflow domain, they are

split into tiny independent MFEs, leading to high coupling, increased communication

complexity, and duplicated effort across teams. By applying the solution, the architec-

ture is redesigned to consolidate these small MFEs into a single, cohesive workflow

MFE aligned with the domain.

Figure 33 – Page from (ANTUNES et al., 2024) with components as MFE, configuring
nano frontends.

Solution: The issue of Nano Frontends arises when the definition of boundaries

is inadequately and excessively granular. Adhering to Domain-driven Design (EVANS,

2004) principles is necessary to ensure an effective decomposition of MFEs. Therefore,

the development team must work closely with the product team to gain a deep under-

standing of the domains and reflect them accurately in the architecture. To solve this

issue, the architecture must be redesigned by grouping MFEs with the same domain is

necessary. For minor variations within a domain, consider using templates or compo-
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nent libraries. This approach avoids creating a separate MFE for each slight variation,

promoting efficiency and code reuse.

5.5.3 Mega Frontend

Category: Intra-frontends

Problem: Decomposing the architecture into a few MFEs encompassing numer-

ous screens and fragments, typically embracing more than one sub-domain, manifests

this anti-pattern. The MFE inherits the challenges of a monolithic frontend, such as diffi-

culties in testing, slow builds and deployments, high coupling between its components,

lack of modularity, and limited scalability.

Example: An e-commerce system is decomposed into just two MFEs, with mfe-

users related to users and mfe-shopping related to products and purchases. The latter

MFE includes screens that display product listings, product details, purchase confirma-

tions, and purchase history. Decomposing the mfe-shopping into at least two MFEs is

necessary: one containing the product listing and product details screens, belonging

to the product domain; and another containing the confirmation and purchase history

screens, belonging to the purchase domain (Figure 34).

Figure 34 – Mega frontend break into two MFEs.

Solution: To avoid this problem, the development team must work closely with

the product team to gain a deep understanding of the domains and reflect them accu-

rately in the architecture. To fix this issue, the team should reevaluate the architecture

and divide the MFEs into more granular units, separating functionalities into smaller

and specialized MFEs based on domains. This approach helps reduce complexity, en-
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hance maintainability, and foster a modular and scalable architecture.

5.5.4 No CI/CD

Category: Operation

Problem: The company lacks an automated Continuous Integration (CI) and

Continuous Delivery (CD) pipeline, so developers must manually execute tests and

perform deployments. This manual process becomes burdensome, especially with the

potential existence of multiple MFEs. It increases development time, reduces productiv-

ity, and raises the risk of errors in the production environment.

Example: Upon releasing a new system version, a developer must conduct

manual tests and ensure all unit tests pass. However, developers may skip the tests

and manually deploy the changes without realizing some tests are failing, introducing

bugs, which is avoidable with an automated CI pipeline (Figure 35). Even if the tests

pass, there is still a risk of making mistakes during deployment, which could render the

system unavailable. Automating the deployment process with CD ensures correct and

consistent execution.

Figure 35 – CI and CD cycle. Source: <https://www.abtasty.com/resources/ci-cd/>

Solution: Implement an automated and replicable CI/CD process that extends

for new MFEs, ensuring they will have automated test execution and deployment

consistently and efficiently. This should be part of the Definition of Done (DoD) of the

https://www.abtasty.com/resources/ci-cd/
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architecture.

5.5.5 Common Ownership

Category: Development

Problem: A single team is tasked with managing all MFEs, which can occur

either due to a lack of team division or when teams are segmented based on technical

aspects such as data, frontend, and backend. However, one of the key benefits of MFE

architecture is independence, so adopting MFE Architecture without distinct teams to

operate independently negates this advantage.

Example: Consider an organization where a single centralized team is respon-

sible for maintaining all micro frontends, including users, checkout, and products,

regardless of their domain context. This setup leads to bottlenecks, reduces team auton-

omy, and creates friction between domain experts and technical teams. By restructuring

teams according to Domain-driven Design principles, as illustrated in Figure 36, the

organization creates cross-functional teams, each responsible for its micro frontends,

services, and databases.

Figure 36 – Micro Frontends and Microservices grouped in cross-functional teams de-
fined by domain.

Solution: Context should be the defining factor when structuring development

teams. Therefore, defining the boundaries of teams and MFEs is essential according

to Domain-driven Design (EVANS, 2004), so a team will be responsible only for MFEs
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within its domain (Figure 36). Creating shared libraries can facilitate boundary definition

and promote greater team independence.
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6

CATALOG EXPANSION THROUGH A

MULTIVOCAL LITERATURE REVIEW

Although the Rapid Review presented in Chapter 3 showed that the scientific

literature does not document anti-patterns for micro frontends, develop-

ers frequently share such knowledge online through blog posts, technical

documents, and videos based on their professional experience. Sharing knowledge in

non-formally published sources (commonly referred to as Grey literature) is widespread

among software engineering (SE) practitioners, as SE is a practitioner- and application-

oriented field (GAROUSI; FELDERER; MÄNTYLÄ, 2019). However, these anti-patterns

remain scattered, lack a standardized format, and require careful evaluation of credibil-

ity and relevance, especially when the authors are anonymous or their expertise cannot

be verified.

To identify MFE anti-patterns proposed by practitioners in Grey Literature

sources, and to summarize and standardize them, we conducted a Multivocal Literature

Review (MLR) based on the guidelines proposed by Garousi, Felderer & Mäntylä (2019).

Section 6.1 describes the MLR protocol, including its objective, research questions,

search strategy, and data extraction process. Section 6.2 presents the findings of the

MLR, while Section 6.3 discusses their implications. Section 6.4 examines the threats to

the study’s validity. Finally, Section 6.5 presents the newly identified anti-patterns and

some improved anti-patterns based on the results.
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6.1 MLR Protocol
This section presents the MLR protocol and describes our process of retrieving relevant

documents and identifying new anti-patterns.

6.1.1 Goal and Research Questions

This MLR aims to expand our catalog of MFE anti-patterns by incorporating those

proposed by developers in Grey Literature. In doing so, we seek to document more

problems reported by MFE practitioners and enhance the quality and coverage of our

catalog. To guide the search, we defined 4 RQs:

RQ1 Which Micro Frontends anti-patterns have been proposed in White and Grey

Literature?

RQ2 How are Micro Frontends anti-patterns classified?

RQ3 Are the proposed Micro Frontend anti-patterns grounded in theory or based on

professional experience?

RQ4 What is the profile of the authors who propose Micro Frontend anti-patterns?

RQ1 is the main research question, focused on uncovering anti-patterns reported

in Grey Literature. RQ2 aims to identify existing classifications or categories that could

improve the structure of our current catalog. RQ3 investigates the basis of the proposed

anti-patterns, assessing whether they are grounded in theoretical knowledge or derived

from professional experience. Finally, RQ4 explores the background of the authors who

propose these anti-patterns, helping us understand whether they are researchers or

practitioners.

6.1.2 Search String

In the search string, we included all known variations of the terms “micro frontend”

and “anti-pattern”. We selected a set of control publications that address the topic to
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ensure that the search string retrieved relevant publications. The posts from Shinde

(2022), Mezzalira (2020), and Rappl (2024) were written by authors with experience

in MFE and present anti-patterns in a structured format, including both the problem

and the proposed solution. Additionally, we included our paper proposing a catalog of

anti-patterns (SILVA; RODRIGUES; CONTE, 2025) to ensure the string could retrieve

relevant academic publications. We refined the search string iteratively until it retrieved

all control studies. The final version appears below:

(“anti-pattern” OR “anti-patterns” OR “antipattern” OR “antipatterns” OR

“anti pattern” OR “anti patterns”) AND (“microfrontend” OR “microfrontends”

OR “micro frontend” OR “micro frontends” OR “micro-frontend” OR “micro-

frontends”)

6.1.3 Sources

We conducted the automated search across both academic and non-academic sources to

retrieve publications from white and Grey Literature. We selected the IEEE Explore1 and

the ACM Digital Library 2 for academic sources, as these digital libraries cover the most

relevant journals and conference proceedings in software engineering (KITCHENHAM;

BUDGEN; BRERETON, 2015). We used Google 3, Medium 4, and X (formerly known

as Twitter) 5 to capture Grey Literature, encompassing the leading platforms where

developers typically share technical knowledge. Additionally, we selected Google

Scholar 6 to retrieve preprints of academic papers that had not yet been formally

published.
1 <https://ieeexplore.ieee.org/Xplore/home.jsp>
2 <https://dl.acm.org/>
3 <https://www.google.com.br/>
4 <https://medium.com/>
5 <https://x.com>
6 <https://scholar.google.com.br/>

https://ieeexplore.ieee.org/Xplore/home.jsp
https://dl.acm.org/
https://www.google.com.br/
https://medium.com/
https://x.com
https://scholar.google.com.br/
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6.1.4 Selection Criteria

We defined one inclusion criterion (IC) encompassing publications presenting one or

more MFE anti-patterns, each described with its associated problem and proposed

solution(s):

• IC1: Document one or more MFE anti-patterns by describing their problem and

proposing one or more solutions.

We designed an exclusion criteria (EC) to remove publications that do not docu-

ment MFE anti-patterns or fail to describe both the problem and at least one solution;

that are not written in English or Portuguese; that are not related to MFE; or for which

full access was not available. Finally, we included a criterion to exclude duplicate

publications. Therefore, the EC are:

• EC1: Does not document MFE anti-patterns by describing their problem and

proposing one or more solutions;

• EC2: Publication is not in English or Portuguese;

• EC3: Publication is not about MFEs;

• EC4: Full access to the publication was not possible;

• EC5: Duplicate publication.

6.1.5 Search and Selection Process

We conducted the automated search from November 28th, 2024, to December 1st, 2024.

After conducting the automated search on all selected sources, we conducted the

selection process in three phases: the first filter, the quality assessment, and the second

filter. The following sections describe each of these phases.
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6.1.5.1 First Filter

First, we removed duplicates based on similar titles and URLs. Then, we conducted

the first filter by applying the selection criteria to the publication’s title, abstract, and

body, in this order. If a publication was not included based on its title, we read the

abstract (in the case of academic papers) or the first paragraph (in the case of Grey

Literature publications) to decide whether to include it. For textual Grey Literature

publications not included based on the abstract or initial paragraph, we searched for the

terms “antipattern”, “anti-pattern”, and “anti pattern” in the body. We read the whole

paragraph in which the term appeared to determine whether it satisfied IC1. If the

publication was not included after these three steps, we excluded it based on EC1. For

videos, we evaluated inclusion based only on their titles. In cases of doubt, we included

the publication for complete evaluation during the second filter.

To avoid single-researcher bias, we first evaluated the selection criteria in collabo-

ration with another researcher before applying the first filter to all publications resulting

from the duplicate removal. The author of this thesis and the research collaborator

independently applied the first filter to a sample of 19 publications. We then measured

the level of agreement between the two researchers using Cohen’s Kappa (COHEN,

1960) to ensure the criteria were clear and well-defined. The result indicated an almost

perfect agreement (k = 0.881), according to the interpretation proposed by Landis &

Koch (1977).

6.1.5.2 Quality Assessment

We performed the Quality Assessment (QA) to evaluate the extent to which the Grey

Literature publications are valid and unrestricted from bias (GAROUSI; FELDERER;

MÄNTYLÄ, 2019). The QA phase is essential for assessing publications that have not

undergone peer review to ensure the quality of the results. We defined a QA checklist

based on the guidelines proposed by Garousi, Felderer & Mäntylä (2019), which includes

a set of questions grouped under specific criteria. However, we excluded the Impact

and Novelty criteria, as our goal was not to search for novel research results. We
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also discarded some questions from the remaining criteria as they were not relevant

to our research goal. Each question has a set of possible answers associated with a

corresponding score. The resulting in the checklist presented in Table 9.

Criteria Questions Possible Answer

Date Q1: Does the post have a clearly stated date? 0: No
1: Yes

Authority of
the Producer

Q2: Has the author published other posts
about Micro Frontends?

0: No
1: Yes

Q3: Does the author have experience in
real-world Micro Frontend architectures?

0: No
1: Yes

Methodology Q4: Does the anti-patterns have a clearly
stated origin or reference?

0: Not
1: Yes

Impact Q5: Does the post have positive comments,
likes or have more than 5 back links?

0: Not
1: Yes

Position w.r.t.
related sources

Q6: Have key related Grey Literature or
formal sources linked to or discussed?

0: Not
1: Yes

Outlet type Q7: What is the level of the publication’s
outlet control?

0: Low
0.5: Moderate
1: High

Table 9 – Quality Assessment checklist for Grey Literature publications.

We answered Q1 with “Yes” only if we could identify the publication’s year.

To answer Q2 and Q3, we searched the authors’ profiles on LinkedIn 7 and reviewed

their other publications related to MFE to assess their background and expertise in the

field. If we could not identify the author, both questions were answered with “Not.” We

answered Q4 with “Yes” only if the author explicitly stated whether the anti-patterns

were based on their professional experience or referenced other publications. To address

Q5, we examined the publication’s comments and likes and measured backlinks using

a backlink checker 8. For Q6, we verified whether the publication referenced relevant

MFE literature. Finally, we classified the publications according to the types of grey

literature sources in Software Engineering proposed by Garousi, Felderer & Mäntylä

(2019), which define three ordered tiers based on the level of outlet control:

1. High: books, magazines, government reports, white papers;
7 <https://www.linkedin.com>
8 <https://www.seoreviewtools.com/valuable-backlinks-checker/>

https://www.linkedin.com
https://www.seoreviewtools.com/valuable-backlinks-checker/
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2. Moderate: annual reports, news articles, presentations, videos, Q&A sites (such

as Stack Overflow), wiki articles; and

3. Low: blogs, emails, tweets.

To determine which publications would proceed to the next phase, we calculated

each publication’s average score ranging from 0 to 1 and established a threshold of

0.5. A researcher collaborator evaluated each publication score to ensure the quality of

the assessment. In cases of disagreement, we discussed the differences until reaching a

consensus.

6.1.5.3 Second Filter

During the second filter, we thoroughly reviewed the 36 publications (reading them

entirely or watching them in the case of videos) to decide whether to include them for

data extraction, based on the selection criteria. Two researchers conducted the filtering

independently and discussed differences until reaching a consensus.

6.1.6 Data Extraction

To conduct the data extraction from the selected publications, we defined the extraction

form presented in Table 10. We designed the last four fields to answer the RQs, while the

remaining fields aim to summarize the results. Since almost all selected publications are

from grey literature (except for the paper we published proposing the second version of

our catalog) the authors did not follow a structured approach for documenting the anti-

patterns. Therefore, we extracted the problems and solutions by identifying relevant

quotes that describe them. Additionally, we identified the names and categories of each

anti-pattern. Two researchers independently performed this extraction and discussed

the results to reach a consensus.
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Table 10 – Quality Assessment checklist for Grey Literature publications.

Field RQ Expected Outcome
Title

-

Publication’s title
Source Source retrieved from
Author Author’s name and filiation
Publication type Video, blog, post, or paper
Publication Date Date
Author’s Profile RQ4 Researcher or practitioner
Anti-patterns origin RQ3 Theory or professional experience
Anti-patterns categories RQ2 List of categories

Proposed Anti-patterns RQ1
List of anti-patterns with their names, category
(if any), and quotes describing their problem and
proposed solutions

6.1.7 Data Synthesis

To answer RQ1, we listed all extracted anti-patterns and unified the definition of similar

anti-patterns proposed in different publications. We identified similar anti-patterns and

linked them to support the creation of a consolidated description of their problems

and solutions. Based on the anti-pattern description, we retained its original name or

renamed them to better reflect the underlying problem. To assist in analyzing similar

anti-patterns and reaching a unified description, we designed mind maps that included

the consolidated anti-pattern name, the names given in each source as children nodes,

and the corresponding problem and solution quotes as subnodes (see Figure 37). We

then reviewed each anti-pattern and defined a final description of its problem and

solutions. A senior researcher reviewed this process to ensure fidelity to the original

publications.

Regarding RQ2, we listed the extracted categories. Since only our publication

classified the anti-patterns, we applied this same classification to all identified anti-

patterns. The categorization was also reviewed by a senior researcher. To answer RQ3,

we examined the references cited in the publications to determine whether the pro-

posed anti-patterns were grounded in the authors’ professional experience or based on

theoretical sources. As for RQ4, we relied on the answers to the questions under the

Authority of the Producer criterion in the Quality Assessment checklist.
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Figure 37 – Mental map summarizing all references of the Dependent Deploy Anti-
pattern.

6.2 Results
In this section, we present the results of the search and selection processes, including

the answers to the RQs.

6.2.1 Selected publications

Figure 38 presents the search and selection processes. The search string returned 352

publications, primarily from sources of Grey Literature: Google returned 148, Medium

returned 106, X returned 13, and Google Scholar returned 52. In contrast, academic

sources yielded only 3 publications, 2 from ACM and 1 from IEEE. We identified each

publication using an ID in the format PN, where N represents the position in which

the publication was retrieved during the search process. The full list of publications

can be found at Appendix E. Among the retrieved results, we excluded 37 duplicates,

resulting in 284 unique publications. The excluded duplicate publications can be found

at Appendix F

During the first filter, we excluded 228 publications based on the inclusion and

exclusion criteria, leaving 56 publications for the QA phase. The results of the first filter
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Figure 38 – Search and selection process.

can be found at Appendix G. After applying the QA criteria, only 36 publications were

considered to meet the quality standards and advanced to the second filter. The results

of the quality assessment can be found at Appendix H. In the second filter, we excluded

14 publications, resulting in 12 publications used for data extraction. The results of the

second filter can be found at Appendix I and the data extraction forms of each selected

publication can be found at Appendix J. Table 11 presents the 12 resulting publications

from the selection process.

6.2.2 Publications overview

Figure 39 summarizes the distribution of publication types and years. Publications from

Rappl (2024), Mezzalira (2020), Shinde (2022), and Silva, Rodrigues & Conte (2025) are

the control publications we selected during the search string refinement process. The

selected publications were published between 2020 and 2025. All of them are from

Grey Literature, except the last one, our peer-reviewed paper proposing the MFE anti-

patterns catalog. Blogs are the most common publication types (RAPPL, 2024; SHINDE,

2022; CASAS, 2020; GKAMPERLO, 2020; WESSELS, 2020). The two videos correspond

to technical presentations, and the audio refers to a podcast about MFE. Among the Grey



Chapter 6. Catalog Expansion Through a Multivocal Literature Review 133

Table 11 – Selected publications.

ID Title #Anti-patterns Reference
P01 Top 10 Micro Frontend Anti-Patterns 10 (RAPPL, 2024)

P02 Microfrontends Anti-Patterns: Seven
Years in the Trenches 7 (MEZZALIRA,

2020)

P07 Micro-Frontends anti-patterns by
Luca Mezzalira 8 (MEZZALIRA,

2024)
P08 4 Micro-Frontend Anti-Patterns 4 (SHINDE, 2022)

P30 Chapter 4. Discovering
Micro-Frontend Architectures 2 (MEZZALIRA,

2021b)
P38 Rules of Micro-Frontends 1 (CASAS, 2020)

P41
Understanding and implementing
microfrontends on AWS - AWS
Prescriptive Guidance

2

(FIGUS
ALEXAN-

DER GUEN-
SCHE;

MEZZALIRA,
2024)

P55
TechLead Journal: 47 -
Micro-Frontends and the
Socio-Technical Aspect

2 (MEZZALIRA,
2021c)

P58 Compositional Qualities of
Microfrontends: The LdoD Archive 5 (RAIMUNDO,

2023)

P108 Micro-frontend “Blackbox Pattern” 1 (GKAMPERLO,
2020)

P155 Micro Front-End Architecture at
Enterprise Scale 1 (WESSELS,

2020)

P309 A Catalog of Micro Frontends
Anti–patterns 12

(SILVA;
RODRIGUES;
CONTE, 2025)

Literature sources, the most structured publications are from Figus Alexander Guensche

& Mezzalira (2024), Raimundo (2023), and Mezzalira (2021b), a technical document, a

master’s thesis, and a book chapter, respectively.

6.2.3 RQ1: Which Micro Frontends anti-patterns have been pro-

posed in White and Grey Literature?

After data extraction, we identified a total of 47 MFE anti-patterns. To ensure accuracy

and minimize redundancy, we thoroughly reviewed all identified anti-patterns and

consolidated similar entries, resulting in 27 distinct final MFE anti-patterns. Figure 40

presents a mind map displaying the final anti-patterns grouped by category. We in-
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Figure 39 – Scatter plot showing the distribution of publications by type and year.

cluded two anti-patterns in the inter-frontends, operations, and development categories

and eight anti-patterns in the intra-frontends category. Additionally, we refined the

description of the Nano Frontend based on similar anti-patterns identified. We did

not modify the Hub-like Dependency anti-pattern, as its original formulation already

encompassed the problem and solution of the similar anti-pattern we identified. The

complete description of the newly added anti-patterns and the improvements made

based on the MLR results can be found in Section 6.5.
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Figure 40 – Final set of MFE anti-patterns from the MLR. New anti-patterns are marked
with a plus symbol (+) and updated ones with an asterisk (*).
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Figure 41 – Intersections between publications considering the final anti-patterns.

Table 12 presents the new and improved anti-patterns, their original names (if

any), and the publications in which they were referenced. Eight anti-patterns recur

frequently across several publications. These were initially proposed by Mezzalira

(2020) in P2. We also selected additional publications by Mezzalira (P07, P30, P41, and

P55), which propose the same anti-patterns. We did not exclude these publications as

duplicates since each offers distinct explanations that help provide a deeper under-

standing of the anti-patterns. Figure 41 depicts the intersections of anti-patterns among

the publications. The most cited anti-patterns are Framework frenzy (P01, P02, P08, P55,

and P58) and Global state communication (P02, P08, P30, P55, and P58).
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Table 12 – Anti-patterns original names and references.

Name Author’s name Publication
Avoiding observability Avoiding observability P01

Access to different domains - P155
Bidirectional Data Flow A Return Ticket, Please P02
Chatty Micro Frontends Chatty Frontends P01

Dependency hell

The Dependencies Hell P02
Dependency Hell P08
Poor Dependency Management
in Micro Frontends P41

Dependency Hell P58

Dependent deployment
Hidden Monolith P01
The deployment queue of hell P38
Dependent Deploy P41

Dismissing human factors Dismissing human factors P01
Distributed Data Inconsistency Distributed Data Inconsistency P01

Framework Frenzy

Framework Madness P01
Hydra of Lerna -
(Multi-Frameworks Approach) P02

Multi-Frameworks Approach P08
Multiple technologies in the
same application P55

Multi-Frameworks Approach P58

Global state communication

Relax, It’s just Code P02
Global state communication P08
Sharing state across Micro
Frontends P30

Global State P55
Shared Global State P58

Hammering APIs Let’s Hammer the APIs P02

Hub-like Dependency Tight Coupling P30
Hub-like Dependency P309

Nano Frontend

Yin and Yang (Micro Frontends
and Components) P02

Micro-Frontend Vs Component P08
Micro-Frontend versus
Component P58

Nano Frontend P309
One Micro Frontend for all - P108

Partial UI Migration Bye Bye big-bang - Iterative
deployment P07

Spaghetti Architecture Spaghetti Architecture P01
Tight Coupling P01

Unmediated Legacy Integration The Swiss Army Knife P02
Integration Bottleneck
Anti-Pattern P58
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6.2.4 RQ2: How are Micro Frontends anti-patterns classified?

The Grey Literature publications did not follow a consistent structure for documenting

anti-patterns, and none included categorization. The only publication that presents anti-

pattern categories is our paper, P309. Based on it, the categories of MFE anti-patterns

are:

1. Intra-fronted category: considers a single MFE component and its design.

2. Inter-frontend category: considers the structural division and communication

involving two or more MFEs.

3. Operations category: related to the operational practices and continuous mainte-

nance of the application.

4. Development category: related to the development team and their decisions

around the architecture.

6.2.5 RQ3: Are the proposed Micro Frontend anti-patterns grounded

in theory or based on professional experience?

All identified anti-patterns are grounded in professional experience. The same individ-

ual authored publications P02, P07, P41, and P55: Luca Mezzalira, an active practitioner

in the MFE community who also wrote a book on MFE (MEZZALIRA, 2021a). In addi-

tion, the anti-patterns presented in P58 reference those from P07, meaning Mezzalira

contributed to five resulting publications. The author of P01, Florian Rappl, is also an

active practitioner and has likewise written a book on MFE (RAPPL, 2021). We consider

the anti-patterns proposed in our previous work (SILVA; RODRIGUES; CONTE, 2025)

grounded in professional experience. Although inspired by MS anti-patterns, they are

mainly based on our MFE professional experience. The remaining authors all have

hands-on experience working with MFE, and the proposed anti-patterns are based

on that practical knowledge. This indicates that the catalog reflects issues developers

encounter in real-world architectures and offers solutions derived from practice.
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6.2.6 RQ4: What is the profile of the authors who propose Micro

Frontend anti-patterns in Grey Literature?

Figure 42 presents a pie chart showing the distribution of author profiles. When a

publication had more than one author, we considered the profile of the majority of the

authors. The majority of authors are practitioners, accounting for 77.8% of the total.

Only two authors are researchers: one is ourselves, and the other is a master’s candidate

who references anti-patterns drawn from a Grey Literature publication. These results

demonstrate that practitioners are predominantly proposing MFE anti-patterns but

still require consolidation and validation through formal studies, underscoring the

contribution of this research.

Figure 42 – Pie chart showing the distribution of author profiles.

6.3 Discussion
This study identified 352 publications through the automated search process. After

applying the selection criteria, we selected 12 publications for data extraction. From

these, we extracted 47 anti-patterns, which were reviewed and consolidated to eliminate

overlaps. This resulted in 27 distinct final anti-patterns, comprising both new additions
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and improved descriptions of previously cataloged ones. The methodological processes

we followed to reach these results provide evidence of the relevance and rigor of our

findings.

Among the resulting anti-patterns, the Inter-Frontend category increased from

3 to 15 anti-patterns, which may indicate that the most common issues in MFE are

related to decisions about composition and communication. Additionally, two anti-

patterns were added to the Development category and one to the Operations category,

thereby introducing more problems related to the development team and the operational

practices employed to maintain the architecture. No anti-patterns were added to the

Intra-Frontend category; however, the Nano Frontend anti-pattern is one of the most

cited, indicating that, when considering a single MFE, the most recurring problem is

defining MFEs that are too small. The identification of anti-patterns similar to those

we had previously proposed, such as the Nano Frontend and Hub-like Dependency,

further strengthened the validity of the catalog.

Since no other author proposing MFE anti-patterns has structured them into

categories, our work stands out by introducing a systematic organization. We used the

categories of our original catalog to group the newly identified anti-patterns, demon-

strating their applicability. As a result, these categories can now serve as a framework

for organizing and classifying future anti-patterns, providing a solid foundation for

researchers and practitioners.

During the data extraction of the proposed solutions, some of them may inadver-

tently lead to the emergence of other anti-patterns. For example, when implementing

the solution of the Access to different domains Anti-patterns, developers may create

a centralized state to store the Federation API responses, leading to the Global state

communication Anti-pattern. These findings underscore the need for further research to

investigate the inter-dependencies among anti-patterns and to assess whether the appli-

cation of the anti-pattern solutions might unintentionally introduce new architectural

problems.

The main implications of these results are the consolidation of knowledge scat-

tered across grey literature into a structured and comprehensive catalog, addressing
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the fragmentation of MFE anti-pattern discussions on the internet. Incorporating anti-

patterns drawn from grey literature into the catalog also fosters greater collaboration, as

we can now engage directly with the original authors to encourage their contributions

and validations. This collaborative potential strengthens the catalog as a living resource

that evolves alongside the community’s needs and innovations. Adding new and im-

proving anti-patterns expands the catalog’s coverage and positions it as a valuable

reference point for advancing research and practice in the MFE domain.

6.4 Threats to Validity
We considered the threats to validity outlined by Ampatzoglou et al. (2019), who

categorize them into threats to study selection, data, and research validity.

Study Selection Validity: This category encompasses threats that can influence

the search and selection processes. One such threat is the Selection of Digital Libraries,

which refers to the risk of choosing sources that are either too specific, too broad or lack

credibility. We mitigated this by selecting the central scientific databases commonly used

in Software Engineering (IEEE Xplore and ACM DL) and general-purpose databases,

such as Google and Google Scholar, to cover Grey Literature. Another threat is the

Construction of the Search String, which involves potential issues when researchers

formulate the search string. To address this, we defined a set of control publications

representing the expected retrieval scope and iteratively refined the search string based

on them. Study Inclusion/Exclusion Bias refers to errors that may occur during selection.

We mitigated this by carefully analyzing the inclusion and exclusion criteria, measuring

agreement between two researchers to ensure clarity, and reviewing the results of each

selection phase collaboratively to ensure quality. Finally, given the unstructured nature

of Grey Literature, we avoided excluding relevant documents based solely on their titles

by examining the first paragraph as a proxy for the abstract and scanning for keywords

to assess relevance.

Data Validity: This category includes threats arising during data extraction and

analysis. One such threat is Data Extraction Bias, which refers to issues that may occur in
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the extraction phase. To mitigate this, we defined an extraction form aligned with all

RQs and specified the expected data for each field, ensuring that the extraction process

would capture relevant and structured information, thereby facilitating later analysis.

Additionally, one researcher performed the initial data extraction, while another re-

viewed the quotes related to the anti-patterns’ problems and solutions. Another threat is

Unverified Data Extraction, where external or internal evaluators do not review extracted

data. To address this, a senior researcher reviewed the extracted problems and solutions,

as well as the synthesis into unified definitions, to ensure that the final anti-patterns

accurately reflected their original descriptions.

Research Validity: This category encompasses threats that can arise across all

phases of the study and concern the overall research design. One such threat is Repeata-

bility, which refers to the ability to replicate the secondary study. To mitigate this, we

involved three researchers throughout the MLR, thoroughly documented the protocol,

and made all results publicly available. Another threat is the Selection of Research Method,

which relates to choosing a method that does not align with the study’s objectives.

Given that, aside from our work, no scientific publications had proposed anti-patterns,

we selected the Multivocal Literature Review (MLR) as the research method to enable

the inclusion of Grey Literature results. We also followed the guidelines provided

by (GAROUSI; FELDERER; MÄNTYLÄ, 2019) to support the planning and execution

of the study.

6.5 Catalog’s improvement
The following subsections present the newly added anti-patterns incorporated into the

catalog and a new version of the Nano Frontend anti-pattern, which was refined based

on similar instances found in the literature.

6.5.1 Avoiding observability

Category: Operations
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Problem: No observability was implemented anywhere. You can not debug an

error or identify the micro frontend that originated it because no performance metrics

or error logs were implemented.

Solution: Collect metrics and traces and implement centralized logs to debug a

problem and identify its cause efficiently.

6.5.2 Access to different domains

Category: Inter-frontend

Problem: A micro frontend that directly accesses APIs from multiple business

domains leads to tightly coupled and hard-to-maintain architectures. Over time, this ap-

proach results in unmanageable dependencies, hinders API deprecation, and introduces

issues such as over-fetching and cache synchronization problems.

Solution: Apply the principle of API Federation to expose data from multiple

domain APIs through a single, centralized, and strongly typed interface. Implement

a local state that is updated by a unified gateway using GraphQL, which defines

the available Query, Mutation, and Subscription interfaces to interact with the

backend and combines all APIs into a single federated API that all micro front-ends

can consume. MFEs can consume these interfaces by sending queries, mutations, and

subscriptions to their local state, which communicates with the backend through the

unified GraphQL API, acting as the single point of access to all backend APIs.

6.5.3 Bidirectional Data Flow

Category: Intra-frontend

Problem: Bidirectional communication between the host application (container)

and remote micro frontends.

Solution: Adopt a unidirectional data flow inspired by patterns like Flux or

Model-View-Intent (MVI). In this model, data flows in a single direction: Action → State

Update → View Update. This reduces coupling, simplifies debugging, and makes the
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system more predictable.

6.5.4 Chatty Micro Frontends

Category: Inter-frontend

Problem: Excessive communication between fragments caused by broadcasting

events for every action, leading to performance overhead.

Solution: Emit only meaningful events and introduce them gradually, based on

the presence of interested consumers. Avoid broadcasting events for every action. This

approach reduces noise, minimizes coupling, and helps maintain a clear and intentional

event-driven architecture.

6.5.5 Dependent deployment

Category: Inter-frontend

Problem: Micro frontends become so tightly coupled that their deployment

requires coordination across multiple teams. In some cases, one MFE cannot be de-

ployed or rolled back without affecting another. In others, features must be released

simultaneously across MFEs, forcing teams into synchronized release cycles. This leads

to deployment queues, where MFEs must be deployed in a specific order to avoid

breaking the application, increasing operational complexity and risk.

Solution: Promote independent deployment for each micro frontend. Ensure

that every MFE has its own CI/CD pipeline and can be deployed or rolled back without

relying on other MFEs. When a coordinated release is necessary, use feature flags

that all relevant MFEs can check at runtime, allowing features to be toggled on or off

independently of the deployment timeline. Additionally, apply Domain-Driven Design

principles to define proper boundaries between MFEs, reducing tight coupling and

enabling true autonomy at the deployment level.
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6.5.6 Dismissing human factors

Category: Development

Problem: Teams pursue technical goals and deadlines without considering the

well-being, morale, or work-life balance of their members. Micro frontends are misused

as a technical solution, while their true potential to improve team autonomy and

structure is neglected.

Solution: Strengthen teams and avoid central management as much as possible.

6.5.7 Distributed Data Inconsistency

Category: Inter-frontend

Problem: Inconsistency in the data shared across micro frontends due to lack of

change propagation. If the original data changes, those changes must be propagated.

However, if a micro frontend holds a replicated version of the data, it’s unclear whether

it is allowed to update it. This causes divergence between the original and the duplicate.

Solution: Keep data where it belongs. Do not allow other micro frontends to

access the data directly; instead, expose it indirectly through attributes or properties.

6.5.8 Framework Frenzy

Category: Development

Problem: Introducing multiple frameworks without a real need, disregarding the

complexity of communication between components built with different technologies.

Solution: Whenever possible, use a single framework across all micro frontends.

If there is an opportunity to standardize, prefer consistency over unnecessary flexibility.

6.5.9 Global state communication

Category: Inter-frontend
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Problem: Using shared states violates the principle of segregation, compromising

the independence of each micro frontend and increasing coupling.

Solution: Each micro frontend should have its own event store. To enable com-

munication, use an event emitter-based approach instead of sharing state directly.

6.5.10 Nano Frontend

Category: Intra-frontend

Problem: A micro frontend is created with only a few screens or fragments. This

typically occurs when teams confuse micro frontends with UI components, resulting in

fragmented and ineffective architectural decomposition.

Solution: Define micro frontend boundaries based on business subdomains, fol-

lowing Domain-Driven Design principles. Micro frontends should encapsulate cohesive

sets of features aligned with domain-level concerns. Avoid creating MFEs for isolated

UI fragments or for purely technical reasons. Each MFE should represent a meaningful

subdomain within the organization.

6.5.11 One Micro Frontend for all

Category: Inter-frontend

Problem: A single micro frontend is created and imported by all other MFEs.

Solution: Use the blackbox pattern to encapsulate shared functionality. In this

model, the component exposes a clear input, renders itself into the DOM with its own

internal workflow, and provides an output that other micro frontends can consume.

This preserves the independence of MFEs while still enabling interoperation through

well-defined boundaries.

6.5.12 Partial UI Migration

Category: Operations
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Problem: Extracting a portion of the UI to create a micro frontend and embedding

it back into the legacy monolith often slows down the system and provides no real

benefit from adopting micro frontends.

Solution: Follow a path-based migration strategy, which allows gradual migra-

tion of frontend segments by switching versions through URL base paths. This enables

progressive adoption of micro frontends without entangling them with the monolith.

6.5.13 Spaghetti Architecture

Category: Inter-frontend

Problem: Micro frontends are structured in a disorganized way, leading to a

tangled web of dependencies and interactions. This high degree of coupling between

MFEs makes the system difficult to scale, test, and maintain. Maintain loose coupling

between micro frontends.

Solution: Avoid direct references that rely on internal implementation details of

other MFEs, such as URLs, module paths, or internal names. Instead, design MFEs to

interact through well-defined contracts, events, or shared interfaces.

6.5.14 Unmediated Legacy Integration

Category: Intra-frontend

Problem: Integrating a legacy system into a micro frontend architecture without

proper isolation often leads to architectural misalignment and increased complexity.

Legacy systems may use incompatible technologies or communication mechanisms that

do not fit the micro frontend model. A common mistake is to modify or extend the main

integration layer of the application to accommodate these differences, introducing tight

coupling, pollution of domain boundaries, and long-term maintainability issues.

Solution: Introduce an Anti-Corruption Layer (ACL) between the micro fron-

tend application and the legacy system. This layer acts as a translator, isolating the

legacy system and ensuring that its communication model and domain concepts do
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not leak into the modern architecture. By encapsulating the integration logic in a dedi-

cated boundary, teams can preserve the integrity of the micro frontend system without

modifying its core integration layer.
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7

FINAL CATALOG

After collecting feedback from participants and incorporating new anti-patterns from

grey literature, we evolved our catalog by introducing a new template designed to

add more details and simplify descriptions for easier understanding. Consequently,

we refined all anti-pattern entries to align with and fully populate the new template

and updated the web application to support it. Section 7.1 presents the new template

and explains how we addressed the additional fields. Section 7.2 describes the updated

page format of the web application showcasing the new template. Finally, Section 7.3

presents the final version of the catalog, which documents all anti-patterns using the

new structure.

7.1 Template evolution
After improving the anti-patterns based on the results of the Personal Opinion Survey

(see Chapter 4), some anti-patterns now have lengthy descriptions, which were iden-

tified as an issue by the students who used the catalog in the controlled experiment

(see Chapter 5). Additionally, after the MLR (see Chapter 6), we discovered new anti-

patterns and relationships between similar ones. Considering the catalog’s growth in

both quantity and complexity, we decided to adopt an extended template to document

them. Based on the Full AntiPattern Template (BROWN et al., 1998), the general tem-

plate adopted in the C2 Wiki repository 1, and the template defined by Brada & Picha
1 <https://wiki.c2.com/?AddAntiPatternToTheAntiPatternsCatalog>

https://wiki.c2.com/?AddAntiPatternToTheAntiPatternsCatalog
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(2019) to document Software Process anti-patterns, we defined an anti-pattern template

that includes the following fields to structure the description of our anti-patterns:

• Name: the original or most commonly name adopted to refer the anti-pattern;

• Also Known As: other names (aliases) under which the anti-pattern is known, if

any (optional);

• Category: category used to group anti-patterns;

• Problem: description of a problem and a bad solution commonly adopted;

• Symptoms and Consequences: identifiable phenomena signifying the presence

of the anti-pattern, describing the negative effects of the problem;

• Solution: the improved solution that should be implemented to more effectively

address the identified problem;

• Resulting Context: what happens when you implement the solutions, good con-

sequences, and possible bad ones that must be analyzed; and

• Example: how the anti-pattern has occurred in real world, may include diagrams

and illustrations;

• Solution Pitfalls: potential problems or other anti-patterns that can occur after

implementing the solution (optional);

• Related Anti-Patterns: the more generic or specific variants of the same anti-

pattern, opposite extremes of the same bad practice, patterns sharing several

similar symptoms, etc. (optional);

• References: references to literature in which a description of the particular anti-

pattern was found.

To address the new fields, we restructured the problem and solution descriptions,

adding additional information based on the MLR results. The Also Known As field

was populated based on similar anti-patterns identified during the MLR. The original

Problem field was split into two, Problem and Symptoms and Consequences, to
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simplify the problem definition and highlight its consequences. Similarly, we split the

original Solution field into Solution and Resulting Context to describe the solution and

its benefits or risks separately. We addressed the Example field of the new anti-patterns

added after the MLR by including examples from their original publications or by

creating examples based on the identified problem and solution. We also added the

Solution Pitfalls field to complement the anti-pattern description and indicate which

anti-patterns may arise after the solution is implemented. The Related Anti-Patterns

field includes anti-patterns that address similar problems, or that may emerge after

solution implementation. Finally, the References field provides links to all publications

citing the anti-pattern based on the MLR results. The simplified descriptions will make

the anti-patterns easier to understand, and the connections between them will enhance

the catalog’s overall usability.

7.2 Web application evolution
To present the anti-patterns using the new template, we made several updates to the

web application. We also incorporated some feedback provided by students during

the controlled experiment. First, we added the new fields to the anti-pattern details

page, as shown in Figure 43. We also updated the JSON file format used to persist the

anti-patterns and guidelines, enabling the addition of new anti-patterns according to the

updated template. Finally, to help novice developers understand key MFE concepts, we

added a page containing the presentation used to train students during the controlled

experiment. Figure 44 shows the page with the MFE training presentations.
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Figure 43 – Anti-pattern details page on the web application presenting the Hub-like
Dependency in the new template.
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Figure 44 – Page with a presentation explaining what micro frontends are.

7.3 The Final Micro Frontends Anti-patterns Catalog
In this section, we present the final catalog of MFE anti-patterns, with each anti-pattern

described in one table structured based on the new template.

7.3.1 Avoiding observability

Also Known As: -

Category: Operations

Problem: No observability is implemented anywhere.

Symptoms and Consequences: You can not debug an error or identify the

micro frontend that originated it because no performance metrics or error logs were

implemented.

Solution: Collect metrics, traces, and implement centralized logs.

Resulting Context: Developers can debug a problem and identify its cause

efficiently by consulting traces and logs from all MFEs in a centralized way.
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Example: Consider a system with three micro frontends: MF A, MF B, and MF

C. Each performs user interactions, backend requests, and updates its internal state.

However, none of them send logs, errors, or performance metrics to a centralized

logging system, as illustrated in Figure 45. When a production issue occurs, such as a

failed API call or a broken UI interaction, developers cannot determine which micro

frontend caused the problem because no data is available in the logging layer. This lack

of observability leads to delayed debugging, frustrated users, and increased operational

costs. After applying the solution, all MFEs emit structured logs, metrics, and traces

to a centralized observability layer. As a result, developers can efficiently identify the

source of issues, monitor performance trends, and proactively resolve problems.

Figure 45 – MFEs with non centralized log stream by Rappl (2024).

Solution Pitfalls: -

Related Anti-Patterns: -

References: Rappl (2024)

7.3.2 Access to different domains

Also Known As: -

Category: Inter-frontend

Problem: A micro frontend directly accesses APIs from multiple business do-

mains.

Symptoms and Consequences: The problem leads to tightly coupled and hard-

to-maintain architectures. Over time, this approach results in unmanageable dependen-
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cies, hinders API deprecation, and introduces issues such as over-fetching and cache

synchronization problems.

Solution: Apply the principle of API Federation to expose data from multiple

domain APIs through a single, centralized, and strongly typed interface. Implement a

local state that is updated by a unified gateway using GraphQL, which defines interfaces

to interact with the backend and combines all APIs into a single federated API that all

micro front-ends can consume.

Resulting Context: MFEs can consume these interfaces by sending queries,

mutations, and subscriptions to their local state, which communicates with the backend

through the unified GraphQL API, acting as the single point of access to all backend

APIs.

Example: Consider a system where the product MFE directly queries multiple

backend APIs, such as the employees domain, assets domain, billing domain, and user

domain, tightly coupling the frontend to each domain’s implementation. This results in

a brittle architecture, making it challenging to update APIs and leading to issues like

over-fetching and inconsistent caching across domains. After applying the solution,

the system introduces a GraphQL API as a federated API layer, as illustrated in Fig-

ure 46. The MFEs interact only with the GraphQL API, sending queries, mutations,

and subscriptions to a single point of access. The federated API aggregates and

orchestrates calls to the underlying domain APIs, simplifying the frontend architecture,

reducing coupling, and ensuring that MFEs only retrieve the data they need.

Solution Pitfalls: Developers must consider the Global state communication

Anti-pattern consequences after implementing the solution.

Related Anti-Patterns: Global state communication

References: Wessels (2020)

7.3.3 Bidirectional Data Flow

Also Known As: A Return Ticket, Please

Category: Inter-frontend
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Figure 46 – Access to different domains through a Federated API. Source: Wessels
(2020).

Problem: Bidirectional communication between the host application (container)

and remote micro frontends.

Symptoms and Consequences: Difficult to maintain when it happens across the

entire application.

Solution: Adopt a unidirectional data flow inspired by patterns like Flux or

Model-View-Intent (MVI). In this model, data flows in a single direction: Action → State

Update → View Update.

Resulting Context: Unidirectional data flow reduces coupling, simplifies debug-

ging, and makes the system more predictable.

Example: Consider a dashboard application where the host container and several

remote micro frontends (such as analytics, notifications, and user profile widgets) con-

tinuously exchange data back and forth. For example, when the analytics MFE updates

a filter, it sends data to the host, which then propagates it back to the notifications MFE

and others. Over time, this bidirectional communication creates complex dependencies,
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making it difficult to trace the origin of state changes or debug unexpected behaviors.

After applying the solution, the team restructures the system to follow a unidirectional

data flow pattern inspired by the Model-View-Intent (MVI) design pattern, as illustrated

in Figure 47. In this pattern, the user interacts with the system, generating actions that

flow through the intent and model layers, thereby updating the model’s state. The view

then observes these state changes and updates the UI accordingly.

Figure 47 – Unidirectional data flow following the Model-View-Intent (MVI) pattern.

Solution Pitfalls: -

Related Anti-Patterns: -

References: Mezzalira (2020)

7.3.4 Chatty Micro Frontends

Also Known As: Chatty Frontends

Category: Inter-frontend

Problem: Excessive communication between fragments caused by broadcasting

events for every action.

Symptoms and Consequences: Performance overhead by broadcasting several

events.
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Solution: Emit only meaningful events and introduce them gradually, based on

the presence of interested consumers. Avoid broadcasting events for every action.

Resulting Context: Publishing only meaningful events reduces noise, minimizes

coupling, and helps maintain a clear and intentional event-driven architecture.

Example: Consider that a search MFE broadcasts every keystroke event, causing

unnecessary load on the analytics and recommendation MFEs, which listen but do not

need to react to such fine-grained updates. This leads to increased performance overhead

and unnecessary processing. After applying the solution, the development team revises

the event system to emit only meaningful events, such as “search submitted” or “filter

applied,” and only when there are known consumers registered to handle those events.

This change reduces event noise, improves performance, and simplifies the event-driven

architecture, making the system easier to understand and maintain.

Solution Pitfalls: -

Related Anti-Patterns: -

References: Rappl (2024)

7.3.5 Common Ownership

Also Known As: -

Category: Development

Problem: A single team is tasked with managing all MFEs.

Symptoms and Consequences: Can occur either due to a lack of team division or

when teams are segmented based on technical aspects such as data, frontend, and back-

end. Adopting MFE without distinct teams compromises the intended independence of

the architecture.

Solution: Define the boundaries of teams and MFEs according to Domain-driven

Design (DDD). Creating shared libraries can facilitate boundary definition and promote

greater team independence.

Resulting Context: Each team will be responsible only for MFEs within its

domain and the MFEs will share components and code through shared libraries.
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Example: Consider an organization where a single centralized team is respon-

sible for maintaining all micro frontends, including users, checkout, and products,

regardless of their domain context. This setup leads to bottlenecks, reduces team auton-

omy, and creates friction between domain experts and technical teams. By restructuring

teams according to Domain-driven Design principles, as illustrated in Figure 48, the

organization creates cross-functional teams, each responsible for its micro frontends,

services, and databases.

Figure 48 – Micro Frontends and Microservices grouped in cross-functional teams de-
fined by domain.

Solution Pitfalls: The shared libraries must be carefully handled to avoid De-

pendency hell.

Related Anti-Patterns: Dependency hell

References: Silva, Rodrigues & Conte (2025)

7.3.6 Cyclic Dependency

Also Known As:

Category: Inter-frontend

Problem: Two or more MFEs directly or indirectly depend on each other (Fig-

ure 49).

Symptoms and Consequences: High coupling between screens and fragments,

compromising MFEs’ independence and modularity. Thus, changes in one MFE require
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Figure 49 – Cyclic communication between fragments on the same screen.

coordination with the others. Circular dependencies lead to challenges in a system’s

maintenance and evolution, compromising agility and the ability to scale developments

efficiently.

Solution: Implement event-based communication, which removes the need for

direct dependencies between MFEs. Instead, interactions are handled indirectly via a

centralized event store.

Resulting Context: On implementing the Publish-Subscribe (Pub-Sub) pattern,

an MFE can publish an event to the browser, allowing other MFEs to subscribe and

respond when the event occurs. To ensure consistency and reduce errors, it is recom-

mended to centralize the the the event definitions in a shared library.

Example: Consider an e-commerce application that features a product details

screen implemented in mfe-products. The screen integrates three fragments: one display-

ing the shopping cart from “mfe-checkout,” another showing product recommendations

from “mfe-recommender,” and a third calculating shipping costs based on the selected

delivery address from “mfe-delivery.” When a recommended product is added to

the cart, “mfe-recommender” notifies “mfe-checkout,” which subsequently informs

“mfe-delivery” to recalculate the shipping costs. If the shipping address is updated,

“mfe-delivery” notifies all other MFEs to verify whether the products they display can be

shipped to the new address; if not, those products are disabled. Adopting the Pub-Sub

pattern, all components (screen or fragments) would dispatch events to the Event Store,

with would notify only the components subscribed in the event (Figure 50).

Solution Pitfalls: The shared libraries must be carefully handled to avoid De-

pendency hell.
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Figure 50 – Communication between fragments using an Event Store.

Related Anti-Patterns: Dependency hell

References: Silva, Rodrigues & Conte (2025)

7.3.7 Dependency hell

Also Known As: The Dependencies Hell; Poor Dependency Management in Micro

Frontends.

Category: Inter-frontend

Problem: Micro frontends share external libraries without consistent dependency

management.

Symptoms and Consequences: Version mismatches, compatibility issues, and

broken functionality. These problems are amplified when teams extend shared libraries

to meet specific needs of individual MFEs, resulting in forks or diverging implementa-

tions that no longer align with the original library.

Solution: Adopt clear and consistent strategies for managing shared dependen-

cies in distributed frontend architectures. Use techniques such as import maps, module

federation, or even share-nothing approaches when appropriate.

Resulting Context: All MFEs use the same versions of shared libraries to avoid

extending core libraries for specific use cases—instead, favoring composition over

extension. External dependencies are wrapped in internal abstractions to reduce tight
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coupling and minimize the risk of breakage. Modular and well-separated libraries are

created, and version control, integration, and testing are automated to detect divergence

early and maintain alignment across teams.

Example: Consider all micro frontends initially relying on a core library at

version 1.1.0. Later, the library released version 1.2.0, which included new features. One

micro frontend (MFE-A) wants to adopt these features and upgrades to the new version.

At the same time, another micro frontend (MFE-B) extends the core library by adding

custom code on top of it. When the core library eventually releases a major update

(version 2.1.0), the extension built by MFE-B breaks, creating conflicts and forcing the

team to maintain a separate, extended version of the library. To avoid this type of

dependency hell, teams should decouple feature extensions from core libraries by using

internal wrappers that isolate custom functionality from the base library (Figure 51).

Additionally, it is crucial to ensure that all micro frontends utilize consistent versions of

shared libraries, employing centralized dependency management strategies to maintain

alignment across the system.

Figure 51 – Wrapper component as a solution to extended libraries.

Solution Pitfalls: Be careful using wrappers to change components locally be-

cause it can lead to UI inconsistency. Always try to keep the same dependencies between

all MFEs.

Related Anti-Patterns: No CI/CD

References: Mezzalira (2020), Shinde (2022), Figus Alexander Guensche & Mez-
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zalira (2024), Raimundo (2023)

7.3.8 Dependent deployment

Also Known As: Hidden Monolith, The deployment queue of hell, Dependent Deploy

Category: Inter-frontend

Problem: Micro frontends become so tightly coupled that their deployment

requires coordination across multiple teams.

Symptoms and Consequences: One MFE cannot be deployed or rolled back

without affecting another. Features must be released simultaneously across MFEs,

forcing teams into synchronized release cycles. This leads to deployment queues, where

MFEs must be deployed in a specific order to avoid breaking the application, increasing

operational complexity and risk.

Solution: Promote independent deployment for each micro frontend. Implement

feature flags using a tool like Flagsmith 2 that all relevant MFEs can check at runtime

when a coordinated release is necessary, allowing features to be toggled on or off

independently of the deployment timeline.

Resulting Context: Every MFE has its own CI/CD pipeline and can be deployed

or rolled back without relying on other MFEs. MFE boundaries are defined according to

Domain-Driven Design principles, reducing tight coupling and enabling true autonomy

at the deployment level.

Example: In a SaaS application, a new feature—team-based project tagging—is

developed across three MFEs: MFE-projects, MFE-teams, and MFE-dashboard. The

MFE-projects team finishes its part early and needs to deploy it soon because other

unrelated fixes and improvements are queued for release. However, the MFE-teams

and MFE-dashboard teams are still finalizing their portions of the feature and cannot

yet release. Without a proper mechanism, the MFE-projects team is blocked, forced

to wait for the others, creating a deployment queue and increasing risk. By applying

the solution, the MFE-projects team deploys its changes immediately but guards the
2 https://www.flagsmith.com/
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new feature behind a feature flag, keeping it off in production until all dependent

MFEs are ready. Once all teams have deployed their parts, the feature flag is toggled

on, activating the new functionality across the system without requiring perfectly

synchronized deployments.

Solution Pitfalls: Be careful when defining the boundaries to avoid Nano and

Mega Frontends.

Related Anti-Patterns: Nano Frontend, Mega Frontends, Spaghetti Architecture,

No Versioning

References: Rappl (2024), Casas (2020), Figus Alexander Guensche & Mezzalira

(2024)

7.3.9 Dismissing human factors

Also Known As: -

Category: Development

Problem: Teams pursue technical goals and deadlines without considering the

well-being, morale, or work-life balance of their members.

Symptoms and Consequences: Micro frontends are misused as a technical

solution, while their true potential to improve team autonomy and structure is neglected.

Developers suffer from overworking, micro management and unrealistic expectations.

Solution: Strengthen teams and avoid central management as much as possible.

Resulting Context: Superiors empowering teams to work independently and

without controlling every action or demanding unrealistic deadlines.

Example: In a company migrating to a micro frontend architecture, leadership

pressures all teams to quickly break apart a monolithic frontend, assigning technical

tasks like splitting components and wiring up module federation without giving teams

the time or autonomy to reorganize around domain ownership. Developers are micro-

managed, expected to coordinate constant cross-team changes, and overloaded with

deadlines, turning the migration into a stressful technical exercise rather than an oppor-

tunity to improve team autonomy. The company should be refocusing on empowering
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teams, allowing them to control their micro frontends, align work with their domain

expertise, and set realistic delivery goals.

Solution Pitfalls: Make sure that micro frontend is the right architectural style

for your scenario and divide teams according to domains to avoid Micro Frontend as

the goal and Common Ownership anti-patterns, respectively.

Related Anti-Patterns: Common Ownership, Micro Frontend as the goal

References: Rappl (2024)

7.3.10 Distributed Data Inconsistency

Also Known As: -

Category: Inter-frontend

Problem: Inconsistency in the data shared across micro frontends due to lack of

change propagation.

Symptoms and Consequences: The original data changes and those changes are

not propagated. If a micro frontend holds a replicated version of the data, it’s unclear

whether it is allowed to update it. This causes divergence between the original and the

duplicate.

Solution: Keep data where it belongs. Do not allow other micro frontends to

access the data directly; instead, expose it indirectly through attributes or properties.

Resulting Context: MFEs do not duplicate data and always access the source

MFE to retrieve it, which exposes the data through attributes or properties.

Example: In a financial platform, the MFE-account is responsible for managing

the account balance, while the MFE-transactions handles user-initiated fund transfers.

Instead of querying the up-to-date balance from MFE-account, the transactions MFE

relies on a locally stored copy of the balance retrieved during a previous session. When

a user attempts to transfer funds, MFE-transactions validates the operation based on

its outdated balance, believing sufficient funds are available. However, since the actual

balance in MFE-account has already decreased due to other transactions, the transfer

request ultimately fails when it reaches the backend. By applying the solution, the
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transactions MFE no longer duplicates the balance but always queries the authoritative

source (MFE-account or a backend API) at the moment of the operation.

Solution Pitfalls: Avoid implementing centralized states to avoid the Global

state communication Anti-pattern.

Related Anti-Patterns: Global state communication

References: Rappl (2024)

7.3.11 Framework Frenzy

Also Known As: Framework Madness, Hydra of Lerna, Multiple frameworks approach,

Multiple technologies in the same application, Multiple-frameworks approach.

Category: Development

Problem: Introducing multiple frameworks without a real need, disregarding the

complexity of communication between components built with different technologies.

Symptoms and Consequences: Several MFE are implemented with different

frameworks and developers must be expert in several frameworks, loading may take

long time to load all dependencies from each framework.

Solution: Whenever possible, use a single framework across all micro frontends.

If there is an opportunity to standardize, prefer consistency over unnecessary flexibility.

Resulting Context: All MFEs are implemented using the same framework and

technologies, facilitating maintenance and onboarding of new developers.

Example: In a content management platform, the MFE-editor is built using React,

the MFE-dashboard uses Angular, and the MFE-analytics is implemented in Vue.js.

Although the teams initially chose the best technology for their specific needs, over

time, the project became increasingly difficult to maintain: developers need expertise

in three frameworks to work across MFEs, shared libraries must be rewritten for each

framework, and the application’s startup time grows due to loading the dependencies of

all three frameworks. By applying the solution, the organization gradually standardizes

all MFEs onto React, simplifying development, improving team flexibility, reducing

duplicated effort, and streamlining application performance by minimizing unnecessary
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framework overhead.

Solution Pitfalls: Be careful to avoid the Golden Hammer Anti-pattern when

using the same framework every time.

Related Anti-Patterns: Golden Hammer

References: Rappl (2024), Mezzalira (2020), Shinde (2022), Mezzalira (2021c),

Raimundo (2023)

7.3.12 Global state communication

Also Known As: Relax, It’s just code; Sharing state across Micro Frontends; Global State;

Shared Global State.

Category: Inter-frontend

Problem: Using shared states violates the principle of segregation, compromising

the independence of each micro frontend and increasing coupling.

Symptoms and Consequences: Changes in the shared state need coordination

with every MFEs, otherwise you may introduce bugs in the ones reading the state,

which decreases independence.

Solution: Each micro frontend should have its own event store. To enable com-

munication, use an event emitter-based approach instead of sharing state directly.

Resulting Context: Every MFE may have a local state (if needed), and they

communicate by subscribing in the events dispatched by other MFEs, not directly

accessing their state.

Example: In a financial platform, the MFE-account maintains the current account

balance in a shared global state, allowing other MFEs to directly access it when needed.

When the team decides to internationalize the app and extend currency support, MFE-

account updates the global state structure to include both the numeric balance and

its associated currency. Since other MFEs directly depend on the shared state without

proper contracts or decoupling, these changes break their logic. By applying the solution,

each MFE stops directly depending on shared state and instead subscribes to events or

queries data through well-defined, versioned interfaces, ensuring that updates in one
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MFE do not unexpectedly break others.

Solution Pitfalls: When creating local states, be careful to avoid the Distributed

Data Inconsistency Anti-pattern.

Related Anti-Patterns: Distributed Data Inconsistency

References: Mezzalira (2020), Shinde (2022), Mezzalira (2021b), Mezzalira (2021c),

Raimundo (2023)

7.3.13 Golden Hammer

Also Known As: -

Category: Development

Problem: All MFEs utilize the same technology, even if it does not meet the

specific needs of each MFE.

Symptoms and Consequences: It happens due to developers’ familiarity with

only one specific technology. This approach limits the architecture, failing to take

advantage of the benefits of the possibility of a heterogeneous architecture, which is

one of the main attractions of adopting MFEs.

Solution: To choose the most suitable technology that addresses the specific

challenges of each MFE, which includes adopting the correct programming languages,

frameworks, and libraries during its development. When uncertain about a particular

technology, conducting a proof-of-concept (POC) can validate its suitability.

Resulting Context: Testing new technologies through POCs to validate their

suitability without compromising the establishment of standardized patterns within

the company.

Example: A web application contains MFEs implemented using ReactJS frame-

work with Client-side Rendering, even those encompassing essential pages such as the

landing page. This technological uniformity overlooks the necessity for Search Engine

Optimization (SEO) strategies to ensure better rankings on search engines like Google.

It would be advisable to utilize ReactJS with Server-side Rendering or employ a static

rendering framework such as NextJS, enabling better optimization for search engines.
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Solution Pitfalls: Increasing the variety of technologies can increase the com-

plexity of the architecture and lead to the Framework Frenzy Anti-pattern.

Related Anti-Patterns: Framework Frenzy

References: Silva, Rodrigues & Conte (2025)

7.3.14 Hammering APIs

Also Known As: Let’s hammer the APIs

Category: Inter-frontend

Problem: Multiple micro frontends independently call the same API endpoint.

Symptoms and Consequences: Duplicated requests, unnecessary load on back-

end services, and scalability issues.

Solution: Evaluate whether the concerned micro frontends truly belong to sepa-

rate domains. If not, consider merging them into a single MFE that handles the request

once. If separation is justified, redesign the architecture to centralize the API call in a

shared container or parent component, which makes the request once and distributes

the data to the dependent micro frontends.

Resulting Context: Every MFE make calls to routes related to their domains.

Example: In an e-commerce platform, both the MFE-list and the MFE-recommendations

independently call the same product details API to fetch pricing and availability infor-

mation for the same set of items. As a result, every time a user visits the product page,

the backend receives duplicated requests from both MFEs, unnecessarily increasing load

and degrading performance. By applying the solution, the architecture is redesigned

so that a shared parent container makes a single API call to retrieve the product data

and passes the relevant pieces down as props or events to the child MFEs, reducing re-

dundant traffic and improving scalability without sacrificing the separation of frontend

concerns.

Solution Pitfalls: When merging MFEs, be careful to not fall into the Mega

Frontends Anti-pattern. When redesigning the architecture, consider using GraphQL,

as proposed in the solution of the Access to different domains Anti-pattern.



Chapter 7. Final Catalog 170

Related Anti-Patterns: Access to different domains, Mega Frontend, Nano Fron-

tend

References: Mezzalira (2020)

7.3.15 Hub-like Dependency

Also Known As: Tight coupling

Category: Inter-frontend

Problem: A screen of a MFE integrates fragments from several other MFEs,

becoming a central point of interdependence (Figure 52).

Figure 52 – MFE-A is a central point (Hub) of dependency between the other MFEs.

Symptoms and Consequences: Any issue occurring in the main screen or one of

its fragments can affect all other fragments present on it.

Solution: The screen should be kept as simple as possible, and each fragment

should implement robust error handling mechanisms.

Resulting Context: Implementing a strategy where uncaught errors within

a fragment gracefully degrade its functionality, displaying a user-friendly fallback

message.

Example: Consider a digital banking system where the main screen is an MFE

that integrates several fragments from other MFEs, such as an investment list, a chart

showing bitcoin value variations, account balance, and credit card statement amount.

This structure introduces a significant vulnerability: a single faulty fragment can poten-
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tially disrupt the entire main screen (Figure 53). To avoid it, all fragments must display

a fallback message if unavailable and not raise the error to the screen (Figure 54).

Figure 53 – Home screen is a screen with several fragments, and when Fragment B
raises an error, the entire screen becomes unavailable.

Figure 54 – When Fragment B raises an error, an user-friendly fallback message is
rendered so the entire screen remains available.

Solution Pitfalls: Be sure that the components are well defined and do not fall

into the Nano Frontend Anti-pattern.
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Related Anti-Patterns: Nano Frontend

References: Mezzalira (2021b), Silva, Rodrigues & Conte (2025)

7.3.16 Knot Micro Frontend

Also Known As: -

Category: Inter-frontend

Problem: Three or more micro frontends communicate directly using context-

specific interfaces.

Symptoms and Consequences: The tight coupling between MFEs leads to brittle

integrations, duplicated contract logic, and increased complexity when extending or

replacing individual MFEs. The lack of a shared communication protocol prevents

scalability and maintainability.

Solution: Implement a domain-driven communication interface that is both

generic and flexible. Define essential shared fields required for interoperability while

allowing each MFE to include context-specific data through a structured, extensible

payload (e.g., a generic field containing a list of typed objects).

Resulting Context: Implementing generic interfaces reduces coupling and en-

ables each MFE to evolve independently while still supporting collaboration across the

architecture.

Example: Suppose an e-commerce system has MFEs for Digital Products (mfe-

digital-products) and Payments (mfe-payments). The payment screen of mfe-payments

receives the digital product data as a parameter. At a later stage, a Physical Products

MFE (mfe-physical-products) is implemented, so developers add physical product-

specific attributes to the payment screen to allow digital or physical product payment

(Figure 55). Later, adding new product types requires constantly adding attributes

specific to each product type to the payment screen, so it becomes a highly coupled

knot.

Solution Pitfalls: This anti-pattern is a case of the Spaghetti Architecture.

Related Anti-Patterns: Spaghetti Architecture, Dependent deployment
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Figure 55 – To allow physical products payment, optional physical product-specific
attributes are added and digital product-specific attributes become optional.

References: Silva, Rodrigues & Conte (2025)

7.3.17 Lack of Skeleton

Also Known As: -

Category: Operations

Problem: No skeleton or predefined boilerplate is available as a base for creating

new micro frontends.

Symptoms and Consequences: This leads to inconsistencies across projects,

repeated setup work, and increased onboarding time for new team members.

Solution: Whenever a new technology is adopted for implementing a micro

frontend, the development team should create a boilerplate repository containing the

necessary base code. In addition, maintain comprehensive documentation that outlines

every step required to create a new MFE, regardless of the technology stack.

Resulting Context: The skeleton promotes consistency, reduces setup time, and

accelerates adoption across teams. Developers can create new MFE based on a documen-

tation with instructions for cloning the skeleton repository, configuring CI/CD pipelines,

setting up monitoring tools, applying required design patterns during development,

and other relevant guidelines.
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Example: At the beginning of a specific system development, the developers

create an MFE from scratch without adhering to a specific pattern. The second MFE is

developed by copying files and code blocks from the first, changing specific parts. The

exact process happens when creating new MFEs. Then, a diverse set of MFEs emerges,

which hampers the establishment of automated pipelines, fosters code duplication, and

complicates developer interchange between teams.

Solution Pitfalls: -

Related Anti-Patterns: No CI/CD

References: Silva, Rodrigues & Conte (2025)

7.3.18 Mega Frontend

Also Known As: -

Category: Intra-frontend

Problem: A single micro frontend takes on multiple responsibilities or concerns

that should be separated.

Symptoms and Consequences: This often happens when an MFE includes

several screens or unrelated fragments, resulting in a bloated unit.

Solution: Each micro frontend should focus on a specific subdomain of the

application. Reevaluate and decompose large MFEs into smaller, more specialized units

based on domain concerns.

Resulting Context: Development teams collaborate closely with product teams

to gain a clear understanding of domain boundaries and reflect them in the system’s

architecture.

Example: An e-commerce system is decomposed into just two MFEs, with mfe-

users related to users and mfe-shopping related to products and purchases. The latter

MFE includes screens that display product listings, product details, purchase confirma-

tions, and purchase history. Decomposing the mfe-shopping into at least two MFEs is

necessary: one containing the product listing and product details screens, belonging

to the product domain; and another containing the confirmation and purchase history
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screens, belonging to the purchase domain (Figure 56).

Figure 56 – Mega frontend break into two MFEs.

Solution Pitfalls: When redesigning the architecture, be careful to not create

Nano Frontends. Additionally, analyze whether you should be implementing MFEs at

all and not fall into the Micro Frontends as the Goal Anti-pattern.

Related Anti-Patterns: Nano Frontend, Micro Frontends as the Goal

References: Silva, Rodrigues & Conte (2025)

7.3.19 Micro Frontends Greedy

Also Known As: -

Category: Intra-frontend

Problem: When a developer is uncertain about creating a new MFE, the common

practice is to opt for its creation.

Symptoms and Consequences: Whenever a need arises to develop a new set

of screens or fragments, a new MFE is instantiated. This can lead to an explosion in

the number of MFEs, making the system difficult to understand and increasing the

likelihood of both nano and mega frontends emerging.

Solution: To determine where to implement a new feature composed of a set

of screens and/or fragments, the domain of the new feature must first be defined. If

it falls within the domain of an existing MFE, it should be implemented there. In this

case, a documentation summarizing of all MFEs, with descriptions their contexts and

links or screenshots of their screens and fragments can help identify the best fit for the
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new feature. You can use a tool like Backstage 3 to document all MFE automatically.

If it belongs to a brand new domain, one or more MFEs should be defined based on

the domain definition. Establishing well-defined domains relies on the collaboration

between the development and product teams to accurately define boundaries.

Resulting Context: Well-defined MFEs increase independence between teams

and ease maintenance.

Example: Within a banking application, an MFE encompasses screens for secu-

rity validation, utilizing confirmation code submission via email. Subsequently, the

need arose to implement a new validation method, now employing facial recognition.

The screens in this new flow differ from those in the previous flow, resulting in its

implementation through a new MFE. Creating a new MFE might not be advisable, as

two MFEs have the same context and functionalities.

Solution Pitfalls: Be careful to not create Mega Frontends when adding new

features to existing MFEs or Nano Frontends when creating a new MFE with a domain

too small.

Related Anti-Patterns: Nano Frontend, Mega Frontend

References: Silva, Rodrigues & Conte (2025)

7.3.20 Micro Frontend as the goal

Also Known As: -

Category: Development

Problem: Adopting the MFE architecture in inappropriate contexts.

Symptoms and Consequences: Can lead to more issues than benefits, especially

in systems with few screens and low complexity or in companies lacking a sufficient

number of developers to create dedicated teams for different application domains. In

such situations, the maintenance costs of the architecture may outweigh the expected

benefits, making its implementation unfeasible.

Solution: Software teams must consider carefully different aspects of adopting
3 https://backstage.io/
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MFE architecture. Considering the system’s complexity, the feasibility of maintaining

automated CI/CD pipelines and the team’s restructuring according to different domains

is necessary.

Resulting Context: Adoption of MFE only when feasible.

Example: A personal notes application is divided into the notes and user do-

mains, each comprising its own MFE. The notes domain contains functionalities for

note management, containing operations such as listing, creating, editing, and deleting

notes. The user’s domain encompasses login, registration, and profile management

functionalities. In this context, using MFEs results in unnecessary maintenance and

development challenges due to the low volume of screens and the low probability of

increasing complexity in the application. Adopting a monolithic frontend is a suitable

option.

Solution Pitfalls: -

Related Anti-Patterns: No CI/CD

References: Silva, Rodrigues & Conte (2025)

7.3.21 Nano Frontend

Also Known As: Yin and Yang (Micro Frontends and Components), Micro Frontends

Vs Components, Micro Frontends versus Components

Category: Intra-frontend

Problem: A micro frontend is created with only a few screens or fragments.

Symptoms and Consequences: This typically occurs when teams confuse micro

frontends with UI components, resulting in fragmented and ineffective architectural

decomposition.

Solution: Define micro frontend boundaries based on business subdomains,

following Domain-Driven Design principles. Avoid creating MFEs for isolated UI

fragments or for purely technical reasons.

Resulting Context: The defined MFEs encapsulate cohesive sets of features

aligned with domain-level concerns. Each MFE represent a meaningful subdomain



Chapter 7. Final Catalog 178

within the organization. The development team must work closely with the product

team to gain a deep understanding of the domains and reflect them accurately in the

architecture. For minor variations within a domain, MFEs use templates or compo-

nent libraries. This approach avoids creating a separate MFE for each slight variation,

promoting efficiency and code reuse.

Example: In a diagram editing platform, the UI is split into excessively granular

micro frontends: one for the header menu and document actions (mfe-header), one for

managing the shape objects (mfe-objects), another for the canvas where diagrams are

drawn (mfe-drawer), one for styling and configuration options (mfe-style), and yet an-

other for the footer navigation tabs (mfe-footer), as shown in Figure 57. Although these

elements are all part of the same diagramming domain and operate in tight coordination,

they are unnecessarily separated into fine-grained MFEs. This decomposition increases

communication overhead, requires tight synchronization between teams, and makes UI

maintenance more complex than necessary. By applying the solution, the architecture

is redesigned to consolidate these micro frontends into a single domain-aligned MFE

responsible for the diagramming experience while reusing internal components where

variation is needed.

Solution Pitfalls: When redesigning nano frontends, be careful to not create

Mega Frontends by merging unrelated MFEs.

Related Anti-Patterns: Micro Frontends Greedy, Mega Frontend

References: Mezzalira (2020), Shinde (2022), Raimundo (2023), Silva, Rodrigues

& Conte (2025)

7.3.22 No CI/CD

Also Known As: -

Category: Operations

Problem: The company lacks an automated Continuous Integration (CI) and

Continuous Delivery (CD) pipeline, so developers must manually execute tests and

perform deployments.
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Figure 57 – Page from a diagram editing platform with components as MFE, Nano
Frontends.

Symptoms and Consequences: This manual process becomes burdensome,

especially with the potential existence of multiple MFEs. It increases development time,

reduces productivity, and raises the risk of errors in the production environment.

Solution: Implement an automated and replicable CI/CD process that extends

for new MFEs, ensuring they will have automated test execution and deployment

consistently and efficiently. This should be part of the Definition of Done (DoD) of the

architecture.

Resulting Context: Updated in MFEs always trigger CI pipelines to run tests

and the deployment of them is made automatically by the CD pipeline, which eases the

maintenance and evolution of the MFEs.

Example: Upon releasing a new system version, a developer must conduct

manual tests and ensure all unit tests pass. However, developers may skip the tests

and manually deploy the changes without realizing some tests are failing, introducing

bugs, which is avoidable with an automated CI pipeline (Figure 58). Even if the tests

pass, there is still a risk of making mistakes during deployment, which could render the
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system unavailable. Automating the deployment process with CD ensures correct and

consistent execution.

Figure 58 – CI and CD cycle. Source: <https://www.abtasty.com/resources/ci-cd/>

Solution Pitfalls: Make sure to document how to implement the CI/CD pipelines

to new MFE according to the solution of the Lack of Skeleton Anti-pattern.

Related Anti-Patterns: Lack of Skeleton

References: Silva, Rodrigues & Conte (2025)

7.3.23 No Versioning

Also Known As: -

Category: Operations

Problem: Micro frontends are not versioned.

Symptoms and Consequences: Without proper version control, changes in one

MFE can inadvertently affect others, leading to instability, incompatibility between

components, and difficulties in rollback or maintenance.

Solution: Adopt a clear versioning strategy, such as Semantic Versioning, to

track and communicate changes effectively.

Resulting Context: Versioning ensures that updates are predictable and that

existing versions continue to function without disruption, enabling safe evolution and

better coordination across teams.

https://www.abtasty.com/resources/ci-cd/
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Example: Consider a payment confirmation page with a fragment for calculating

shipping costs. Whenever the user inputs shipping information into the fragment, the

system generates a delivery charge and adds it to the total purchase amount displayed

on the screen. Suppose the delivery charge’s return value format changes and the

fragment is not versioned. The delivery charge will not be added to the total purchase

amount, potentially resulting in a display error or even mistakenly free deliveries.

However, if the fragment is versioned, the screen will not be affected by the format

change, as it will continue to use the previous version of the fragment and can be

updated later when necessary.

Solution Pitfalls: -

Related Anti-Patterns: Spaghetti Architecture

References: Silva, Rodrigues & Conte (2025)

7.3.24 One Micro Frontend for all

Also Known As: -

Category: Inter-frontend

Problem: A single micro frontend is created and imported by all other MFEs.

Symptoms and Consequences: Misuse of local storage, pub/sub mechanisms,

and web socket mechanisms to implement communication between the MFE for all and

others. Having a single point of failure that can breaks the entire application.

Solution: Use the blackbox pattern to encapsulate shared functionality. In this

model, the component exposes a clear input, renders itself into the DOM with its own

internal workflow, and provides an output that other micro frontends can consume.

Resulting Context: This preserves the independence of MFEs while still enabling

inter operation through well-defined boundaries.

Example: In a banking application, several MFEs—such as MFE-accounts, MFE-

cards, and MFE-loans—need to display a UI for executing money transactions. Instead

of having a tightly coupled shared micro frontend imported directly by all others, the

system applies the blackbox pattern using a TransactionsProvider component



Chapter 7. Final Catalog 182

(Figure 59). When a transaction is needed, an MFE triggers an openTransaction

event with the needed arguments. The TransactionsProvider renders itself into the

DOM, manages the transaction flow independently, and, upon completion, dispatches

a transactionFinished event with the result (success or failed).

Figure 59 – Black box pattern to avoid one MFE for all.

Solution Pitfalls: -

Related Anti-Patterns: Global state communication

References: Gkamperlo (2020)

7.3.25 Partial UI Migration

Also Known As: Bye Bye Big Bang - Iterative Deployment

Category: Inter-frontend

Problem: Extracting a portion of the UI to create a micro frontend and embedding

it back into the legacy monolith.

Symptoms and Consequences: It often slows down the system and provides no

real benefit from adopting micro frontends.

Solution: Follow a path-based migration strategy, which allows gradual migra-

tion of frontend segments by switching versions through URL base paths.
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Resulting Context: This enables progressive adoption of micro frontends without

entangling them with the monolith.

Example: In an e-commerce platform, the development team begins migrating

the checkout process to a new micro frontend but embeds it inside the legacy monolithic

frontend using an iframe. Although technically the checkout is now isolated, every

time the monolith renders the checkout page, it loads both the heavy legacy app and

the micro frontend, causing performance degradation and offering little of the true

independence or scalability benefits promised by micro frontends. By applying the

solution, the team switches to a path-based migration strategy, routing /checkout

directly to the new micro frontend via a separate deployment, while the monolith

continues serving other routes like /home and /products, enabling gradual migration

without tightly coupling the systems.

Solution Pitfalls: -

Related Anti-Patterns: Unmediated Legacy Integration

References: Mezzalira (2024)

7.3.26 Spaghetti Architecture

Also Known As: Tight coupling

Category: Inter-frontend

Problem: Micro frontends are structured in a disorganized way.

Symptoms and Consequences: leading to a tangled web of dependencies and

interactions. This high degree of coupling between MFEs makes the system difficult to

scale, test, and maintain.

Solution: Maintain loose coupling between micro frontends. Avoid direct refer-

ences that rely on internal implementation details of other MFEs, such as URLs, module

paths, or internal names.

Resulting Context: MFEs designed to interact through well-defined contracts,

events, or shared interfaces.

Example: In a travel booking platform, the MFE-flights, MFE-hotels, and MFE-
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packages reference each other directly using hardcoded module imports, internal URLs,

and shared utility functions not exposed through official interfaces. For instance, MFE-

hotels directly imports a pricing formatter from MFE-flights, and MFE-packages calls

internal APIs exposed only for local use by MFE-hotels. Over time, this creates a tangled

web of dependencies where any change in one MFE risks breaking others, making the

system fragile, hard to test, and difficult to scale. By applying the solution, the teams

refactor the system to remove internal references, replacing them with well-defined

contracts, shared interfaces, or event-based communication, restoring clear boundaries

and reducing coupling between MFEs.

Solution Pitfalls: -

Related Anti-Patterns: Knot Micro Frontend

References: Rappl (2024)

7.3.27 Unmediated Legacy Integration

Also Known As: The Swiss Army Knife, Integration Bottleneck Anti-pattern

Category: Inter-frontend

Problem: Integrating a legacy system into a micro frontend architecture without

proper isolation often leads to architectural misalignment and increased complexity.

Symptoms and Consequences: Legacy systems may use incompatible tech-

nologies or communication mechanisms that do not fit the micro frontend model. A

common mistake is to modify or extend the main integration layer of the application

to accommodate these differences, introducing tight coupling, pollution of domain

boundaries, and long-term maintainability issues.

Solution: Introduce an Anti-Corruption Layer (ACL) between the micro frontend

application and the legacy system. This layer acts as a translator, isolating the legacy

system and ensuring that its communication model and domain concepts do not leak

into the modern architecture.

Resulting Context: By encapsulating the integration logic in a dedicated bound-

ary, teams can preserve the integrity of the micro frontend system without modifying



Chapter 7. Final Catalog 185

its core integration layer.

Example: In a retail platform migrating to micro frontends, the team needs

to integrate a legacy UI module responsible for managing product promotions, built

years ago using jQuery and global JavaScript variables. Instead of isolating this legacy

module, the developers directly import its scripts into the new React-based micro

frontend container and wire up shared states and callbacks, causing tight coupling,

polluting the modern architecture with outdated patterns, and increasing the risk of

breaking the entire system with any legacy update. By applying the solution, the team

wraps the jQuery-based promotion module inside an Anti-Corruption Layer (ACL)

component (Figure 60), which handles mounting, unmounting, and communication

through well-defined events or props, ensuring the legacy logic stays isolated and the

modern React micro frontends remain clean, maintainable, and decoupled.

Figure 60 – Anti-corruption layer to connect to legacy systems.

Solution Pitfalls: -

Related Anti-Patterns: Partial UI Migration

References: Mezzalira (2020), Raimundo (2023)
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8

FINAL CONSIDERATIONS

C oncluding this Master’s Thesis, this chapter provides a summary of our work

(Section 8.1), highlights the contributions of this thesis (Section 8.2), and

presents future work (Section 8.3).

8.1 Research Overview
This research presents a catalog of MFE anti-patterns derived from MS anti-patterns.

To validate whether the identified problems are prevalent in MFE architectures and

whether the proposed solutions effectively address them, we conducted a Personal

Opinion Survey with 20 industry practitioners. Based on their feedback, we improved

the anti-patterns and showcased them in a web application to foster community col-

laboration. Then, we conducted a controlled experiment to compare the effectiveness

of an MFE anti-patterns catalog with publicly available examples and guidelines as

teaching materials. In this study, we also evaluated how students used the catalog,

their perceptions of its utility, and whether it enhanced their perceived learning about

MFE architectures. Finally, we conducted a Multivocal Literature Review to expand the

catalog by adding anti-patterns proposed by practitioners in Grey Literature sources.

The survey results show that all identified anti-patterns have been encountered

by participants in real-world MFE projects, each receiving varying harmfulness scores.

Participants emphasized the catalog’s utility as a valuable resource for improving MFE

architecture, highlighting its potential to guide both novice and experienced developers
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in avoiding common pitfalls. Additionally, participants provided valuable insights by

suggesting new anti-patterns. This highlights the importance of creating a collaborative

platform where researchers and practitioners can jointly propose, discuss, and validate

new anti-patterns. Our web application facilitates this process by enabling practitioners

to share their knowledge and experiences, ensuring the catalog remains comprehensive

and up-to-date.

Before the controlled experiment, we conducted sessions to teach students about

MFE, which we presented as a teaching report. When analyzing the experiment results,

statistical tests indicated that both supporting materials were equally effective in helping

students learn about MFE and supporting decision-making. The practitioner-provided

guidelines supported students in understanding how MFE is applied in real-world

scenarios, offering a practical and comprehensive perspective beyond traditional text-

book content. Access to the MFE anti-patterns catalog significantly increased students’

perceived learning. Students also reported positive experiences using the catalog, em-

phasizing its usefulness in identifying problems and solutions, conducting efficient

searches for architectural issues, and reviewing core MFE concepts. Overall, the feed-

back suggests that engaging with tools grounded in real-world architectural challenges

can effectively prepare in-training software engineers to address practical issues in MFE

development.

As a result of the MLR, we expanded our catalog from 12 to 27 anti-patterns,

making it a comprehensive source of knowledge on common MFE issues and effective

solutions based on practitioners’ experience. After consolidating similar entries, the

Inter-frontend category faced the most significant growth, indicating that the main

challenges in MFE are related to how micro frontends are composed and how communi-

cation between them is implemented. Additionally, we identified anti-patterns related

to those we had previously proposed, which allowed us to improve and refine their

descriptions. This study concludes our research by contributing to both researchers and

practitioners, offering a central source of knowledge that helps identify, understand,

and address recurring problems in the design and implementation of MFE architectures.
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8.2 Contributions
This research has made several contributions to the MFEs field, spanning theoretical

and practical aspects. We have already submitted two papers, one of which has been

accepted, and we plan to submit one more. Below, we categorize and describe the

contributions of this thesis thus far:

• Theoretical contributions:

1. A Catalog of Micro Frontends Anti-patterns, highlighting common problems

and effective solutions, bridging knowledge from industry to academia.

2. Empirical evidence on the use of the Micro Frontends anti-patterns catalog

by students while learning Micro Frontends.

3. Empirical evidence comparing the Micro Frontends anti-patterns catalog with

Micro Frontends guidelines, focusing on students’ ability to make informed

decisions regarding the maintenance of a Micro Frontends architecture.

4. A Multivocal Literature Review that consolidates previously scattered prac-

titioner knowledge on Micro Frontends, strengthening and enriching the

theoretical and practical understanding of the field.

• Practical contributions:

1. Development of a web application to present the Micro Frontends anti-

patterns catalog, allowing developers to access it during the implementation

and maintenance of Micro Frontends architectures while also enabling col-

laboration on the catalog.

2. Development of Micro Frontends teaching materials that integrate theoretical

and practical content, allowing instructors to incorporate this topic into

Software Architecture courses seamlessly.

• Accepted papers:

1. A Catalog of Micro Frontends Anti-patterns (SILVA; RODRIGUES; CONTE,

2025): Catalog’s proposal and evaluation by practitioners through a Personal
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Opinion Survey. This paper was accepted for publication at the IEEE/ACM

International Conference on Software Engineering (ICSE) 2025 – Research

Track.

• Submitted papers:

1. Evaluating Strategies for Teaching Micro Frontends: Do Anti-patterns Help?: Ex-

perience report on teaching Micro Frontends to undergraduate Computer

Science students, along with a controlled experiment comparing the cata-

log to guidelines provided by developers on the internet. This paper was

submitted for publication at the XXXIX Brazilian Symposium on Software

Engineering (SBES) 2025 – Education Track.

• Planned papers:

1. A Comprehensive Catalog of Micro Frontends Anti-patterns: A Multivocal Liter-

ature Review: Report of the Multivocal Literature Review we conducted to

expand the catalog by adding anti-patterns proposed by practitioners in Grey

Literature sources. We intend to submit this paper to the Journal of Software

and Systems (JSS).

8.3 Future Work
For future work, we plan to conduct a participatory case study to analyze how practi-

tioners use the catalog and to provide empirical evidence of its impact on the overall

quality of MFE architectures. We also aim to examine the effects of the proposed solu-

tions, both positive and negative, investigating whether their application may introduce

new anti-patterns. Based on this analysis, we plan to develop evolution maps that orga-

nize solutions according to the presence of specific anti-patterns, offering structured

paths for architectural improvement.

Regarding anti-pattern detection, we intend to formalize the definition of anti-

patterns using a formal notation or specification language, enabling precise represen-

tation and systematic analysis. We plan to develop automated detection tools to help
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identify anti-patterns efficiently. We will analyze public MFE repositories on GitHub

using both manual inspection and automated techniques. Finally, we aim to explore

how the catalog can serve as a foundational knowledge base for building AI-powered

agents that assist practitioners in making informed architectural decisions in micro

frontends.
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A

SURVEY THEMATIC ANALYSIS

This Appendix provides the complete thematic analysis performed during the qualita-

tive analysis on practitioners feedback presented in Chapter 4.



Thematic Analysis
Anti Pattern Question Participant Answers Quotations Final theme

Cyclic 
Dependency

If you disagree, please 
provide a description of 
what is not clear

P4
The Problem is correctly explained but not as 
much exemplified. The example only states a 
dependency between A and B, but not another 
that would close the cycle between B and A.

The example only states a 
dependency between A and B, but 
not another that would close the 
cycle between B and A.

Improvements to examples

If you disagree, please 
provide a description of 
what is not clear

P11
Alternative solutions can be considered for this 
problem, such as creating a single interface to 
access the functionalities shared between the 
MFEs.

creating a single interface to access 
the functionalities shared between 
the MFEs

Proposal of new solutions

In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P5

I agree with the solution; however, microfrontends 
inherently have the characteristic of being more 
oriented toward an organizational context (not 
always, but often), unlike microservices, which are 
more focused on solving software issues such as 
cost and scalability. The solution of composing 
microfrontends based on domain analysis can be 
valid in an organizational context where the 
responsible parties are close (or preferably the 
same team). In very large companies, due to the 
distances between teams, duplication may be a 
worse solution in terms of software but better in 
organizational terms. In highly coupled systems, 
creating intermediary layers can be a solution to 
avoid merging the MFEs, which could eventually 
turn these MFEs into a monolith due to the 
system's high coupling characteristic.

So, in general, the presented solution makes 
technical sense, but the business context might 
require a solution that is not "optimal."

composing microfrontends based on 
domain analysis can be valid in an 
organizational context where the 
responsible parties are close

Improvements to solutions

creating intermediary layers can be a 
solution to avoid merging the MFEs Proposal of new solutions

eventually turn these MFEs into a 
monolith due to the system's high 
coupling characteristic

Proposal of new solutions

P7
Employing an event-driven architecture can 
address the issue of high coupling between MFEs 
without necessarily merging them into a single 
MFE

event-driven architecture can 
address the issue of high coupling 
between MFEs

Proposal of new solutions

P18

maybe, instead of changing informations directly 
between the calculation fragment and component 
that shows a calculate value, its possible to use a 
global state or global event that "consume" this 
information without dependency each other

use a global state or global event 
that "consume" this information 
without dependency each other

Proposal of new solutions

P20

It does address the problem correctly although it 
can have others solutions, for example a shared 
lib between the MFEs that can specifically handle 
this situation, a "bridge module" to manage 
dependent states/values, etc.

shared lib between the MFEs that can 
specifically handle this situation Proposal of new solutions

a "bridge module" to manage 
dependent states/values Proposal of new solutions

Knot Micro 
Frontend

If you disagree, please 
provide a description of 
what is not clear

P2

I'm a bit confused if the problem is communicating 
among multiple MFEs or just stablishing a 
communication contract. If the problem is with 
stablishing clear communication contracts, than 
the number of MFEs involved is not important to 
the problem definition. It's similar to implementing 
APIs in Microservices where you should keep a 
clear contract between them.

confused if the problem is 
communicating among multiple MFEs 
or just stablishing a communication 
contract

Improvements to problem 
definitions

If the problem is with stablishing 
clear communication contracts, than 
the number of MFEs involved is not 
important to the problem definition

Improvements to problem 
definitions

If you disagree, please 
provide a description of 
what is not clear

P2

It's related to the first question. I think the solution 
could state what is a good communication pattern 
vs a bad one. In the mentioned example, the MFE 
payments should be aligned with the domain level 
of Product, agnostic to wether it is digital or 
physical. Stablishing communication 
patterns/contracts aligned to the domain level 
seems a good proposal in my opinion.

solution could state what is a good 
communication pattern vs a bad one Improvements to solutions

Stablishing communication 
patterns/contracts aligned to the 
domain level

Proposal of new solutions

In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P13
I see that there are room to explain how this 
interface can be prepared to accommodate future 
changes

explain how this interface can be 
prepared to accommodate future 
changes

Improvements to solutions

Hub-like 
Dependency

If you disagree, please 
provide a description of 
what is not clear

P5

Here I have a few points: any screen, whether it is a 
microfrontend or not, should be resilient and have 
good error handling. The fallback solution will 
depend on many factors, such as if the error is 
being caused by one of the MFEs that makes the 
entire screen stop functioning and if it is a critical 
MFE that must be present on the screen.

So in general, although the path presented for 
solving the problems makes sense, this type of 
issue is not specific to MFEs but rather to "hub 
screens" in any type of context.

any screen, whether it is a 
microfrontend or not, should be 
resilient and have good error 
handling

Improvements to solutions

The fallback solution will depend on 
many factors Improvements to solutions

this type of issue is not specific to 
MFEs but rather to "hub screens"

Improvements to problem 
definitions

If you disagree, please 
provide a description of 
what is not clear

P2

"Avoiding screens that serve as a starting point for 
other functionalities is recommended" how can 
this be avoided? If the MFE is seen from the same 
perspective of a component composition, it is 
inevitable to have aggregators. What can be done 
to avoid aggregators? (and can they be avoided at 
all?)

how can this be avoided? Improvements to solutions

it is inevitable to have aggregators Improvements to solutions

P20

Is understandable to avoid this type of screens 
due to his heavy use of other MFEs, having 
multiple dependencies and allowing a screen to be 
heavier by consuming external resources to mount 
the screen. But not use it goes against the main 
idea of the MFE to be contextually segregated, 
that when a module is updated, there has to be no 
worries about the liveness of other modules that 
are mounted together with the module updated on 
that screen. Is expected due to the idea of the MFE 
that nothing is going to be affected and that the 
main change must affect and be tested in it's own 
context, event that is consumed in a starting-point 
screen.

But not use it goes against the main 
idea of the MFE to be contextually 
segregated

Improvements to solutions

In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P4

The solution solves only a part of the problem. 
While proper error-handling is a must in any given 
environment, if we are talking about front-end, it's 
possible for each MFE to have it's own error 
handling functions, that should:

A - Disable the feature whenever needed;
B - Warn the user of any inconveniences.

A main screen would simply import everything that 
is already done and aggregate it on the same 
screen.

It is also very important to make this "hub screen" a 
very simple one, without tasks that can 
compromise all the other MFEs. For instance, let's 
use the same example: A main banking screen that 
has charts, lists and balances. If this screen 
implements its own data fetch function that fails 
and renders the screen useless, then it is a 
problem.

But if the crypto chart fails by itself, and displays 
its own error message while all the other ones are 
still functional, then its not much of an issue.

error-handling is a must in any given 
environment, Improvements to solutions



Hub-like 
Dependency

In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P4

The solution solves only a part of the problem. 
While proper error-handling is a must in any given 
environment, if we are talking about front-end, it's 
possible for each MFE to have it's own error 
handling functions, that should:

A - Disable the feature whenever needed;
B - Warn the user of any inconveniences.

A main screen would simply import everything that 
is already done and aggregate it on the same 
screen.

It is also very important to make this "hub screen" a 
very simple one, without tasks that can 
compromise all the other MFEs. For instance, let's 
use the same example: A main banking screen that 
has charts, lists and balances. If this screen 
implements its own data fetch function that fails 
and renders the screen useless, then it is a 
problem.

But if the crypto chart fails by itself, and displays 
its own error message while all the other ones are 
still functional, then its not much of an issue.

A main screen would simply import 
everything that is already done and 
aggregate it on the same screen.

Proposal of new solutions

very important to make this "hub 
screen" a very simple one Improvements to solutions

A main banking screen that has 
charts, lists and balances. If this 
screen implements its own data fetch 
function that fails and renders the 
screen useless, then it is a problem.

Improvements to examples

But if the crypto chart fails by itself, 
and displays its own error message 
while all the other ones are still 
functional, then its not much of an 
issue.

Improvements to examples

P8 The fallback should haven't call the issued 
fragments 

The fallback should haven't call the 
issued fragments Improvements to solutions

P20

I agree that the solution is addressed to the 
problem but i don't think it's the best solution. 
Maybe segregate even more the contexts of each 
module so that one don't effect the other so 
drastically even that they share some data and 
states. The interdependencies must be reviewed so 
that they don't affect modules that didn't even was 
changed.

segregate even more the contexts of 
each module so that one don't effect 
the other so drastically even that 
they share some data and states

Proposal of new solutions

Nano Frontend

In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P5
Just like in the first question, the solution here will 
depend entirely on the organizational context, but 
it makes sense.

the solution here will depend entirely 
on the organizational context Improvements to solutions

P10
I agree, but the solution can be a interface or 
abstraction on main domain like a super domain 
and the little fragments can be used like a 
template

I agree, but the solution can be a 
interface or abstraction on main 
domain like a super domain and the 
little fragments can be used like a 
template

Proposal of new solutions

Mega Frontend
In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P4

The solution indeed solves the problem. But we 
could also look from another perspective and try 
to prevent the problem.

In my opinion, the main issue that makes 
monoliths come into existence, is a lack of 
communication between the product team and the 
development team. It should be well discussed 
between the two teams to define when two or more 
features are different products.

lack of communication between the 
product team and the development 
team. It should be well discussed 
between the two teams to define 
when two or more features are 
different products

Proposal of new solutions

Micro 
Frontends 

Greedy

If you disagree, please 
provide a description of 
what is not clear

P8 I can't separate this anti-pattern from nano or 
mega frontends

I can't separate this anti-pattern from 
nano or mega frontends

Improvements to problem 
definitions

If you disagree, please 
provide a description of 
what is not clear

P2
I don't disagree but I'd be bold and state micro 
frontends always are born from refactor and never 
from feature. 

I'd be bold and state micro frontends 
always are born from refactor and 
never from feature.

Improvements to solutions

In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P7

1) In this case, i'd focus on the business context.
Instead of conducting a comprehensive review of 
all existing MFEs to determine the best fit for the 
new functionality, it's more effective to evaluate 
the business context of the feature in 
collaboration with the relevant teams. 
By doing so, we can ensure that the feature is 
integrated into an MFE managed by the 
appropriate team, avoiding boundary issues and 
ensuring cohesive development.
2) In addition to evaluating the business context 
and team boundaries, it is important to consider 
how MFEs are named and categorized. Proper 
naming and handling of MFEs based on broader 
business domains rather than specific features 
can significantly simplify the decision-making 
process when integrating new functionalities
That means, naming MFEs based on broader 
business domains (like "payment mfe," "user mfw," 
or "security mfe") as opposed to specific features 
(like "login mfe," "OTP mfe," etc.) can help maintain a 
more coherent and manageable architecture, in a 
way that avoids the greediness

Instead of conducting a 
comprehensive review of all existing 
MFEs to determine the best fit for the 
new functionality, it's more e ective to 
evaluate the business context of the 
feature in collaboration with the 
relevant teams.

Proposal of new solutions

Proper naming and handling of MFEs 
based on broader business domains 
rather than specific features can 
significantly simplify the decision-
making process when integrating new 
functionalities

Proposal of new solutions

naming MFEs based on broader 
business domains (like "payment mfe," 
"user mfw," or "security mfe") as 
opposed to specific features (like 
"login mfe," "OTP mfe," etc.) can help 
maintain a more coherent and 
manageable architecture, in a way 
that avoids the greediness

Proposal of new solutions

P13

It would be beneficial to have the domain and all 
responsibilities of each MFE documented and 
summarized. This way, when making decisions like 
this, the information can support whether or not to 
create a new MFE.

have the domain and all 
responsibilities of each MFE 
documented and summarized. This 
way, when making decisions like this, 
the information can support whether 
or not to create a new MFE.

Proposal of new solutions

No CI/CD

In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P2 CI/CD should be included as definition of done of 
a micro frontend. 

CI/CD should be included as 
definition of done of a micro 
frontend. 

Improvements to solutions

No Versioning

In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P5

Here, I see the following problem: versioning for 
micro frontends does not work as well as it does 
for libraries because the final build is usually 
unique. If we consider the Knot Micro Frontend 
anti-pattern, where there are versions where two 
screens, A and B, are present, and screen B 
changes its communication interface, screen A 
could not continue to depend on the previous 
version of screen B because there would be "two" 
screen Bs in the final build.
For "smaller" dependencies, like an isolated 
component or a shared function, versioning might 
work well, but in this case, versioning might only 
partially solve the problem.

versioning for micro frontends does 
not work as well as it does for 
libraries because the final build is 
usually unique

Improvements to solutions

For "smaller" dependencies, like an 
isolated component or a shared 
function, versioning might work well

Improvements to solutions

P12

"It is essential to adopt the Semantic Versioning", 
não é essencial considerando que o 
versionamento semantico não é a única opção 
viável. Em projetos que possuem release 
diariamente, talvez o ideal seja usar de fato o 
calendar versioning.

considerando que o versionamento 
semantico não é a única opção 
viável. Em projetos que possuem 
release diariamente, talvez o ideal 
seja usar de fato o calendar 
versioning

Improvements to solutions



Lack of 
Skeleton

If you disagree, please 
provide a description of 
what is not clear

P2

The solution seems to be restrict in terms of 
technology decisions. One of the big advantages 
of Micro Frontends is being able to be tech 
agnostic, and have different MFEs in dffierent 
technologies to better suit its needs. Is this still a 
problem if such freedom is intended? How to 
provide boiler plates agnostic of frameworks?

Is this still a problem if such freedom 
is intended?

Improvements to problem 
definitions

How to provide boiler plates agnostic 
of frameworks? Improvements to solutions

In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P15 I add that keeping the skeleton updated is also 
very important

keeping the skeleton updated is also 
very important Improvements to solutions

Common 
Ownership

If you disagree, please 
provide a description of 
what is not clear

P15

I don't believe software should be modularized due 
to team size. Naturally, larger software involves 
more people, but I believe small teams can also 
benefit from software modularization, such as 
separation of layers and responsibilities, 
observability and maintainability

Naturally, larger software involves 
more people, but I believe small 
teams can also benefit from software 
modularization, such as separation 
of layers and responsibilities, 
observability and maintainability

Improvements to problem 
definitions

If you disagree, please 
provide a description of 
what is not clear

P15

Yes and No, teams with knowledge in more than 
one context tend to do better when solving 
unusual problems. In my opinion, I don't believe 
that the responsibility of a team that works with 
micro frontends should be restricted to its own 
context

I don't believe that the responsibility 
of a team that works with micro 
frontends should be restricted to its 
own context

Improvements to solutions

In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P7

If the problem of a single team managing all (or a 
lot of) MFEs persists even with context definition, 
defining shared components and libraries can 
make boundary definition easier. Shared 
components reduce duplication and standardize 
functionalities, simplifying boundary definition.
And by standradizing functionalities, it could be 
possible to get rid of some MFEs after some 
refactoring.

defining shared components and 
libraries can make boundary 
definition easier.

Proposal of new solutions

Shared components reduce 
duplication and standardize 
functionalities, simplifying boundary 
definition.

Proposal of new solutions

by standradizing functionalities, it 
could be possible to get rid of some 
MFEs after some refactoring.

Proposal of new solutions

Golden 
Hammer

If you disagree, please 
provide a description of 
what is not clear

P11

Manter padrões de desenvolvimento comuns na 
organização, no meu ponto de vista é benéfica:
1-  Tecnologias podem ser reutilizáveis   em vários 
projetos.
2 - Melhoram as experiências de engenharia de 
software.
3 - Fornecem transparência ao design das 
aplicações.
4 - Acelera o processo de desenvolvimento.

Manter padrões de desenvolvimento 
comuns na organização, no meu 
ponto de vista é benéfica:
1-  Tecnologias podem ser 
reutilizáveis   em vários projetos.
2 - Melhoram as experiências de 
engenharia de software.
3 - Fornecem transparência ao 
design das aplicações.
4 - Acelera o processo de 
desenvolvimento.

Improvements to solutions

In case you have a 
different suggestion on 
the problem solution, 
please provide a 
description

P7

It is hard to define the right technology on stone 
at one point in time and having it stay the most 
adequate during the product evolution. To 
address the specific needs of each MFE, adopting 
a hybrid technology approach supported by a 
common facade, such as a Backend for Frontend 
(BFF) layer, and using feature flags to manage 
gradual migration and experimentation might be 
a better approach (and would also save a lot of 
time on decision-making processes for big 
companies).
This allows each MFE to utilize the most suitable 
technology, while maintaining overall architectural 
coherence. Feature flags enable testing and 
gradual rollout and routing of new technologies 
without disrupting the entire system

adopting a hybrid technology 
approach supported by a common 
facade, such as a Backend for 
Frontend (BFF) layer, and using 
feature flags to manage gradual 
migration and experimentation might 
be a better approach

Proposal of new solutions

Final 
Considerations

If you do agree, please 
provide a description of 
the problem.

P2

Selecting the wrong type of micro frontends based 
on the user needs. There are mainly two ways to 
integrate micro frontends: buildtime and runtime. 
The decision on which to adhere reflects deeply in 
the teams' and users' needs more than the 
technical pros and cons each of them offer. 

For example. in my experience each team dealt 
with its own MFE in a scilo, with the integrations 
happening only at the API level. Depending on 
other teams for frontend development in any way 
would only slow them down, so the runtime 
integration was the chosen integration strategy. If 
build time was chosen, they would still depend on 
each other for deployment even though the 
integration of the screens were minimum. 

Same thing could happen otherwise, when there is 
heavy integration that is safe to do it in buildtime. 
Choosing runtime integration strategy could 
generate multiple bugs and instability in different 
environments. 

There are mainly two ways to 
integrate micro frontends: buildtime 
and runtime. The decision on which 
to adhere reflects deeply in the 
teams' and users' needs more than 
the technical pros and cons each of 
them o er

New anti-patterns

in my experience each team dealt 
with its own MFE in a scilo, with the 
integrations happening only at the 
API level. Depending on other teams 
for frontend development in any way 
would only slow them down, so the 
runtime integration was the chosen 
integration strategy. If build time was 
chosen, they would still depend on 
each other for deployment even 
though the integration of the screens 
were minimum

New anti-patterns

P3

Inconsistent User Experience
Fragmented State Management
Complex Inter-MFE Communication
 Overhead of Independent Deployments
Security and Authentication Challenges

Inconsistent User Experience
Fragmented State Management
Complex Inter-MFE Communication
 Overhead of Independent 
Deployments
Security and Authentication 
Challenges

New anti-patterns

P5

- Performance Bottlenecks: addressing solutions 
for dynamic loading can be a good topic.
- Security Risks: especially in the context where 
micro frontends use different technologies, which 
means each one can introduce different types of 
risk.

Performance Bottlenecks: addressing 
solutions for dynamic loading can be 
a good topic

New anti-patterns

Security Risks: especially in the 
context where micro frontends use 
different technologies, which means 
each one can introduce different 
types of risk.

New anti-patterns

P6
Vários times pequenos cuidando de muitos mfes 
por vez. Imaginando um time que tenha 3 devs e
mantém 5 mfes

Vários times pequenos cuidando de 
muitos mfes por vez. Imaginando um 
time que tenha 3 devs e mantém 5 
mfes

New anti-patterns

P7

1) Poor state management: Data persistence on 
MFEs when each frontend manages the state 
independently.
For example, when a user navigates back to a 
page with different data or state, inconsistent or 
unexpected behavior can occur, leading to a poor 
user experience. This issue arises because each 
micro frontend typically manages its state 
independently,

Poor state management: Data 
persistence on MFEs when each 
frontend manages the state 
independently.

New anti-patterns



Final 
Considerations

If you do agree, please 
provide a description of 
the problem.

P7

1) Poor state management: Data persistence on 
MFEs when each frontend manages the state 
independently.
For example, when a user navigates back to a 
page with different data or state, inconsistent or 
unexpected behavior can occur, leading to a poor 
user experience. This issue arises because each 
micro frontend typically manages its state 
independently,

For example, when a user navigates 
back to a page with dfferent data or 
state, inconsistent or unexpected 
behavior can occur, leading to a 
poor user experience. This issue 
arises because each micro frontend 
typically manages its state 
independently

New anti-patterns

P10

One of the patters is related to include use more 
than one technology to extract more from SEO or 
something else, that could cause a more complex 
architecture.

I think if you include observability overwhelmed, or 
patterns in observability that would be nice.

that could cause a more complex 
architecture Improvements to solutions

I think if you include observability 
overwhelmed, or patterns in 
observability that would be nice

New anti-patterns

How do you think this 
catalog would help 
improve the quality of 
micro frontend 
architecture in your 
work?

P1
This catalog can act as a checklist to ensure good 
practices and avoid anti-patterns in the micro 
frontend context

This catalog can act as a checklist to 
ensure good practices and avoid 
anti-patterns in the micro frontend 
context

How to use the catalog

P2

It will serve as a guide for some DOs and DONTs 
that are missing in the Micro Frontends world. The 
term and technology is fairly new and such 
patterns are not well stablished in the software 
community yet. This is great work!

It will serve as a guide for some DOs 
and DONTs that are missing in the 
Micro Frontends world

How to use the catalog

This is great work Commendations for the 
catalog

The term and technology is fairly new 
and such patterns are not well 
stablished in the software community 
yet

Commendations for the 
catalog

P4

It's a well detailed "bible", containing the most 
essentials "don'ts" of working with micro frontends. 
It is a nice guide for any new or experienced 
developer and would definitely read it and pass it 
along if it is ever published. 

containing the most essentials 
"don'ts" of working with micro 
frontends

How to use the catalog

It is a nice guide for any new or 
experienced developer How to use the catalog

P5

This catalog highlights several real-world 
problems encountered in the day-to-day work with 
micro frontends. Many proposed solutions are 
sensible in various contexts, and even those that 
seem less practical from my perspective serve as 
valuable discussion points. These discussions can 
help us develop effective solutions to the identified 
issues.

This catalog highlights several real-
world problems encountered in the 
day-to-day work with micro frontends

Commendations for the 
catalog

Many proposed solutions are 
sensible in various contexts, and even 
those that seem less practical from 
my perspective serve as valuable 
discussion points

Commendations for the 
catalog

These discussions can help us 
develop e ective solutions to the 
identified issues

How to use the catalog

P6

Ajudando a perceber alguns anti padrões que por 
conta do dia-a-dia de trabalho se tornam 
"padrões" na empresa, dando uma visão geral do 
problema e como podemos solucionar e evitar 
que eles se propaguem ainda mais.

Ajudando a perceber alguns anti 
padrões que por conta do dia-a-dia 
de trabalho se tornam "padrões" na 
empresa

How to use the catalog

dando uma visão geral do problema 
e como podemos solucionar e evitar 
que eles se propaguem ainda mais

How to use the catalog

P7

As a valuable resource for training new team 
members and onboarding them to micro frontend 
projects, also to keep up to date with latest 
patterns and to encounter possible problems as 
the architecture evolves

training new team members and 
onboarding them to micro frontend 
projects

How to use the catalog

keep up to date with latest patterns 
and to encounter possible problems 
as the architecture evolves

How to use the catalog

P8
Creating moments with teams to discuss this 
catalog and sharing this knowledge to improve the 
frontend architecture. 

discuss this catalog and sharing this 
knowledge to improve the frontend 
architecture

How to use the catalog

P9

Ajuda a pensar nas decisões de arquitetura e na 
decisão de usar a arquitetura de micro frontends 
ou não. Vi muitos problemas que já presenciei no 
dia a dia, porém não era um problema 
identificado e por isso era apenas ignorado. 
Acredito que possa ajudar a identificar problemas 
em andamento e trabalhar na solução.

pensar nas decisões de arquitetura e 
na decisão de usar a arquitetura de 
micro frontends ou não

How to use the catalog

Vi muitos problemas que já 
presenciei no dia a dia, porém não 
era um problema identificado e por 
isso era apenas ignorado

How to use the catalog

Acredito que possa ajudar a 
identificar problemas em andamento 
e trabalhar na solução

How to use the catalog

P10 That will be a guide to think about our MFE and 
communication to back-end to.

guide to think about our MFE and 
communication to back-end to. How to use the catalog

P13
It makes a perfect checklist to use when designing 
a new MFE project or even to review an already 
existing one

checklist to use when designing a 
new MFE project How to use the catalog

review an already existing one How to use the catalog

P14
By listing directly many issues we may find while 
developing micro frontend architecture, it helps to 
avoid such mistakes

By listing directly many issues we may 
find while developing micro frontend 
architecture, it helps to avoid such 
mistakes

How to use the catalog

P15 Help mainly with mega frontends and single 
technology in all micro frontends

Help mainly with mega frontends and 
single technology in all micro 
frontends

How to use the catalog

P17

I think this anti-pattern catalog is very useful for 
sharing information about micro frontend, both 
for developers who do not have experience with 
micro frontend and for developers with 
experience. Helps make decisions about when to 
adopt this pattern or not, and when to break into 
a new MFE.

sharing information about micro 
frontend How to use the catalog

both for developers who do not have 
experience with micro frontend and 
for developers with experience

How to use the catalog

P18

I think that a catalog for micro frontend 
architecture can significantly enhance the quality 
of development, a lot of points that were 
addressed in this form creates a lack of efficiency 
and scalability in all development and maintaining 
process, furthermore,  have a catalog like a guide 
before thinking in MFE and during the 
development is a very useful tool for a dev team

significantly enhance the quality of 
development

Commendations for the 
catalog

have a catalog like a guide before 
thinking in MFE How to use the catalog

P20

It will help by making me more self-aware of the 
possible breaches that the use of MFE can make. 
Also, the last few questions were about the use (or 
not) of a MFE and where it is necessary and where 
it isn't, a very important point to be raised due to 
the "hype" that the use of a technology can have, 
and is not always the use case of the 
architecture/solution that is being made.

making me more self-aware of the 
possible breaches that the use of 
MFE can make

How to use the catalog



Final 
Considerations

How do you think this 
catalog would help 
improve the quality of 
micro frontend 
architecture in your 
work?

P20

It will help by making me more self-aware of the 
possible breaches that the use of MFE can make. 
Also, the last few questions were about the use (or 
not) of a MFE and where it is necessary and where 
it isn't, a very important point to be raised due to 
the "hype" that the use of a technology can have, 
and is not always the use case of the 
architecture/solution that is being made.

the last few questions were about the 
use (or not) of a MFE and where it is 
necessary and where it isn't, a very 
important point to be raised due to 
the "hype" that the use of a 
technology can have

How to use the catalog

Do you have any 
suggestions for 
improving the anti-
patterns catalog?  

P4

Don't know if this is an issue with Forms, but a "wall 
of text" is never too friendly, specially on a bright 
computer screen. I would use some flow charts to 
exemplify most of the anti-patterns and make it 
more readable.

Or event some prototyped examples, since most of 
the examples uses a lot of terms such as "screens". 
Would be nice to see a picture of it instead of plain 
description.

I would use some flow charts to 
exemplify most of the anti-patterns 
and make it more readable

Improvements to the 
catalog

Would be nice to see a picture of it 
instead of plain description

Improvements to the 
catalog

P7
 Addressing common challenges faced by 
development teams according to their experience 
in real world scenarios and by technology

 Addressing common challenges 
faced by development teams 
according to their experience in real 
world scenarios and by technology

Improvements to the 
catalog

P8 This catalog need to be shared in a website after 
this study have finished like refactoring.guru

shared in a website after this study 
have finished like refactoring.guru

Improvements to the 
catalog

P9 Não, achei ótima a separação por categorias. ótima a separação por categorias Commendations for the 
catalog

P10 Like I said, observability patters is a good start observability patterns is a good start New anti-patterns

P15
I believe that the problem of managing 
dependencies between modules would be a good 
anti-pattern to solve.

managing dependencies between 
modules would be a good anti-
pattern to solve

New anti-patterns

P17
Maybe if there were images for some anti-pattern 
it would be interesting. Showing the MFEs, the 
communication between them, etc.

images for some anti-pattern it would 
be interesting

Improvements to the 
catalog

P18 maybe add some diagrams and images help to 
understanding some examples

add some diagrams and images help 
to understanding some examples

Improvements to the 
catalog



204

B

CONTROLLED EXPERIMENT OBJECTS

This Appendix presents the description of two objects used in the controlled experi-

ment described in Chapter 5. These objects are specifications of two compatible Micro

Frontend architectures, which include a description of the application and the proposed

Micro Frontends.

B.1 Object 1 - Mercado Livre
Mercado Livre is one of the largest e-commerce platforms in Latin America, where

users can buy and sell a wide variety of products, ranging from electronics, clothing,

and accessories to home and gardening items. The site offers a secure payment system,

Mercado Pago, and shipping services through Mercado Envios, facilitating logistics and

product delivery. Additionally, Mercado Livre features a user-friendly interface, seller

ratings, special offers and promotions, and is known for the vast number of products

available from both individual sellers and large companies.

Here is a list of the main features of Mercado Livre that will be considered during

this exercise:

• Buying and Selling Products: Users can buy and sell a wide variety of products,

from new items to used ones.

• Search System and Filters: Allows users to search for specific products using

filters such as price, location, condition (new/used), and more.
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• Mercado Pago: Integrated payment platform offering various payment options,

such as credit card, boleto (bank slip), bank transfer, and account balance.

• Mercado Envios: Logistics and delivery service that allows order tracking, auto-

matic shipping cost calculation, and nationwide delivery, with different shipping

options.

• Purchase and Sales History: Users can track the history of their purchases and

sales, managing past and current transactions.

• Shopping Cart: A feature that allows users to add multiple items from different

sellers and purchase them in a single order.

• Offers and Promotions: A page dedicated to promotions and flash sales, with

discounts and free shipping on certain products.

Consider that the website was developed using the Micro Frontends listed in

the subsections below. Note that not all the screens of each are listed, only a few for

illustration.

B.1.1 mfe-users

Includes screens that show the registered user’s data, such as personal data, account

information, address list, card list, etc. Figure 61 and Figure 62 present screens of the

mfe-users.
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Figure 61 – My profile screen of mfe-users.

Figure 62 – Personal data screen of mfe-users.

B.1.2 mfe-security

Includes screens related to the security of the user’s data and account, such as login,

privacy policies, two-factor authentication, registration, etc. Figure 63 and Figure 64

present screens of the mfe-security.
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Figure 63 – Login screen of mfe-security.

Figure 64 – Two-factor authentication screen of mfe-security.

B.1.3 mfe-store

Includes screens related to the stores and the products sold by them, such as: prod-

uct details, search history, product sales, store registration. Figure 65, Figure 66, and

Figure 67 present screens of the mfe-store. Figure 68 presents a fragment exported by
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mfe-store.

Figure 65 – Products sale screen of mfe-store.

Figure 66 – History screen of mfe-store.
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Figure 67 – Product details screen of mfe-store.

Figure 68 – Recommended products fragment of mfe-store.

B.1.4 mfe-purchase

Includes the implementation of all screens related to purchases, deliveries, and pay-

ments in Mercado Livre, including Cart, Payment Confirmation, Order Confirmation,

Purchase History, Delivery Tracking, shipping cost calculation with different partners,

among others. Figure 69 and Figure 70 present screens of the mfe-purchase.
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Figure 69 – Purchases screen of mfe-purchase.

Figure 70 – Cart screen of mfe-purchase.

B.1.5 mfe-search

Includes the implementation of the search screen and is used by all MFEs that want to

display a list of products, whether to show offers (mfe-store), or list products from a

store. Figure 71 presents a screen of the mfe-search.
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Figure 71 – Search screen of mfe-search.

B.1.6 mfe-home

Includes the implementation of the main Mercado Livre screen, which contains several

fragments that lead to different MFEs. Figure 72 presents a screen of the mfe-search.

Figure 72 – Home screen of mfe-search.
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B.2 Object 2 - Nubank
Nubank is a Brazilian digital bank that offers financial services through an intuitive

mobile app with no bureaucracy. The Nubank app is a central piece of this experience

and provides a range of features that allow users to manage their finances independently

and efficiently, without the need to interact with physical branches.

• Credit card: management of physical card, credit limit management, virtual credit

card management, access to card statements.

• Digital account: transfers via PIX and TED to the Nubank digital account (Nu-

Conta), as well as a detailed statement of account transactions.

• CDB investments: creation of personalized investment boxes, where the balance

earns 100% of the CDI.

• Payments: payment of bills or PIX QR Codes directly in the app using the account

balance or credit card limit.

• Loans: offering of personal loans, payroll loans, or FGTS anticipation through

Nubank.

Consider that the app was developed using the following Micro Frontends listed

in the subsections below. Note that not all screens of each one are listed, just some for

illustration.

B.2.1 mfe-users

mfe-users: Possui a implementação da tela de dados do usuário e alteração de foto de

perfil. Figure 73 presents a screen of the mfe-users.
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Figure 73 – Profile screen of mfe-users.

B.2.2 mfe-security

Includes the implementation of screens related to the security of the user’s data and

account, such as login, forgot my password, registration, etc. Figure 74 and Figure 75

present screens of mfe-security.
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Figure 74 – Login screen of mfe-security.
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Figure 75 – First screen of sign up of mfe-security.

B.2.3 mfe-cards

Includes the implementation of all screens related to credit cards (physical or virtual),

including screens such as card statement, bill payment, limit adjustment, bill summary,

bill details, automatic debit setup, among others. Figure 76, Figure 77, and Figure 78

present screens of mfe-cards.
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Figure 76 – Card invoices screen of mfe-cards.
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Figure 77 – Limits screen of mfe-cards.
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Figure 78 – Current card invoice screen of mfe-cards.

B.2.4 mfe-digital-account

Includes all screens related to the user’s digital account, including user data, transfers

via PIX, PIX key management, digital account statement, and bill payments. Figure 79,

Figure 80, and Figure 81 present screens of mfe-digital-account.



APPENDIX B. Controlled Experiment Objects 219

Figure 79 – Account statement screen of mfe-digital-account.
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Figure 80 – Account balance screen of mfe-digital-account.
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Figure 81 – Pix transfer screen of mfe-digital-account.

B.2.5 mfe-loan

Includes the screens related to Nubank’s loan service, such as the loan list, loan simula-

tion screen, loan option details screen, among others. Figure 82 and Figure 83 present

screens of mfe-loan. Figure 84 presents a fragment of mfe-loan.
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Figure 82 – Loans list screen of mfe-loan.
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Figure 83 – Loan details screen of mfe-loan.

Figure 84 – Loan section fragment of mfe-loan.
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B.2.6 mfe-investment

Includes the screens related to CDB investment boxes, such as the main investment

screen, box details, box editing, saving and redeeming money from a box, among

others. Figure 85 and Figure 86 present screens of mfe-investment. Figure 87 presents a

fragment of mfe-investment.

Figure 85 – Investments list screen of mfe-investment.
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Figure 86 – Investment details screen of mfe-investment.

Figure 87 – Loan section fragment of mfe-investment.
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B.2.7 mfe-home

Includes the implementation of the main screen of Nubank, which contains several

fragments that lead to different MFEs. Figure 88 presents a screen of mfe-investment.

Figure 88 – Home screen of mfe-home.
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C

CONTROLLED EXPERIMENT

ASSESSMENTS

This Appendix presents the questions of the two assessments of the controlled exper-

iment described in Chapter 5. We defined nine questions and adjusted them to each

object.

C.1 Object 1 Questions
Consider that you are a Junior Developer who will start working at the company that

maintains the system being evaluated. You have just learned more about the system’s

architecture, and you have been asked to analyze the system in terms of MFE.

1. Would you model the system using Micro Frontends differently? Would you keep

the same MFEs, create new ones, or alter the existing ones? Consider also the

screens and fragments.

Consider that you are a Junior Developer who will start working at Mercado

Livre. Answer how you would solve each of the tasks below. Feel free to propose new

MFEs, shared libraries, screens, and/or fragments, as well as modify existing ones.

1. Mercado Livre is launching Meli+ (meliplus), the loyalty program offering free

shipping on all purchases, cashback, exclusive installment options, and free access

to Disney+. The feature consists of the visual components presented in Figures
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89, 90, 91, 92, 93, and 94. What architectural changes are necessary to develop the

above components?

Figure 89 – Meli+ Offer Screen: The screen displays the benefits and available subscrip-
tion plans.

Figure 90 – Subscription Terms and Conditions Screen: The screen shows the terms and
conditions required for the subscription.
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Figure 91 – Offer Component with Details: This component should be displayed on the
homepage, showing detailed information about the offer.

Figure 92 – Simple Offer Component: This component should be displayed in the user
account menu, providing an overview of the offers.



APPENDIX C. Controlled Experiment Assessments 230

Figure 93 – Offer Component for the Header: This component should be displayed in
the header, highlighting the current offer.

Figure 94 – Plan Selection Modal: A modal that allows the user to choose the desired
subscription plan.

2. Mercado Pago has realized that it is important for the website to allow users to

maintain one or more lists of favorite products. A user can have one or more

lists and assign a name to each. The feature consists of the visual components

presented in Figures 95, 96, 97, and 98. What architectural changes are necessary

to develop the above components?
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Figure 95 – Screen showing the list of all favorite items and the user’s product lists: This
screen displays all the favorite items and the product lists created by the
user.

Figure 96 – Screen showing products belonging to a specific list: This screen presents
the products that are part of a specific user-created list.
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Figure 97 – Button to add a product to a list: This button opens a modal allowing the
user to choose which list they want to add the product to or create a new
list.

Figure 98 – Modal to create a new list: This modal allows the user to create a new
product list.

3. Suppose that mfe-store is updated, and now the fragment displaying products the

user is interested in needs a new parameter to be composed, the items in the cart,

so it can offer related products. The mfe-store is deployed (sent to production),

and the cart screen starts showing an error because mfe-purchase has not been

updated to pass the parameter. What would you do to ensure the change in the
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fragment does not generate an error on the cart screen, allowing the adjustment of

the screen code to be done later, gradually and safely?

4. Suppose that every time you make a change to mfe-security, manual tests are

required to ensure the application continues functioning. Note that these tests

could be programmed as unit or integration tests. How would you ensure quality

without the need for manual testing?

5. Suppose the fragment that shows products of interest to the user in mfe-store has

been correctly deployed on the cart screen and has been working as expected for

months without being altered. However, the fragment presents a bug whenever

the cart has more than 10 items, and this list is passed as a parameter. When

this happens, the cart screen shows an error, and the user cannot complete the

purchase. What would you do to prevent the error in the fragment from affecting

the entire screen?

6. Consider you are working on creating a new MFE. You need to create a new

application-type component with single-spa and import all shared libraries, follow

common coding patterns and structure, and register the new MFE in the root-

config. You spent a lot of time setting up the new MFE before starting actual

feature development. How could you streamline the creation of a new MFE next

time?

7. Consider the following communication order between mfe-purchase, mfe-store,

and mfe-users: (1) After successfully completing a purchase, mfe-purchase calls

a function that receives a parameter from mfe-store to update the user’s list to

which the purchased product belongs (if in any list); (2) mfe-purchase also calls

a function that receives a parameter from mfe-users to update the user’s points

based on the purchase value; and (3) the update of the user’s total points causes

mfe-users to call a function from mfe-store that informs the new total points so

that new offers can be calculated for the user. Currently, there is difficulty in

updating this flow, as a change can impact communication between all fragments.

How would you increase the independence between MFEs while maintaining

communication between them?
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8. Initially, mfe-store was designed to support only physical products, such as elec-

tronics, clothing, and everyday items. Now, Mercado Livre wants to add a new

type of product: services (such as consulting, private lessons, and technical ser-

vices). The code for mfe-store was developed specifically for physical products,

with rules involving freight calculation, stock, and handling, none of which apply

to services, making development difficult. What would you do during the devel-

opment of physical product sales to make mfe-store more generic and facilitate

the implementation of new types of products?

C.2 Object 2 Questions
Consider that you are a Junior Developer who will start working at Nubank. You have

just learned more about the architecture of the application, and you have been asked to

analyze the architecture in terms of Micro Frontends (MFE):

1. Would you model the system using Micro Frontends differently? Would you keep

the same MFEs, create new ones, or alter the existing ones? Also, consider the

screens and fragments.

Consider that you are a Junior Developer who will start working at Nubank.

Answer how you would solve each of the following tasks. Feel free to propose new

MFEs, shared libraries, screens, and/or fragments, as well as alter the existing ones.

1. Nubank is launching a new investment method called NuCoin, a proprietary app

currency that users accumulate by making purchases on their credit card. The

feature consists of several screens and fragments, some of which are presented

in Figures 99, 100, 101, and 102. What architectural changes are necessary for

developing the components above?
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Figure 99 – Main Screen of NuCoin.
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Figure 100 – Screen showing NuCoin balance statement.
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Figure 101 – Screen detailing raffles of NuCoin.
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Figure 102 – Screen with benefits of NuCoin.

2. Nubank is launching a new feature called "Pass everything on credit", which

allows sending Pix transfers and paying bills using the credit card. Additionally,

cash purchases on the card can also be split into installments. This feature includes

the visual components presented in Figures 103, 104, and 105. What architectural

changes are necessary for developing the components above?
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Figure 103 – Screen to choose what to charge to the credit.
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Figure 104 – Screen showing purchases that can be paid in installments.

Figure 105 – Fragment with the option to parcel a Pix payment.

3. Suppose that mfe-loan is updated, and now the loan section fragment requires

a new mandatory parameter, the user’s current account balance. The mfe-loan
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is deployed (sent to production), and the app’s home screen, which imports

this fragment in mfe-home, shows an error for not passing the new mandatory

parameter to the fragment. What would you do to ensure that the deployment of

mfe-loan does not cause an error on the home screen, allowing the screen code to

be adjusted gradually and safely later?

4. Suppose that every time you make a change in mfe-cards, you need to access

the server where the application is deployed and manually upload the code

changes. Note that the deployment could be done using an automated sequence

of commands. How would you ensure that the deployment of new code is not

manual?

5. Suppose that the home screen implemented in mfe-home shows an error that is

not related to any component implemented directly on the page, indicating that it

might be caused by one of the screen fragments. What would you do to ensure

that an error in a fragment does not make the entire screen unavailable?

6. Consider that you have completed the implementation of a new MFE, and now

you need to deploy it and connect it with other MFEs in production. You encounter

many difficulties in this process and realize that these are recurring problems.

How could you speed up the deployment of a new MFE next time?

7. Consider the following communication order between ‘mfe-digital-account‘, ‘mfe-

loan‘, and ‘mfe-home‘: (1) After a successful Pix transfer, ‘mfe-digital-account‘

calls a function that receives a parameter from ‘mfe-home‘ to update the account

balance shown on the home screen; (2) ‘mfe-home‘ updates the account balance

and changes the parameter passed to the loan section fragment of ‘mfe-loan‘;

and (3) ‘mfe-loan‘ then recalculates the loan offer based on the user’s current

balance. Currently, there is difficulty in updating this flow, as one change can

impact communication between all the fragments. How would you increase the

independence between the MFEs while maintaining communication between

them?

8. Consider that mfe-investment is treated as the module that should offer various

investment products. It started as a module exclusively for CDB investments,

and now it has been adjusted to allow investments in Treasury Direct. Nubank
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wants to implement a new investment model that operates very differently from

CDB and Treasury Direct (it has specific screens and a different purchasing flow).

This implementation will be problematic because the mfe-investment code is too

specific to how CDB and Treasury Direct purchases work, and adding a new

product won’t be easy. What would you do during the development of CDB

and Treasury Direct sales to make mfe-investment more generic and facilitate the

implementation of new investment products?
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D

CONTROLLED EXPERIMENT CODING

This Appendix provides the complete open coding performed during the qualitative

analysis on the students feedback presented in Chapter 5.



Open Coding on Students Feedback
Question ID Answer Quote Code

Did you use or not use the
anti-pattern catalog for MFE
during the evaluation
exercise? If so, how? If not,
why did you not use it?

P1

I used it. I opened the catalog and read the described problems
because, as they are anti-patterns, it means it is very likely that
the problem I have is similar to one that has already occurred
before, and then I just needed to read the solution to see if it
was what I wanted to solve the initial problem.

I opened the catalog and read the
described problems because, as they are
anti-patterns, it means it is very likely that
the problem I have is similar to one that
has already occurred before
read the solution to see if it was what I
wanted to solve the initial problem

P2 I used it to review certain concepts. review certain concepts

P3
Yes, the catalog helped a lot because, besides explaining the
anti-patterns, it showed a practical example and then the
solution to the problem, which greatly helped in identifying how
I would solve the proposed problems.

it showed a practical example and then
the solution to the problem, which greatly
helped in identifying how I would solve
the proposed problems.

P4 I used it; with it, it was possible to have a description of common
problems in MFE implementation and their solutions.

it was possible to have a description of
common problems in MFE
implementation and their solutions

P5
Yes, I was looking for problems similar to those presented in the
exercise, and after that, I saw how they were solved. Of course,
even with similar problems, some solutions proved to be very
incompatible.

I was looking for problems similar to
those presented in the exercise
even with similar problems, some
solutions proved to be very incompatible

P6 Yes, I used it because it helped me understand the problems
and know how to solve them in the best possible way.

it helped me understand the problems
and know how to solve them in the best
possible way

P7
Yes, confirming what I learned in class and knowing how to
better segment problems found in MFE. It allowed me to
address these problems and made it easier to make decisions.

confirming what I learned in class
how to better segment problems found in
MFE. It allowed me to address these
problems and made it easier to make
decisions.

P8 Yes, as an aid to understanding some issues and developing
their solutions.

understanding some issues

developing their solutions

P9 Yes, I used it to solve scenarios that can occur in the
development of an MFE-oriented architecture.

I used it to solve scenarios that can occur
in the development of an MFE

P10 Yes, I used it to identify the problems and the solutions to the
respective questions.

identify the problems and the solutions
to the respective questions

P11
I used it a lot, seeking to understand the different types of
anti-patterns and their possible solutions. It makes problems
that can be prevented much more visible before a product is
80%-100% complete, avoiding rework.

seeking to understand the different types
of anti-patterns and their possible
solutions
It makes problems that can be prevented
much more visible before a product is
80%-100% complete, avoiding rework.

P12
Yes, checking solutions for the problems I encountered during
the exercise and seeing examples and descriptions helped me
understand the problem in some questions.

checking solutions for the problems I
encountered during the exercise
seeing examples and descriptions helped
me understand the problem in some
questions

P13
Yes, I used it a lot to understand if the situation proposed by
the question resembled any example described by the
anti-patterns. Besides analyzing my possible architectural
decisions, avoiding falling into a possible listed case.

understand if the situation proposed by
the question resembled any example
described by the anti-patterns.
possible architectural decisions, avoiding
falling into a possible listed case

P14 Yes, I used it; it served as a reminder. it served as a reminder

P15
Yes, analyzing the addressed problems and the examples cited
in the catalog to associate them with the scenario proposed in
the exercise.

analyzing the addressed problems and
the examples cited in the catalog to
associate them with the scenario

P16 Yes, it helped me a lot when answering the questions because I
could identify the problems that appeared as anti-patterns.

I could identify the problems that
appeared as anti-patterns

P17
I used it. It was very useful to see how the presented problems fit
into the anti-patterns. Seeing the anti-patterns in practice
increased my knowledge about the subject.

useful to see how the presented problems
fit into the anti-patterns
Seeing the anti-patterns in practice
increased my knowledge about the
subject

P18
Yes, I looked at the descriptions on the homepage. I checked if
there was something similar to what I wanted, clicked to confirm
through the example, and used the solution if that was the case.

I checked if there was something similar
to what I wanted

clicked to confirm through the example

P19
Yes, to check if any of the examples were in the catalog,
considering that the catalog contains the most common
anti-patterns, I believe it is useful to consult it to avoid errors
that have already been documented.

to check if any of the examples were in
the catalog
avoid errors that have already been
documented.

P20 I used it as a reference to see if someone had already reported
the same problem and how they solved it.

reference to see if someone had already
reported the same problem and how they
solved it

P21 Yes, it helped me identify problems and demonstrate the best
solutions.

identify problems and demonstrate the
best solutions.

P22 Yes, I used it to identify the proposed problems in the questions. identify the proposed problems in the
questions

P23 Yes, I used it a lot. When faced with questions about changing
the architecture, I often found myself consulting the catalog.

When faced with questions about
changing the architecture, I often found
myself consulting the catalog

Did you notice benefits or
challenges when using the
anti-pattern catalog for
MFE? Ease or difficulties of
use? If so, what were they?

P1

Benefits and conveniences. Since the catalog has several short
descriptions of problems that have occurred before, it is very
productive to check if the problem I face is in the catalog to see
the solution other developers had, instead of thinking of one on
my own.

catalog has several short descriptions of
problems that have occurred before, it is
very productive to check if the problem I
face is in the catalog to see the solution
other developers had

P3
Using the catalog helped standardize MFE creation, as I could
see possible errors that could occur when creating an MFE and
avoid them.

helped standardize MFE creation, as I
could see possible errors that could
occur when creating an MFE and avoid
them

P4
I had difficulties understanding the description of each
anti-pattern; I had to open all of them to see the description.
There could be a summary in each card of the catalogs on the
main screens.

difficulties understanding the description
of each anti-pattern; I had to open all of
them to see the description. There could
be a summary in each card of the
catalogs on the main screens

P5 The benefits were the solutions shown in each concept, which
are straightforward.

solutions shown in each concept, which
are straightforward

P6
Yes. As benefits, I noticed it is easy to understand and has great
examples of occurrences that help us understand the correct
way we can proceed.

easy to understand and has great
examples of occurrences that help us
understand the correct way we can
proceed

Identify common problems

Check if the solution is
suitable

Identify problems by
examples

Identify common problems

Identify problems similar to
the presented
Identify problems by
solutions

Guide architectural
decisions

Solving common problems

Solving common problems

Identify problems and
solutions

Prevent problems

Identify problems and
solutions

Understand problems by
examples

Identify problems by
examples

Guide architectural
decisions

Identify problems by
examples

Identify problems and
solutions

Identify common problems

Identify problems similar to
the presented
Identify problems by
examples
Identify problems and
solutions

Prevent problems

Identify common problems

Identify problems and
solutions
Identify problems and
solutions

Guide architectural
decisions

Identify common problems

Guide architectural
decisions

Check straightforward
solutions

Understand problems by
examples

Review MFE concepts

Understand common
challenges

Review MFE concepts

Understand common
challenges

Understand common
challenges

Review MFE concepts

Learn based on practical
problems

Consult several
anti-patterns at once



P7

Yes, conveniences because it is easy to visualize, especially with
the use of categories. However, one thing is that I believe some
situations are not very clear. Maybe there is no anti-pattern
that explicitly shows the problem, but their combination can
clarify what needs to be done.

it is easy to visualize, especially with the
use of categories
I believe some situations are not very
clear. Maybe there is no anti-pattern that
explicitly shows the problem, but their
combination can clarify what needs to be
done

P8
The benefits I noticed were that it was an easy, quick, and
accessible way to obtain information. A challenge was that
some examples were not very clear, and I had to reread them
several times.

an easy, quick, and accessible way to
obtain information
some examples were not very clear, and I
had to reread them several times

P9 It is very intuitive, easy to navigate, with simple and direct
examples followed by their respective solutions. It is a great tool.

P10
Conveniences. The anti-pattern catalog is very intuitive. That
way, I had no difficulties locating anything. Moreover, its division
into concept, example, and solution greatly facilitates
understanding.

its division into concept, example, and
solution greatly facilitates understanding

P11
Benefits and conveniences. Interaction is very easy, and having
the material with the set definition, example, and solution is
much more intuitive and positive.

P12
Benefits because with the descriptions, I was able to identify the
problems during the exercises, as well as possible solutions, and
it was very easy to use, very intuitive.

with the descriptions, I was able to
identify the problems during the
exercises, as well as possible solutions

P13
I believe the biggest challenge is the amount of text present.
Perhaps using more images for the examples would be more
effective.

the biggest challenge is the amount of
text present. Perhaps using more images
for the examples would be more effective

P14 The only negative point I noticed was that the anti-pattern tags
were not very useful, at least for the exercise we did.

P15
Benefits due to the clarity presented in the catalog and
convenience because it was possible to associate the exercise
context with the contexts, descriptions, and solutions shown in
the catalog.

possible to associate the exercise context
with the contexts, descriptions, and
solutions shown in the catalog

P16 It was very easy to use; the explanations were good, especially
those with images.

the explanations were good, especially
those with images

P17 I found it easy to use.
P18 Yes, benefits, the site is very direct in what it proposes.

P19

I noticed benefits because, for me, it is more advantageous to
avoid an error that is already documented than to end up
reproducing an error that is already documented. The main
conveniences I observed were: a practical example of the
anti-patterns, their solution, and the categorization.

more advantageous to avoid an error
that is already documented than to end
up reproducing an error that is already
documented
a practical example of the anti-patterns,
their solution

P20

Several benefits due to the simplicity of the page and its
objectivity. However, navigation bothered me a bit. If I perform a
filtered search and return to the previous page, I go to where all
are, not where the filters are. Another thing that could help is
that, when opening an anti-pattern, the page could show others
from the same topic or similar ones at the bottom.

when opening an anti-pattern, the page
could show others from the same topic or
similar ones at the bottom.

P21 Ease of use.

P22 Benefits and conveniences. It is simple to consult, and the
examples helped me identify the problem

and the examples helped me identify the
problem

P23
Initially, it was in English, and that made it a bit difficult, but I
found that the button filters helped a lot. I practically did not
use the search input at the top of the screen.

I found that the button filters helped a lot

Describe here if and how the
anti-pattern catalog for MFE
helped or hindered your
learning about Micro
Frontends.

P1
It helped because various problems and solutions are
documented, thus contributing to sharing solutions for
recurring problems instead of leaving the developer to think of
a solution on their own.

various problems and solutions are
documented, thus contributing to
sharing solutions for recurring problems

P2 It provided a simpler and faster way to access information
about the anti-patterns.

simpler and faster way to access
information about the anti-patterns

P3
The catalog helped me learn about MFE because, in it, I saw
possible errors that can occur in MFE creation and how to solve
these problems.

learn about MFE because, in it, I saw
possible errors that can occur in MFE
creation and how to solve these problems

P4

It helped by centralizing content about MFEs. However, the
catalog could include summaries and slides presented in the
classes, as I believe the purpose of the catalog would be to
centralize MFE content. This way, it would be friendlier to new
users.

helped by centralizing content about
MFEs. However, the catalog could include
summaries and slides presented in the
classes

P5
A better description of the problems and solutions in the
catalog helped me a lot to draw a parallel with the problems
proposed in the activity.

 better description of the problems and
solutions in the catalog helped me a lot
to draw a parallel with the problems
proposed in the activity

P6

Yes, it helped. I confess that it was even a bit easier to
understand the anti-pattern catalog than the design patterns I
learned in Assignment 2. But understanding the subject became
easier, and I was able to learn and will try to use these patterns
and anti-patterns in my future projects.

easier to understand the anti-pattern
catalog than the design patterns I
learned in Assignment 2
will try to use these patterns and
anti-patterns in my future projects

P7
It helped describe better the problems encountered and how to
solve them. I missed more examples and visual elements, which
help to remember each anti-pattern.

describe better the problems
encountered and how to solve them
missed more examples and visual
elements, which help to remember each
anti-pattern

P8
It helped me understand in an organized, clear, and effective
way. By reading the problem, I could easily choose which
anti-pattern to use.

understand in an organized, clear, and
effective way
reading the problem, I could easily
choose which anti-pattern to use

P9 It helped me because it helped me avoid common mistakes that
I would definitely have made if I did not know about them.

avoid common mistakes that I would
definitely have made if I did not know
about them

P10
With a good division in the catalog, I was able to understand,
given that the way it is divided allows me to associate and
identify the anti-patterns more easily.

given that the way it is divided allows me
to associate and identify the
anti-patterns more easily.

P11 It helped in problem abstraction. It became much easier to
visualize and solve possible problems.

It became much easier to visualize and
solve possible problems

P12 It helped, especially with practical examples and solutions for
each type of anti-pattern.

especially with practical examples and
solutions for each type of anti-pattern

P13
It helped a lot because, with it, I could understand real
situations and challenges faced during architectural decisions
of a system with MFEs.

I could understand real situations and
challenges faced during architectural
decisions of a system with MFEs

P14 It helped, but I believe the classes were more important for my
understanding; the catalog served as a review. the catalog served as a review

Consult by categories

Linking anti-patterns

Understand by structured
anti-patterns

Linking anti-patterns

Consult by categories

Understand by structured
anti-patterns

Understand by structured
anti-patterns

Review MFE concepts

Review MFE concepts

Learn based on practical
problems

Review MFE concepts

Understand common
challenges

Understand common
challenges

Review MFE concepts

Understand problems by
examples

Identify problems and
solutions

Understand by image

Identify problems similar to
the presented

Understand by image

Prevent problems

Understand problems by
examples

Identify problems by
examples

Identify common problems

Identify problems by
solutions

Guide architectural
decisions
Identify problems and
solutions

Understand by image

Identify problems and
solutions

Prevent problems

Identify common problems

Understand problems by
examples



P16 The catalog helped because it was very explanatory regarding
common errors in MFE architecture.

P17 It helped a lot. It is good to see what we should not do when
developing software.

good to see what we should not do when
developing software

P18
After reading a problem description, checking if that problem is
caused by a design issue helps a lot because then I can already
see if it can be solved in a way that has already been
experimented with by someone more experienced than me.

After reading a problem description,
checking if that problem is caused by a
design issue helps a lot because then I
can already see if it can be solved in a
way that has already been experimented

P19
The catalog helped me identify common patterns that could be
harmful to me in the future, potentially causing an error in a
project's architecture, as it describes, exemplifies, and suggests
a solution for these anti-patterns.

identify common patterns that could be
harmful to me in the future, potentially
causing an error in a project's
architecture

P20

It helped especially when contextualizing myself with the
problem. Many times, I had difficulty identifying problems
because I did not know all the problems, whether it was indeed
a problem, and if it was, how would I solve it? All these questions
were greatly minimized by using the catalog. The catalog helped
me diagnose problems I did not previously know.

I had difficulty identifying problems
because I did not know all the problems,
whether it was indeed a problem, and if it
was, how would I solve it? All these
questions were greatly minimized by
using the catalog.
The catalog helped me diagnose
problems I did not previously know.

P21
MFE catalog helped me remember some concepts I did not
recall, in addition to being very clear in its explanations and
using examples.

helped me remember some concepts I
did not recall
being very clear in its explanations and
using examples

P22
It helped me due to the ease of accessing the anti-patterns that
I probably would not have if I were searching for them on
websites.

ease of accessing the anti-patterns that I
probably would not have if I were
searching for them on websites

P23
The catalog helped a lot when looking for categories of
anti-patterns. It was a bit inconvenient to translate from English
to Portuguese.

The catalog helped a lot when looking for
categories of anti-patterns

Do you have any suggestions
for improving the
anti-pattern catalog for
MFEs? If you encountered
any difficulty understanding
the definition of an
anti-pattern (considering the
fields for problem, solution,
and example), please
indicate which anti-pattern it
was and describe what was
unclear.

P3 Availability of translation into other languages increases
accessibility for people who do not master English very well.

P4
As I mentioned in the previous response, it would be possible to
add summaries and slides presented in the classes to the
catalog, as I believe the purpose of the catalog is to centralize
MFE-related content, making it more user-friendly for new users.

add summaries and slides presented in
the classes to the catalog

P5 If there is at least one more scenario as an application example,
that would be ideal.

at least one more scenario as an
application example, that would be ideal

P6 More figures and, if possible, code examples in any language.
More figures

code examples in any language

P7
I suggest adding more visual elements and more examples for
each anti-pattern, as well as a description of the "domain" of the
category

adding more visual elements

more examples for each anti-pattern

P8 I did not understand the Micro Frontend Knot very well.

P9
I might have missed it, but I could not find the anti-pattern that
addresses error handling. If it is indeed not present in the
catalog, I believe its inclusion would be a good addition.
However, I might have just failed to locate it.

P10 Only adding of more anti-patterns for other types of systems.

P13
I believe using more visual resources could be very helpful to
avoid the overwhelming amount of text in each listed
anti-pattern.

using more visual resources could be
very helpful to avoid the overwhelming
amount of text

P14 Within the definitions of the anti-patterns, I did not find any
difficulty in understanding.

P16 It is a good catalog as it is, but the use of images in some
explanations helped more than just text.

but the use of images in some
explanations helped more than just text

P19 I believe a dictionary of key terms related to architecture in the
catalog could facilitate understanding, but it was easy to use.

dictionary of key terms related to
architecture in the catalog could
facilitate understanding

P21 The catalog is perfect, no improvements are needed.

P22 Perhaps more examples and bibliographic references where it is
possible to delve deeper into the anti-patterns.

more examples

bibliographic references where it is
possible to delve deeper into the
anti-patterns

Prevent problems

Identify problems and
solutions

Prevent problems

Identify problems and
solutions

Identify common problems

Understand problems by
examples

Identify common problems

Understand problems by
examples
Understand by image
Understand problems by
examples
Understand by image
Understand problems by
examples

Understand by image

Understand by image

Identify problems by
keywords

Understand problems by
examples

Review MFE concepts

Review MFE concepts

Review MFE concepts

Consult by categories
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E

MLR PUBLICATIONS

This Appendix provides the complete list of publications retrieved during the search

process from the MLR presented in Chapter 6.



ID Base Acesso em Título Link

P1 28/11/2024 06:56:00 Top 10 Micro Frontend
Anti-Patterns

P2 28/11/2024 06:57:00 Microfrontends Anti-Patterns:
Seven Years in the Trenches

P3 28/11/2024 06:58:00 Entendendo os anti-patterns na
arquitetura de Micro-Frontends

P4 28/11/2024 06:58:00 Micro Frontends Anti-Patterns

P5 28/11/2024 06:58:00
Frontend Nation 2024: Luca
Mezzalira - Micro-Frontends

Anti-Patterns

P6 28/11/2024 06:59:00
10 Deadly Sins of Micro Frontend
Anti-Patterns That Could Derail

Your Success

P7 28/11/2024 06:59:00 Micro-Frontends anti-patterns by
Luca Mezzalira (#GSAS24)

P8 28/11/2024 07:00:00 4 Micro-Frontend Anti-Patterns

P9 28/11/2024 07:00:00
How Micro-Frontends are
reshaping Modern Web

Architecture

P10 28/11/2024 07:00:00 Micro frontends anti-patterns –
Luca Mezzalira

P11 28/11/2024 07:01:00 Choosing the right architecture
for your business

P12 28/11/2024 07:02:00 Micro-Frontends anti-patterns by
Luca Mezzalira (#GSAS24)

P13 28/11/2024 07:03:00 Micro-frontends and composable
frontend architectures

P14 28/11/2024 07:03:00 Micro-Frontends anti-patterns by
Luca Mezzalira (#GSAS24)

P15 28/11/2024 07:03:00 -

P16 28/11/2024 07:04:00
Building Micro Frontends with
React 18: Develop and deploy

scalable applications using micro
frontend strategies

P17 28/11/2024 07:04:00
Multi-Framework and -Version
Micro Frontends with Module

Federation: Your 4 Steps Guide

P18 28/11/2024 07:04:00 The Micro-Frontends future

Google

Google

Google

Google

Google

Google

Google

Google

Google

Google

Google

Google

Google

Google

Google

Google

Google

Google

https://dev.to/florianrappl/top-10-micro
-frontend-anti-patterns-3809

https://www.infoq.com/presentations/m
icrofrontend-antipattern/

https://thedevconf.s3.sa-east-1.amazon
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%80%9D+OR+%E2%80%9Canti-patterns
%E2%80%9D+OR+%E2%80%9Cantipatte
rn%E2%80%9D+OR+%E2%80%9Cantipat
terns%E2%80%9D+OR+%E2%80%9Canti
+pattern%E2%80%9D+OR+%E2%80%9Ca
nti+patterns%E2%80%9D)+AND+(%E2%8
0%9Cmicrofrontend%E2%80%9D+OR+%
E2%80%9Cmicrofrontends%E2%80%9D+
OR+%E2%80%9Cmicro+frontend%E2%8
0%9D+OR+%E2%80%9Cmicro+frontends
%E2%80%9D+OR+%22micro-frontend%2
2+OR+%22micro-frontends%22)&ots=kW
V-HbMFja&sig=u9ThX7puLI0bJb62AtDw
5jovI2A&redir_esc=y#v=onepage&q&f=fa

lse
https://link.springer.com/chapter/10.100

7/978-1-4842-9385-0_4
https://research.utwente.nl/en/publicat
ions/collaborative-geovisual-analytics
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4 30/11/2024 07:36:00 Web systems quality evolution: A

web smells approach

P29
5 30/11/2024 07:36:00

Developing Senior Skills: A
Diary-Based Exploration by a

Junior Software Engineer

P29
6 30/11/2024 07:37:00 Enabling Microservice Success

e

P29
7 30/11/2024 07:37:00

Maintain multiple
microservices without

compromising the
autonomy of Agile

teams

P29
8 30/11/2024 07:38:00 Building Evolutionary

Architectures

https://books.google.com.br/books?hl=
pt-BR&lr=&id=CGudEAAAQBAJ&oi=fnd&
pg=PT8&dq=(%E2%80%9Canti-pattern%
E2%80%9D+OR+%E2%80%9Canti-patter
ns%E2%80%9D+OR+%E2%80%9Cantipat
tern%E2%80%9D+OR+%E2%80%9Cantip
atterns%E2%80%9D+OR+%E2%80%9Can
ti+pattern%E2%80%9D+OR+%E2%80%9
Canti+patterns%E2%80%9D)+AND+(%E2
%80%9Cmicrofrontend%E2%80%9D+OR
+%E2%80%9Cmicrofrontends%E2%80%9
D+OR+%E2%80%9Cmicro+frontend%E2

%80%9D+OR+%E2%80%9Cmicro+fronten
ds%E2%80%9D+OR+%22micro-frontend
%22+OR+%22micro-frontends%22)&ots=I
JEiPS30Vb&sig=6HoWOah7kZad7y2ARa
QHbt_MgME&redir_esc=y#v=onepage&
q=(%E2%80%9Canti-pattern%E2%80%9D
%20OR%20%E2%80%9Canti-patterns%E
2%80%9D%20OR%20%E2%80%9Cantipat
tern%E2%80%9D%20OR%20%E2%80%9C
antipatterns%E2%80%9D%20OR%20%E
2%80%9Canti%20pattern%E2%80%9D%
20OR%20%E2%80%9Canti%20patterns%
E2%80%9D)%20AND%20(%E2%80%9Cmic
rofrontend%E2%80%9D%20OR%20%E2
%80%9Cmicrofrontends%E2%80%9D%2
0OR%20%E2%80%9Cmicro%20frontend
%E2%80%9D%20OR%20%E2%80%9Cmic
ro%20frontends%E2%80%9D%20OR%20
%22micro-frontend%22%20OR%20%22m

icro-frontends%22)&f=false
P29

9 30/11/2024 07:41:00 Devops for Growth

P30
0 30/11/2024 07:41:00 Interactive learning - A scalable

and adaptive learning approach
for large courses

P30
1 30/11/2024 07:42:00         Micro frontends numa

aplicação de pré-contabilidade

Scholar

Scholar

Scholar

Scholar

Scholar

Scholar

Scholar

Scholar

https://repositorio.iscte-iul.pt/handle/1
0071/29044

https://www.theseus.fi/handle/10024/85
8294

https://books.google.com.br/books?hl=
pt-BR&lr=&id=qkD9EAAAQBAJ&oi=fnd&
pg=PT21&dq=(%E2%80%9Canti-pattern
%E2%80%9D+OR+%E2%80%9Canti-patt
erns%E2%80%9D+OR+%E2%80%9Cantip
attern%E2%80%9D+OR+%E2%80%9Cant
ipatterns%E2%80%9D+OR+%E2%80%9C
anti+pattern%E2%80%9D+OR+%E2%80
%9Canti+patterns%E2%80%9D)+AND+(%
E2%80%9Cmicrofrontend%E2%80%9D+
OR+%E2%80%9Cmicrofrontends%E2%8
0%9D+OR+%E2%80%9Cmicro+frontend
%E2%80%9D+OR+%E2%80%9Cmicro+fro
ntends%E2%80%9D+OR+%22micro-fron
tend%22+OR+%22micro-frontends%22)&
ots=8ekjOAYBM3&sig=FT0EkOpl7vghPB
t-5o8oVS6XGzc&redir_esc=y#v=onepag

e&q&f=false

https://www.diva-portal.org/smash/get/
diva2:1681218/FULLTEXT01.pdf

https://www.scoop.it/topic/devox

https://mediatum.ub.tum.de/1621369

https://recipp.ipp.pt/handle/10400.22/2
4267
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2 30/11/2024 07:43:00 Mikroslužby pro získávání

zdravotnických dat

P30
3 30/11/2024 07:43:00

Primjena i implementacija
skalabilne mikroservisne

arhitekture pomoću programskog
okvira Spring Cloud

P30
4 30/11/2024 07:45:00

Problemas e dificuldades na
migração de

sistemas monolíticos para
microsserviços

P30
5 30/11/2024 07:46:00 Modellbasiertes Management von

Anwendungen

P30
6 30/11/2024 07:53:00

The first paper of Nabson Silva's
master's degree has been

accepted to
@ICSEconf

 2025!

P30
7 30/11/2024 07:54:00

Luca Mezzalira
@lucamezzalira

·
30 de out

🚨 SAVE THE DATE!

I’m super excited to share that I’ll
be hosting a 3-hour webinar on

micro-frontends on January 2nd!
🎉

P30
8 30/11/2024 07:55:00

Tomasz Ducin
@tomasz_ducin

·
26 de set

✍  Blogged: What is #Frontend
#Architecture?

Enjoy the read 😁

P30
9 30/11/2024 07:55:00

Post

Ver novos posts
Conversa

Nabson Silva
@nabsonp

The first paper of my master's,
titled "A Catalog of Micro

Frontends Anti-patterns", has
been accepted by the

@ICSEconf
 (Research Track) 2025 🎊

P31
0 30/11/2024 07:56:00

Ahead of the Micro Frontends
conference, curated by

@Areai51
, tell us: Why Micro Frontends?

P311 30/11/2024 07:56:00

We had an insightful interview with
@al94781

 about his experience at #GSAS24!
🎤  He shared valuable reflections
on the event and its impact on the
software architecture community.

Check it out!

Scholar

Scholar

Scholar

Scholar

https://dspace.jcu.cz/bitstream/handle
/20.500.14390/44804/bp_belimenko.pdf?

sequence=1

https://repozitorij.unizg.hr/islandora/o
bject/foi:7501

https://bccdev.ime.usp.br/tccs/2021/thi
agocf/monografia.pdf

https://elib.uni-stuttgart.de/handle/116
82/13927

https://x.com/adolfont/status/1853843
982368837853

https://x.com/lucamezzalira

https://x.com/tomasz_ducin

https://x.com/nabsonp/status/1853665
471008043251

https://x.com/jsfoo/status/14678590228
20753410

https://ow.ly/xvMc50U9OW2

https://x.com/gsas_io

Twitter

Twitter

Twitter

Twitter

Twitter

Twitter
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2 30/11/2024 07:57:00

Tayana Conte repostou
Nabson Silva
@nabsonp

·
5 de nov

The first paper of my master's,
titled "A Catalog of Micro

Frontends Anti-patterns", has
been accepted by the

@ICSEconf
 (Research Track) 2025 🎊

P31
3 30/11/2024 07:58:00

ReactFoo repostou
JSFoo
@jsfoo

·
26 de jan de 2022

This evening,
@rajasegar_c

 and
@upen_dev_singh

 will talk about tooling, processes,
and use cases of monorepos and
multi-repos for managing large

codebases. 9 pm. Details at
https://hasgeek.com/jsfoo/microfr
ontends-conf/updates/link-for-joi
ning-twitter-chat-on-managing-lar
ge-co-3BqfkNumn2EDYK7ceB8fyf

Thank you
@magicbell_io

 for sponsoring the session.

P31
4 30/11/2024 07:58:00

Soraya Santana de la Fe repostou
Global Software Architecture

Summit
@gsas_io

·
15 de out

🚀  We're kicking off day 2 of
#GSAS24 with an insightful talk by

@lucamezzalira
 on Micro-Frontends

Anti-Patterns!
#SoftwareArchitecture

P31
5 30/11/2024 07:59:00

Manfred Steyer
@ManfredSteyer
[Hot off the press]

Free eBook: Modern Angular, 2nd
extended version
⏬  Download now!

✓ Standalone  ✓ Improved APIs ✓
Signals ✓ Control Flow ✓

Performance ✓ Automatic
Migration

Twitter

Twitter

Twitter

Twitter

https://x.com/TayanaConte

https://x.com/reactfoo?lang=bn

https://mobile.x.com/Sory_Santana

https://x.com/ManfredSteyer/status/17
80526114135236784



P31
6 30/11/2024 08:00:00

Akshay Agrawal
@akshaykagrawal

My co-founder
@themylesfiles

 and I have started Marimo Inc. to
keep building the

@marimo_io
 notebook and other Python data

tools.

We've raised a $5M seed round led
by

@antgoldbloom
 and

@shyammani_
 at

@aixventureshq
.

Excited for the journey ahead!

P31
7 30/11/2024 08:01:00

Fixado
ETHan

@gliechtenstein
·

19 de abr de 2018
No one's building a dedicated

native mobile app for their
@ethereum

 DApp. No one even talks about
this topic much at all. In this post,
I discuss the challenges, build one

myself, and propose a solution.
Love to hear feedback!

https://hackernoon.com/the-futur
e-of-native-mobile-apps-on-blockc
hain-what-they-should-look-like-a
nd-how-to-build-one-d25024db07d
5 #ethereum #dapp #blockchain

P31
8 30/11/2024 08:02:00

Lokalimde Çalışıyor ¯\_(ツ)_/¯
@lokalimde

·
21 de jun

Yarın TR saatiyle 13:00’da
Recursivity ve sosyal + kognitif

boyutlarını, time-travel ve diğer
boyutlarını konuşuyoruz diye

düşündüm. Meraklısına, beklerim
🎉  Ek olarak Serverless

paradigmanın maliyetlerine
gireceğim; bu da ek olsun 😎

P31
9 01/12/2024 20:29:00 Micro-Frontends: Principles,

Implementations, and Pitfalls

P32
0 01/12/2024 20:30:00

FSE 2024: Companion Proceedings
of the 32nd ACM International

Conference on the Foundations of
Software Engineering

P32
1 01/12/2024 20:48

Software Architecture Patterns for
Serverless Systems: Architecting

for innovation with events,
autonomous services, and micro

frontends

Twitter

Twitter

Twitter

https://x.com/antgoldbloom

https://x.com/gliechtenstein

https://mobile.x.com/lokalimde

https://dl.acm.org/doi/10.1145/3561846.3
561853

https://dl.acm.org/doi/proceedings/10.1
145/3663529

https://ieeexplore.ieee.org/document/1
0162936/

ACM

ACM

IEEE
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MLR DUPLICATE EXCLUSION

This Appendix presents the duplicate publications excluded during the selection process

of the MLR presented in Chapter 6.



ID Duplicated
P12
P14
P20
P22
P27
P50
P54
P61
P63
P66
P70
P75
P82
P91
P99
P103
P107
P116
P123
P125
P127
P128
P129
P130
P131
P132
P137
P153
P256
P259
P261
P274
P285
P301
P306
P312
P319

EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
EC5
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MLR FIRST FILTER

This Appendix presents the first filter results of the MLR presented in Chapter 6.



ID Title Abstract Occurrence Final Result
P1
P2
P3
P4
P5
P6
P7
P8
P9
P10
P11
P13
P15
P16
P17
P18
P19
P21
P23
P24
P25
P26
P28
P29
P30
P31
P32
P33
P34
P35
P36
P37
P38
P39
P40
P41
P42
P44
P43
P45
P46
P47
P48
P49
P51

IC1 IC1
IC1 IC1
IC1 IC1
IC1 IC1
IC1 IC1
IC1 IC1
IC1 IC1
IC1 IC1

IC1 IC1

IC1 IC1
IC1 IC1

IC1 IC1
IC1 IC1

IC1 IC1

IC1 IC1
IC1 IC1

IC1 IC1

IC1 IC1
IC1 IC1

IC1 IC1
IC1 IC1

IC1 IC1
IC1 IC1

IC1 IC1

-> ->

-> ->
-> ->
-> ->

->
-> ->
->
-> ->
-> ->
-> ->
-> ->

->
-> ->
-> ->
-> ->

-> ->
-> ->
-> ->
-> ->
-> ->
->

-> ->
-> ->

-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->

EC1 EC1

EC3 EC3
EC1 EC1
EC3 EC3

EC1 EC1
EC1 EC1

EC1 EC1
EC3 EC3

EC1 EC1

EC1 EC1

EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1

EC3 EC3
EC1 EC1

EC1 EC1
EC1 EC1
EC1 EC1
EC4 EC4



P52
P53
P55
P56
P57
P58
P68
P59
P60
P62
P64
P65
P67
P69
P71
P72
P73
P74
P76
P77
P78
P79
P80
P81
P83
P84
P85
P86
P87
P88
P89
P90
P92
P93
P94
P95
P96
P97
P98
P100
P102
P101
P104
P105
P106
P108

-> ->
->
->

-> ->
->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
->
-> ->

-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
->

-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->

EC1 EC1

EC1 EC1

EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3

EC1 EC1

EC1 EC1
EC1 EC1
EC3 EC3
EC1 EC1

EC1 EC1

EC3 EC3
EC3 EC3
EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1
EC3 EC3
EC1 EC1
EC3 EC3
EC3 EC3

EC1 EC1
EC3 EC3
EC1 EC1
EC3 EC3
EC1 EC1

IC1 IC1
IC1 IC1

IC1 IC1

IC1 IC1

IC1 IC1

IC1 IC1

IC1 IC1

IC1 IC1
IC1 IC1
IC1 IC1
IC1 IC1

IC1 IC1

IC1 IC1



P109
P110
P111
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P121
P113
P114
P115
P117
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P119
P120
P122
P124
P126
P133
P134
P135
P136
P138
P139
P140
P141
P142
P143
P144
P145
P146
P147
P148
P149
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P151
P152
P154
P155
P156
P157
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P160
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P162
P163
P164
P165
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->
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-> ->
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-> ->
-> ->
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-> ->
-> ->
-> ->
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-> ->
-> ->
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-> ->
-> ->
->
-> ->
-> ->
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-> ->
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->
-> ->
-> ->
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-> ->
-> ->
-> ->
->
->
-> ->
->
-> ->
-> ->
-> ->
->
-> ->
-> ->
-> ->
-> ->

IC1 IC1
IC1 IC1

IC1 IC1

IC1 IC1

IC1 IC1
IC1 IC1

IC1 IC1
IC1 IC1

IC1 IC1
IC1 IC1

IC1 IC1
IC1 IC1

IC1 IC1

IC1 IC1

IC1 IC1
IC1 IC1

EC1 EC1

EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1
EC3 EC3
EC3 EC3
EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1

EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1
EC1 EC1

EC1 EC1
EC1 EC1

EC3 EC3
EC3 EC3

EC3 EC3

EC3 EC3
EC1 EC1
EC3 EC3

EC3 EC3

EC3 EC3



P166
P167
P168
P169
P170
P171
P172
P173
P174
P175
P176
P177
P178
P179
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P182
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P189
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P191
P192
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P194
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P196
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P201
P202
P203
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P208
P209
P210
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-> ->
-> ->
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-> ->
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-> ->
-> ->
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-> ->
-> ->
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-> ->
-> ->
-> ->
-> ->
-> ->
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EC1 EC1

EC3 EC3
EC1 EC1
EC1 EC1
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3

EC3 EC3
EC3 EC3
EC3 EC3

EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3

EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
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EC3 EC3

EC3 EC3
EC3 EC3
EC2 EC2

IC1 IC1

IC1 IC1

IC1 IC1

IC1 IC1

IC1 IC1
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P246
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P249
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-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
-> ->
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EC3 EC3
EC3 EC3
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EC3 EC3
EC3 EC3
EC3 EC3
EC3 EC3
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EC3 EC3
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EC3 EC3
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P287
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P310
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->
->
->
->
->
->
->
->
->
->
->
->
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->
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MLR QUALITY ASSESSMENT

This Appendix presents the quality assessment results of the MLR presented in Chap-

ter 6.



Date Authority of the producer Methodology Impact Position w.r.t.
related sources Outlet type

Does the post
have a clearly
stated date?

Has the author
published other

posts about
Micro Frontends?

Does the author have
experience in real-world

Micro Frontend
architectures?

Does the
anti-patterns have
a clearly A origin or

reference?

Does the post have
positive commnets,
likes or have more
than 3 backlinks?

Have key related
GL or formal

sources linked to
or discussed?

1st tier GL = 1
2nd tier GL = 0.5
3rd tier GL = 0

Score ResultID

P1 0,71 Accepted
P2 0,71 Accepted

0,29
0,14

P5 0,71 Accepted
0,29

P7 0,57 Accepted
P8 0,71 Accepted
P10 0,71 Accepted
P16 0,86 Accepted

0,29
P24 0,57 Accepted

0,29
P26 0,57 Accepted
P29 0,71 Accepted
P30 0,57 Accepted
P32 0,71 Accepted
P38 0,86 Accepted
P39 0,71 Accepted

0,43
P41 0,71 Accepted
P42 0,71 Accepted
P44 0,71 Accepted

0,14
P55 0,57 Accepted

0,43
P58 0,57 Accepted

0,14
0,43

P81 0,57 Accepted
0,43
0,00

P86 0,57 Accepted
P87 0,71 Accepted
P100 0,71 Accepted
P108 0,86 Accepted
P109 0,71 Accepted
P112 0,57 Accepted
P136 0,57 Accepted
P143 0,86 Accepted
P144 0,86 Accepted
P147 0,57 Accepted

0,29
0,29
0,43

P154 0,57 Accepted
P155 0,57 Accepted
P157 0,86 Accepted
P161 0,71 Accepted
P163 0,57 Accepted

0,29
0,29

P176 0,71 Accepted
0,29
0,29
0,29

1 1 1 1 1
1 1 1 1 1

1 1 1 1 1
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P3 Rejected
P4 Rejected

P6 Rejected

P17 Rejected

P25 Rejected

P40 Rejected

P46 Rejected

P56 Rejected

P73 Rejected
P76 Rejected

P84 Rejected
P85 Rejected

P148 Rejected
P151 Rejected
P152 Rejected

P164 Rejected
P167 Rejected

P180 Rejected
P191 Rejected
P208 Rejected
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0 0 0 0 0 0
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MLR SECOND FILTER

This Appendix presents the second filter results of the MLR presented in Chapter 6.



ID Result
P1
P2
P5
P7
P8
P10
P16
P24
P26
P29
P30
P32
P38
P39
P41
P42
P44
P53
P55
P58
P81
P86
P87
P100
P108
P109
P110
P112
P136
P143
P144
P147
P154
P155
P157
P161
P163
P176
P255
P309

IC1
IC1

IC1
IC1

IC1

IC1

IC1

IC1
IC1

IC1

IC1

IC1

EC5

EC5
EC1
EC1
EC5
EC5

EC4

EC5

EC5
EC5
EC1

EC1
EC2
EC1
EC1

EC1
EC1
EC5
EC1
EC1
EC1
EC5
EC1

EC5
EC1
EC1
EC3
EC1
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MLR DATA EXTRACTION

This Appendix provides the complete data extraction from the publications selected

after de selection process from the MLR presented in Chapter 6.



 

P1 
 

Title Top 10 Micro Frontend Anti-Patterns 

Source  Google

Author Florian Rappl 

Publication type Blog 

Publication date 2024/03/20 

Author’s profile Practitioner 

Anti-patterns origin Professional experience. 

Anti-patterns 
categories 

- 

Proposed 
Anti-patterns 

Hidden Monolith 
Problem Source:  

● “[...] you cannot just publish or rollback a micro frontend you will most 
likely have created a hidden monolith.” 

Proposed Solution:  
● “Use DDD to properly split your application and keep loose coupling to 

avoid dependencies between the micro frontends” 

Chatty Frontends 
Problem Source: 

● “[...] over-communication in form of emitting events for pretty much 
every action results in an inefficient chatter between the different UI 
fragments.” 

Proposed Solution: 
● “Only emit useful events, potentially introducing events only if there 

are interested parties” 

Framework Madness 
Problem Source: 

● “[...] one of the most used reasons for advocating or introducing micro 
frontends historically has been the ability to render components from 
multiple frameworks. While this feature is certainly "cool", it is not 
exclusive to micro frontends nor is it a feature that should easily be 
abused.” 

Proposed Solution: 
● “Try to settle on a single technology and only introduce support for 

other frameworks - only to be introduced in justified cases.” 
 

 



 

Micro Everything 
Problem Source: 

● “[...] open a new sub-domain with a new micro frontend when you 
encounter a feature that does not easily fall into the existing 
sub-domains. [...] it will easily lead to tons of really little micro 
frontends  being created.” 

Proposed Solution: 
● “Don't split up too early, start in the closest possible domain / micro 

frontend and only extract once a clear sub-domain has emerged.” 

Violating Single Responsibility 
Problem Source: 

● “[...] a single micro frontend takes on multiple responsibilities or 
concerns that should ideally be separated.” 

Proposed Solution: 
● “[...] the term "micro" does not imply a certain lines of code limit or so, 

but rather a focus on a single sub-domain of your application.“ 

Spaghetti Architecture 
Problem Source: 

● “[...] software architecture that lacks clear structure and organization, 
resulting in a tangled mess of interconnected components and 
modules.” 

Proposed Solution: 
● “Stay at loose coupling without relying on a web of calls to provide a 

feature.” 

Distributed Data Inconsistency 
Problem Source: 

● “If the original data changes further changes need to be propagated, 
but this is not the only possible change. Another possibility is that the 
micro frontend that got a replica of the data needs the changes. Is that 
even allowed? Now the original and the duplicate will deviate again.” 

Proposed Solution: 
● “Keep data where it belongs; let others not access the data directly, 

but only indirectly via attributes / props etc.” 

Dismissing Human Factors  
Problem Source: 

● “[...] meeting technical objectives and deadlines is done without 
considering the impact on the well-being, morale, and work-life 
balance of the team members, [...] you should consider micro 
frontends as a pattern to improve the team organization and structure 
- not to make the team suffer.” 

Proposed Solution: 
● “Strengthen teams and avoid central management as much as 

possible.” 

 



 

Avoiding Observability 
Problem Source: 

● “[...] there is no observability implemented anywhere, e.g., if you don't 
know what micro frontend is the originator of an error or if you cannot 
debug the problematic part locally.” 

Proposed Solution: 
● “In case something bad happens you want to see some logs to have 

at least kind of a trace where to start looking. [...] Using the right 
metrics we can at least establish Sourcelines and go from there. [...] 
Introduce central solutions to simplify logging, collecting traces, etc.” 

Tight Coupling  
Problem Source: 

● “[...] tight coupling is usually the origin of many of the problems that 
arise when scaling micro frontends.” 

Proposed Solution: 
● “Avoid direct references that require any technical knowledge (URLs, 

module paths, internal names, ...) of other micro frontends.”  

 

 

 



 

P2 
 

Title Microfrontends Anti-Patterns: Seven Years in the Trenches 

Source  Google

Author Luca Mezzalira 

Publication type Lecture 

Publication date 2022/05/10-20 

Author’s profile Practitioner 

Anti-patterns origin Professional experience. 

Anti-patterns 
categories 

- 

Proposed 
Anti-patterns 

Yin and Yang (Micro-Frontends and Components) 
Problem Source: 

● “When you start to have implementation of micro-frontends that 
contains a very granular approach where you have the header, the 
footer, you have the image that are all micro-frontends, probably 
they're not micro-frontends.” 

Proposed Solution: 
● “[...] using multiple UI frameworks in the same single page application 

could cause more than one problem. That is also true with 
micro-frontends,” 

Hydra of Lerna - (Multi-Frameworks Approach) 
Problem Source: 

● .“[...] using multiple UI frameworks in the same single page application 
could cause more than one problem. That is also true with 
micro-frontends,” 

Proposed Solution: 
● “[...] there are certain situations where a  multi-framework approach 

makes sense. For instance, when you're dealing with legacy systems. 
[...] Another solution is when we are migrating from a UI framework to 
another one.” 

 



 

The Swiss Army Knife - (Write Programs That Do One Thing and Do 
it Well) 
Problem Source: 

● “[...] you have this legacy editor that is written with a different 
technology and maybe has a different way to communicate with the 
external world that doesn't fit inside your architecture.” 

Proposed Solution: 
● “You need to maybe create what is called an anticorruption layer 

between your application, so your micro-frontends application and the 
legacy editor.” 

The Dependencies Hell - (Do you Really Need that External 
Dependency?) 
Problem Source: 

● “We started to work with micro-frontends, and we see a lot of parts 
that could be wrapped in what is called the core library. [...] The team 
responsible for micro-frontend B are creating the core library 
extended. That is basically taking some part of the core library, 
rewriting others. Now we have a fork, or an extension of the core 
library that is breaking some stuff. [...] What can you do with the core 
library extended? You start to diverge. [...] in the long run, you will see 
that the core library extended, suddenly, it's a different library. ”  

Proposed Solution: 
● “[...] understand if you really need these kinds of core libraries. [...] 

Having a library that you share is great, but then try to work with 
composition more than extension, and also try to keep very 
separated certain libraries, and not do a library for everything.” 

A Return Ticket, Please - (Unidirectional Data Flow at the Rescue) 
Problem Source: 

● “[...] where you have a bidirectional sharing or communication, it can 
be complicated, especially because we are sharing across multiple 
elements, and everyone can share everything to everyone. It is going 
to be a nightmare.” 

Proposed Solution: 
● “What we have learned in the past 15 years in the frontend 

communities [...] is the concept of unidirectional data flow [...] I know 
exactly when I dispatch an action, update the store, and update the 
view. [...] Same thing was introduced in the Model View Intent 
architecture, or MVI, [...] where you have a user that is triggering an 
action. Then we capture the action in the intent, we change the model 
or we pass the information that is needed for changing. Then we load 
the new state and the view is updating in the UI.” 

 



 

Relax, It's Just Code - (Avoid Organizational Coupling) 
Problem Source: 

● “When someone is changing the global state [...] the structure, the 
signature, whatever, it means that everyone has to be aware. You 
need to coordinate across the teams. Basically, you're losing the 
benefit of micro-frontends, so it is independence that you are looking 
for.” 

Proposed Solution: 
● “A way to solve it is using instead events, or a publish and subscribe 

pattern. [...] Everything that could work in a Pub/Sub pattern is 
definitely your friend in this case.” 

Let's Hammer the APIs - (Multiple MFEs Calling the Same Endpoint) 
Problem Source: 

● “There are situations where you have multiple micro-frontends calling 
the same endpoints. [...] Now the authorization service has to scale for 
twice the traffic because there are two calls every time. [...] If there are 
huge numbers, it is there that there are some problems. [...] You need 
to scale the entire flow.”   

Proposed Solution: 
● “Do you really need to have two micro-frontends, or you can have one 

micro-frontend only that is assigned to one team and is handling one 
request per time? [...] domain. Otherwise, probably you need to go 
back to the whiteboard and review how your APIs are working.”  

● “The other option is creating a container that is handling one request 
and having two components instead of micro-frontends that are [...] 
relying on the container that is handling the requests.” 

 
 
 
 
 

 

 



 

P7 
 

Title Micro-Frontends anti-patterns by Luca Mezzalira (#GSAS24) 

Source  Google

Author Luca Mezzalira 

Publication type Vídeo 

Publication date 2024/11/19 

Author’s profile Practitioner 

Anti-patterns origin Professional Experience 

Anti-patterns 
categories 

- 

Proposed 
Anti-patterns 

Bye Bye big-bang - Iterative Deployment 
Problem Source: 

● “[...] a portion of the UI and carve It Out, Create a micro frontend for 
that and put inside the old system that usually slow down everything 
because you don't have a real benefit of doing micro frontends [...]” 

Proposed Solution: 
● “[...] there is a better method so you can start to use migration 

strategies by path [...] you start to build your different micro frontend 
and migrate portions of the page slowly but steadily [...]” 

 

 

 



 

P8 
 

Title 4 Micro-Frontend Anti-Patterns 

Source  Google

Author Santosh Shinde 

Publication type Blog 

Publication date 2022/07/29 

Author’s profile Practitioner 

Anti-patterns origin Professional Experience 

Anti-patterns 
categories 

- 

Proposed 
Anti-patterns 

Micro-Frontend Vs Component 
Problem Source: 

● “Micro-frontends are the technical representation of a business 
subdomain, [...] However, we frequently mix components and 
micro-frontends because we are unsure of their differences, which will 
be our first anti-pattern.” 

Proposed Solution: 
● “So set the boundaries of the micro-frontends based on the business 

subdomains [...] and avoid using components as micro-frontends 
because, by definition, micro-frontends represent business domains.” 

Multi-Framework Approach 
Problem Source: 

● “As micro-frontend gives us the freedom to choose any framework for 
development, we must first determine whether it is truly required.” 

Proposed Solution: 
● “[...] if you have the option to choose one framework for all the 

micro-frontends, then the best option is to use a single framework.” 

Dependency Hell 
Problem Source: 

● “The problem, however, is that a dependency also depends on 
another dependency, and this causes us to have problems with 
backward and forward compatibility.” 

Proposed Solution: 
● “[...] decouple your libraries from any feature extensions that they 

support by using wrappers that do not conflict with the functionality of 
the core libraries. Also, make sure that all micro-frontends are using 
the same version of your libraries.” 

 



 

 

Global State Communication 
Problem Source: 

● “[...] do not use the shared state because it would violate the concept 
of segregation.” 

Proposed Solution: 
● “The common approach is for each “micro frontend” to have its own 

store (i.e. Redux). To address this issue, you could use an event 
emitter-based approach to communication.” 

 

 



 

P30 
 

Title Chapter 4. Discovering Micro-Frontend Architectures 

Source  Google

Author Luca Mezzalira 

Publication type Book 

Publication date 2021/11/28 

Author’s profile Practitioner 

Anti-patterns origin Professional Experience 

Anti-patterns 
categories 

- 

Proposed 
Anti-patterns 

Sharing state across MFEs 
Problem Source: 

● “[...] when you select a horizontal split, you have to avoid sharing any 
state across micro-frontends; this approach is an antipattern. [...] Many 
developers may be tempted to share states between micro-frontends, 
but this results in a socio-technical antipattern.” 

Proposed Solution: 
● “[...] use the techniques mentioned in Chapter 3, such as an event 

emitter, custom events, or reactive streams using an implementation 
of the publish/subscribe (pub/sub) pattern for decoupling the 
micro-frontends and maintaining their independent nature. [...] uses an 
asynchronous communication, or event broker, to notify all the 
consumers interested in a specific event. [...] Other possibilities are 
implementing either an event emitter or a reactive stream [...]” 

Several MFEs in the same view 
Problem Source: 

● “[...] there is a real risk of over-engineering the solution to have several 
tiny micro-frontends living together in the same view, which creates an 
antipattern.” 

Proposed Solution: 
● “[...] reduce the number of micro-frontends in the same view, 

especially when multiple teams have to merge their work together.” 

 

 



 

P38 
 

Title Rules of Micro-Frontends 

Source  Google

Author Ruben Casas 

Publication type Blog 

Publication date 2020/12/29 

Author’s profile Practitioner 

Anti-patterns origin Professional Experience 

Anti-patterns 
categories 

- 

Proposed 
Anti-patterns 

The deployment queue of hell 
Problem Source: 

● “A common antipattern that should be avoided is ‘The deployment 
queue of hell’ where different Micro-frontends are so tightly coupled 
that they need to be deployed in a specific order to avoid breaking the 
application.” 

Proposed Solution: 
● “Each Micro-Frontend should have it’s own CI / CD pipeline and be 

able to deploy to production on demand without any dependencies on 
other Micro-frontends.” 

 
 

 



 

P41 
 

Title Understanding and implementing microfrontends on AWS - AWS 
Prescriptive Guidance 

Source  Google

Author Matteo Figus, Principal Solutions Architect, AWS; Alexander Guensche, 
Senior Solutions Architect, AWS; Harun Hasdal, Senior Solutions 
Architect, AWS; Luca Mezzalira, Principal Go to Market Specialist 
Solutions Architect Serverless UK, AWS 

Publication type Technical Document 

Publication date 2024/06 

Author’s profile Practitioner 

Anti-patterns origin Professional Experience 

Anti-patterns 
categories 

- 

Proposed 
Anti-patterns 

Poor Dependency Management in Micro-Frontends 
Problem Source: 

● “Ideally, your organization needs to mandate how dependencies in a 
distributed frontend architecture are maintained.” 

Proposed Solution: 
● “Three viable strategies for mandating dependency maintenance are 

share nothing, using web standards such as import maps, and module 
federation. Other approaches are anti-patterns because they violate 
basic principles of distributed architectures.” 

Dependent Deploy 
Problem Source: 

● “Consider the example of teams working on a micro-frontend feature 
that will be launched on a specific date. The feature is ready, but it 
needs to be released together with a change on another 
micro-frontend that is independently released. Blocking the release of 
both micro-frontends would be considered an anti-pattern and would 
increase risk when deployed.” 

Proposed Solution: 
● “[...] the teams can create a Boolean feature flag in a database that 

they both consume during render time (perhaps through an HTTP call 
to a shared Feature Flags API).” 

 

 



 

P55 
 

Title TechLead Journal: #47 - Micro-Frontends and the Socio-Technical Aspect 
- Luca Mezzalira 

Source  Google

Author Luca Mezzalira 

Publication type Podcast 

Publication date 2021/07/19 

Author’s profile Practitioner 

Anti-patterns origin Professional Experience 

Anti-patterns 
categories 

- 

Proposed 
Anti-patterns 

Global state 
Problem Source: 

● “Many developers when they have multiple micro-frontends in the 
same view, and they need to communicate together, the first thing that 
they think about is having a global state. And that is definitely an 
anti-pattern.” 

Proposed Solution: 
● “Instead, if you keep the state inside the micro-frontend, and you 

implement a Pub/Sub pattern where the communication is happening 
through an event emitter, or a custom event or a signal library or 
reactive stream.” 

Multiple technologies in the same application 
Problem Source: 

● “[...] having multiple technologies in the same application.” 
Proposed Solution: 

● “My suggestion is to define what the boundaries are. So the team can 
work with React 16, or React 17, React 18, Angular, whatever version. 
It doesn't matter. But try to stick with the same theme. If there is a 
situation where having for a certain period of time, multiple 
frameworks can be helpful.” 

 

 



 

P58 
 

Title Compositional Qualities of Microfrontends: The LdoD Archive 

Source  Google

Author João Luís Pacheco Raimundo 

Publication type Master Thesis 

Publication date 2023/05 

Author’s profile Researcher 

Anti-patterns origin Professional Experience 

Anti-patterns 
categories 

- 

Proposed 
Anti-patterns 

MFEs versus Components 
Problem Source: 

● “At first glance, the concepts of Component and MFEs may seem 
indistinguishable. However, while a component may be designed as 
an independent MFEs or as a simple extensible component whose 
behavior is highly affected by the environment, indicating that it is not 
independent [...]” 

Proposed Solution: 
● “[...] an MFEs should always be a technical representation of a 

sub-domain designed to be self-contained, allowing for independent 
implementation with the same or different technology.” 

Multi-frameworks approach 
Problem Source: 

● “Considered an anti-pattern by some, and an advantage by others, is 
the approach of implementing MFEs with different web frameworks.” 

Proposed Solution: 
● “Nevertheless, this approach could be advantageous in specific 

scenarios such as integrating legacy applications or applications 
developed with different technologies, where iterative integration can 
be done, allowing different technologies to coexist harmoniously.” 

 



 

Integration Bottleneck Anti-Pattern 
Problem Source: 

● “To integrate a legacy or new application that uses different technology 
and communication protocols, there may be a tendency to extend the 
behavior of the main application integration layer to fit the new 
requirement.” 

Proposed Solution: 
● “One effective solution is to extend the MSs pattern of the 

Anti-corruption layer, which is a logical layer that translates between 
two different DMs to prevent concepts from one model polluting 
another [23]. This can be applied to MFEs to enable appropriate 
translation between application interactions, ensuring no modifications 
in the main application integration layer.” 

Dependency Hell: 
Problem Source: 

● “Using shared libraries can be problematic due to versioning issues 
that can introduce breaking changes. The problem becomes even 
more significant when there is a tendency to extend shared packages 
in order to achieve a more specific behavior for a particular MFE.” 

Proposed Solution: 
● “An effective solution is to work with smaller abstractions and prioritize 

composition over extension.” 

Shared Global State: 
Problem Source: 

● “Using shared global state for MFEs communication purposes can 
lead to stronger coupling between MFEs.” 

Proposed Solution: 
● “[...] using a publish-subscribe pattern such as event listeners or event 

emitters allows for greater independence of each MFE, enabling more 
efficient development and maintenance of the system.” 

 

 



 

P108 
 

Title Micro-frontend “Blackbox Pattern” 

Source  Google

Author Naim Gkamperlo 

Publication type Blog 

Publication date 2020/05/04 

Author’s profile Practitioner 

Anti-patterns origin Professional Experience 

Anti-patterns 
categories 

- 

Proposed 
Anti-patterns 

<No Name> 
Problem Source: 

● “[...] there is usually a need to create a micro-frontend which can 
utilised by all the other micro-frontends. However, this is considered 
an anti-pattern [...]”  

Proposed Solution: 
● “[...] a blackbox (hence the name of the pattern) which has an input, 

renders itself in the DOM and has its own workflow and produces an 
output for every other micro-frontend to get its results.” 

 

 

 



 

P155 
 

Title Micro Front-End Architecture at Enterprise Scale (Updated July 2020) 

Source  Google

Author Bernd Wessels 

Publication type Blog 

Publication date 2020/10/07 

Author’s profile Practitioner 

Anti-patterns origin Professional Experience 

Anti-patterns 
categories 

- 

Proposed 
Anti-patterns 

<No Name> 
Problem Source: 

● “Sometimes it might be tempting to align APIs with individual business 
solutions and micro front-ends. This is an anti-pattern [...] A naïve 
approach would be to let micro front-ends directly access multiple 
business domain APIs. This is an anti-pattern which eventually leads 
into a huge mess of unmanageable dependencies, prevents 
deprecation and causes massive over-fetching and cache 
synchronization issues.” 

Proposed Solution: 
● “This is where the principle of API federation shines. The federated 

API is a controlled way of providing information from several domain 
APIs in a single strongly typed place. [...] The principles of being 
business domain driven, service oriented and technology agnostic all 
clearly point to GraphQL as being an actual standard on the web 
platform specifically designed for domain driven environments. [...] 
Micro front-ends can now query, mutate and subscribe the local state 
in exactly the same way they do for the backend. Improving simplicity 
and reducing cognitive load even further [...] With GraphQL we can 
now combine all these domains into a single federated API that can be 
consumed by all micro front-ends.” 

 

 



 

P309 
 

Title A Catalog of Micro Frontends Anti–patterns 

Source  Google

Author Nabson Silva, Eriky Rodrigues, Tayana Conte 

Publication type Conference Paper 

Publication date 2024/11/29 

Author’s profile Practitioner 

Anti-patterns origin Professional Experience 

Anti-patterns 
categories 

Intra-frontend, Inter-frontend, Operations and Development 

Proposed 
Anti-patterns 

Cyclic Dependency 
Problem Source: 

● “Two or more MFEs directly or indirectly depend on each other, 
resulting in high coupling between screens and fragments, 
compromising MFEs’ independence and modularity” 

Proposed Solution: 
● “High coupling between MFEs can be effectively mitigated through 

event-based communication [...] On implementing the 
Publish-Subscribe (Pub-Sub) pattern, an MFE can publish an event to 
the browser, [...]” 

Knot Micro Frontend 
Problem Source: 

● “A Knot is composed of three or more MFEs whose communication 
with each other uses a context-specific interface.” 

Proposed Solution: 
● “[...] implement domain-driven communication interfaces that are both 

generic and flexible. [...] specifying the essential fields required for 
each MFE to function correctly and interact with others. [...] We 
recommend including a generic field in the interface containing a list of 
objects” 

Hub-like Dependency 
Problem Source: 

● “A screen of an MFE integrates fragments from several other MFEs, 
becoming a central point of interdependence.”  

Proposed Solution: 
● “[...] each fragment should implement robust error handling 

mechanisms” 

 



 

Nano Frontend 
Problem Source: 

● “The frontend decomposes into numerous small MFEs with few 
screens or fragments” 

Proposed Solution: 
● “Adhering to Domain-driven Design [33] principles is necessary to 

ensure an effective decomposition of MFEs.” 

Mega Frontend 
Problem Source: 

● “Decomposing the architecture into a few MFEs encompassing 
numerous screens and fragments manifests this anti-pattern.” 

Proposed Solution: 
● “[...] development team must work closely with the product team to 

gain a deep understanding of the domains and reflect them accurately 
in the architecture.” 

Micro Frontend Greedy 
Problem Source: 

● “Whenever a need arises to develop a new set of screens or 
fragments, a new MFE is instantiated.” 

Proposed Solution: 
● “[...] the domain of the new feature must first be defined. If it falls 

within the domain of an existing MFE, it should be implemented there. 
[...] a summary of all MFEs, their contexts, and domains can help 
identify the best fit for the new feature. If it belongs to a brand new 
domain, one or more MFEs should be defined based on the domain 
definition.” 

No CI/CD 
Problem Source: 

● “The company lacks an automated Continuous Integration (CI) and 
Continuous Delivery (CD) pipeline [...]” 

Proposed Solution: 
● “Implement an automated and replicable CI/CD process that extends 

for new MFEs [...]” 

No Versioning 
Problem Source: 

● “The MFEs are not versioned.” 
Proposed Solution: 

● “Adopting a versioning approach like Semantic Versioning is essential 
to ensure that changes do not impact functioning versions.” 

 



 

Lack of Skeleton 
Problem Source: 

● “No skeleton or predefined boilerplate is available as a base for 
creating new MFEs.” 

Proposed Solution: 
● “Whenever a new technology is used to implement an MFE, the 

development team must create a repository containing the necessary 
base code, known as a boilerplate.” 

● “[...] the development team should create comprehensive 
documentation detailing the entire process of creating a new MFE, 
regardless of the technology.” 

Common Ownership 
Problem Source: 

● “A single team is tasked with managing all MFEs [...]” 
Proposed Solution: 

● “[...] defining the boundaries of teams and MFEs is essential according 
to Domain-driven Design […]” 

● “Creating shared libraries can facilitate boundary definition and 
promote greater team independence.” 

Golden Hammer 
Problem Source: 

● “All MFEs utilize the same technology, even if it does not meet the 
specific needs of each MFE.” 

Proposed Solution: 
● “To choose the most suitable technology that addresses the specific 

challenges of each MFE [...] When uncertain about a particular 
technology, conducting a proof-of-concept (POC) can validate its 
suitability” 

Micro Frontend as the Goal 
Problem Source: 

● “Adopting the MFE architecture in inappropriate contexts [...]” 
Proposed Solution: 

● “Considering the system’s complexity, the feasibility of maintaining 
automated CI/CD pipelines and the team’s restructuring according to 
different domains is necessary.” 

 

 


